### **下文转自 http://www.cnblogs.com/porter/p/3611718.html**

### **C的NULL**

在C语言中，我们使用NULL表示空指针，也就是我们可以写如下代码：

int \*i = NULL;

foo\_t \*f = NULL;

实际上在C语言中，NULL通常被定义为如下：

#define NULL ((void \*)0)

也就是说NULL实际上是一个void \*的指针，然后吧void \*指针赋值给int \*和foo\_t \*的指针的时候，隐式转换成相应的类型。而如果换做一个C++编译器来编译的话是要出错的，因为C++是强类型的，void \*是不能隐式转换成其他指针类型的，所以通常情况下，编译器提供的头文件会这样定义NULL：

#ifdef \_\_cplusplus ---简称：cpp c++ 文件#define NULL 0#else#define NULL ((void \*)0)#endif

### **C++的0**

因为C++中不能将void \*类型的指针隐式转换成其他指针类型，而又为了解决空指针的问题，所以C++中引入0来表示空指针（注：0表示，还是有缺陷不完美），这样就有了类似上面的代码来定义NULL。实际上C++的书都会推荐说C++中更习惯使用0来表示空指针而不是NULL，尽管NULL在C++编译器下就是0。为什么C++的书都推荐使用0而不是NULL来表示空指针呢？我们看一个例子：

在foo.h文件中声明了一个函数：

void bar(sometype1 a, sometype2 \*b);

这个函数在a.cpp、b.cpp中调用了，分别是：

a.cpp:

bar(a, b);

b.cpp:

bar(a, 0);

好的，这些代码都是正常完美的编译运行。但是突然在某个时候我们功能扩展，需要对bar函数进行扩展，我们使用了重载，现在foo.h的声明如下：

void bar(sometype1 a, sometype2 \*b);void bar(sometype1 a, int i);

这个时候危险了，a.cpp和b.cpp中的调用代码这个时候就不能按照期望的运行了。但是我们很快就会发现b.cpp中的0是整数，也就是在overload resolution的时候，我们知道它调用的是void bar(sometype1 a, int i)这个重载函数，于是我们可以做出如下修改让代码按照期望运行：

bar(a, static\_cast<sometype2 \*>(0)); --- 我们的游戏项目就遇到这个问题，这样用开起来别扭

我知道，如果我们一开始就有bar的这两个重载函数的话，我们会在一开始就想办法避免这个问题（不使用重载）或者我们写出正确的调用代码，然而后面的这个重载函数或许是我们几个月或者很长一段时间后加上的话，那我们出错的可能性就会加大了不少。貌似我们现在说道的这些跟C++通常使用0来表示空指针没什么关系，好吧，假设我们的调用代码是这样的：

foo.h

void bar(sometype1 a, sometype2 \*b);

a.cpp

bar(a, b);

b.cpp

bar(a, NULL);

当bar的重载函数在后面加上来了之后，我们会发现出错了，但是出错的时候，我们找到b.cpp中的调用代码也很快可能忽略过去了，因为我们用的是NULL空指针啊，应该是调用的void bar(sometype1 a, sometype2 \*b)这个重载函数啊。实际上NULL在C++中就是0，写NULL这个反而会让你没那么警觉，因为NULL不够“明显”，而这里如果是使用0来表示空指针，那就会够“明显”，因为0是空指针，它更是一个整形常量。

在C++中，使用0来做为空指针会比使用NULL来做空指针会让你更加警觉。

### **C++ 11的nullptr**

虽然上面我们说明了0比NULL可以让我们更加警觉，但是我们并没有避免这个问题。这个时候C++ 11的nullptr就很好的解决了这个问题，我们在C++ 11中使用nullptr来表示空指针，这样最早的代码是这样的，

foo.h

void bar(sometype1 a, sometype2 \*b);

a.cpp

bar(a, b);

b.cpp

bar(a, nullptr);

在我们后来把bar的重载加上了之后，代码是这样：

foo.h

void bar(sometype1 a, sometype2 \*b);void bar(sometype1 a, int i);

a.cpp

bar(a, b);

b.cpp

bar(a, nullptr);

这时候，我们的代码还是能够如预期的一样正确运行。

在没有C++ 11的nullptr的时候，我们怎么解决避免这个问题呢？我们可以自己实现一个（《Imperfect C++》上面有一个实现）：
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constclass nullptr\_t

{public:

template<class T>

inline operator T\*() const

{ return 0; }

template<class C, class T>

inline operator T C::\*() const

{ return 0; }

private:

void operator&() const;

} nullptr = {};

[![IMG_257](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](http://www.cnblogs.com/porter/p/javascript:void(0);" \o "复制代码)

虽然这个东西被大家讨论过很多次了，但是我觉得还是有必要再讨论一下，毕竟在C++ 11还没有普及之前，我们还是应该知道怎么去避免问题，怎么很快的找到问题。

------  结论：  如果使用 nullptr 初始化对象，就能避免 0 指针的二义性的问题。  cocos2d-x3.0 采用 c++11的新特性了... c++ 二春来了...