1. java创建线程对象有两种方式：

创建Thread子类的实例

以Runnable或Callable对象为target，创建Thread对象。

(Runnable或Callable对象的核心就是作为线程执行体的函数)

1. python创建线程对象同样有两种方式：

创建Thread子类的实例

以指定函数为target，创建Thread对象

# 线程创建

import threading

def action(max):

for i in range(max):

print(threading.current\_thread().getName() + " " + str(i))

for i in range(100):

print(threading.current\_thread().getName() + " " + str(i))

if i == 20:

t1 = threading.Thread(target=action, args=(100,))

t1.start()

t2 = threading.Thread(target=action, args=(100,))

t2.start()

print("main process done!")

# run和start

run线程执行体

start启动线程

//可以通过构造函数传递线程参数

import threading

class mythread(threading.Thread):

def \_\_init\_\_(self):

threading.Thread.\_\_init\_\_(self)

self.i = 0

def run(self):

while self.i < 100:

print(threading.current\_thread().getName() + " " + str(self.i))

self.i += 1

for i in range(100):

print(threading.current\_thread().getName() + " " + str(i))

if i == 20:

my1 = mythread()

my1.start()

my2 = mythread()

my2.start()

print('main done!')

import threading

def action(max):

for i in range(max):

print(threading.current\_thread().getName() + " " + str(i))

for i in range(100):

print(threading.current\_thread().getName() + " " + str(i))

if i == 20:

#不启动线程，直接执行线程方法

#t1 = threading.Thread(target=action, args=(100,))

#t1.start()

threading.Thread(target=action, args=(100,)).run()

#t2 = threading.Thread(target=action, args=(100,))

#t2.start()

threading.Thread(target=action, args=(100,)).run()

print("main process done!")

# 线程方法

tt = threading.Thread(target=action, args=(100,))

tt.is\_alive()

tt.join #主线程必须等待该线程执行结束后，才会向下执行

#后台线程

tt.daemon = True

#睡眠

import time

time.sleep(1)

time.sleep(0.001)

# 同步和互斥

acquire(blocking=True, timeout=-1)

release()

threading.Lock #基本锁，只能锁定一次，其余锁请求要等释放锁

threading.RLock #可重入锁, 比较常用的是RLock

--------------------------------------------------

import threading

import time

class Account:

def \_\_init\_\_(self, no, balance):

self.no = no

self.balance = balance

self.lock = threading.RLock()

def draw(account, draw\_amount):

account.lock.acquire()

try:

if account.balance >= draw\_amount:

print(threading.current\_thread().name + "pay ok:" + str(draw\_amount))

time.sleep(0.001)

account.balance -= draw\_amount

print("\n current amount: " + str(account.balance))

else:

print(threading.current\_thread().name + "pay failed:" + "lack of money")

finally:

account.lock.release()

acct = Account("1234567", 1000)

threading.Thread(name='A', target=draw, args=(acct, 800)).start()

threading.Thread(name='B', target=draw, args=(acct, 800)).start()

|  |  |
| --- | --- |
| 无锁保护  root@2004a:/home/test# python3 test.py  Apay ok:800  Bpay ok:800  current amount: 200  current amount: -600 | 有锁保护  root@2004a:/home/test# python3 test.py  Apay ok:800  current amount: 200  Bpay failed:lack of money |

# 线程通信Condition

acquire(timeout)/release()

wait(timeout) // wait会先解锁，再睡眠，被唤醒之后，再加锁

notify()

notify\_all()

/\* draw是花钱，deposit是存钱，flag=true表示账户有钱，可以消费，flag=false表示账户为空，可以存钱\*/

root@2004a:/home/test# cat test.py

import threading

import time

class Account:

def \_\_init\_\_(self, no, balance):

self.no = no

self.balance = balance

self.cond = threading.Condition()

self.flag = False

def getBalance(self):

return self.balance

def draw(self, draw\_amount):

self.cond.acquire()

try:

if not self.flag:

self.cond.wait()

else:

print(threading.current\_thread().name + "取钱:" + str(draw\_amount))

self.balance -= draw\_amount

print("账户金额为: " + str(self.balance)+"\n")

self.flag = False

self.cond.notify\_all()

finally:

self.cond.release()

def deposit(self, amount):

self.cond.acquire()

try:

if self.flag:

self.cond.wait()

else:

print(threading.current\_thread().name + "存款:" + str(amount))

self.balance += amount

print("账户金额为: " + str(self.balance)+"\n")

self.flag = True

self.cond.notify\_all()

finally:

self.cond.release()

def draw\_many(account, amount, max):

for i in range(max):

account.draw(amount)

def deposit\_many(account, amount, max):

for i in range(max):

account.deposit(amount)

acct = Account("1234567", 0)

threading.Thread(name="取款者", target=draw\_many, args = (acct, 800, 10)).start()

threading.Thread(name="存款者A", target=deposit\_many, args = (acct, 800, 10)).start()

threading.Thread(name="存款者B", target=deposit\_many, args = (acct, 800, 10)).start()

threading.Thread(name="存款者C", target=deposit\_many, args = (acct, 800, 10)).start()

root@2004a:/home/test#

root@2004a:/home/test# python3 test.py

存款者A存款:800

账户金额为: 800

取款者取钱:800

账户金额为: 0

存款者A存款:800

账户金额为: 800

取款者取钱:800

账户金额为: 0

存款者A存款:800

账户金额为: 800

取款者取钱:800

账户金额为: 0

存款者A存款:800

账户金额为: 800

取款者取钱:800

账户金额为: 0

存款者A存款:800

账户金额为: 800

取款者取钱:800

账户金额为: 0

存款者B存款:800

账户金额为: 800

# 线程通信Queue

print(queue.\_\_doc\_\_)

help(queue)

## example1

import queue

qq = queue.Queue(2)

qq.put('111')

qq.put('222')

print("======test put\_nowait======")

try:

qq.put\_nowait('333')

except Exception as e:

print("error")

finally:

print("skip error")

print(qq.get())

print(qq.get())

#print("======test put\_nowait======")

#print(qq.get\_nowait())

try:

qq.get(timeout=1)

except Exception as e:

print("error")

finally:

print("skip error")

## example2

root@2004a:/home/test# cat test.py

import threading

import time

import queue

def product(qq):

arr=("python3", "Kotlin", "swift")

for i in range(3):

print(threading.current\_thread().name + "生产者准备生产元组元素!")

time.sleep(0.2)

qq.put(arr[i%3])

print(threading.current\_thread().name + "element generated!\n")

def consume(qq):

while True:

print(threading.current\_thread().name + "消费者准备消费元组元素!")

time.sleep(0.2)

t = qq.get()

print(threading.current\_thread().name + "element[%s] consumed!\n" % t)

qq = queue.Queue(maxsize=1)

threading.Thread(target=product, args=(qq,)).start()

threading.Thread(target=product, args=(qq,)).start()

threading.Thread(target=consume, args=(qq,)).start()

root@2004a:/home/test# python3 test.py

Thread-1生产者准备生产元组元素!

Thread-2生产者准备生产元组元素!

Thread-3消费者准备消费元组元素!

Thread-1element generated!

Thread-1生产者准备生产元组元素!

Thread-3element[python3] consumed!

Thread-3消费者准备消费元组元素!

Thread-2element generated!

Thread-2生产者准备生产元组元素!

Thread-3element[python3] consumed!

Thread-3消费者准备消费元组元素!

Thread-2element generated!

Thread-2生产者准备生产元组元素!

Thread-3element[Kotlin] consumed!

Thread-3消费者准备消费元组元素!

Thread-2element generated!

Thread-3element[swift] consumed!

Thread-3消费者准备消费元组元素!

Thread-1element generated!

Thread-1生产者准备生产元组元素!

Thread-3element[Kotlin] consumed!

Thread-3消费者准备消费元组元素!

Thread-1element generated!

Thread-3element[swift] consumed!

Thread-3消费者准备消费元组元素!

# 线程通信Event

#发次事件，多人接收

## example1

root@2004a:/home/test# cat test.py

import threading

import time

event=threading.Event()

def cal(name):

print('%s startup' % threading.currentThread().getName())

print('%s ready to calc' % name)

event.wait()

print('%s finish calc\n' % name)

threading.Thread(target=cal, args=('jia',)).start()

threading.Thread(target=cal, args=('yi',)).start()

time.sleep(2)

print('-------------------------------------')

print('main process send event')

event.set()

root@2004a:/home/test# python3 test.py

Thread-1 startup

jia ready to calc

Thread-2 startup

yi ready to calc

-------------------------------------

main process send event

jia finish calc

yi finish calc

root@2004a:/home/test#

## example2

root@2004a:/home/test# cat test.py

import threading

import time

class Account:

def \_\_init\_\_(self, no, balance):

self.no = no

self.balance = balance

self.lock = threading.Lock()

self.event = threading.Event()

def getBalance(self):

return self.balance

def draw(self, draw\_amount):

self.lock.acquire()

if self.event.is\_set():

print(threading.current\_thread().name + "取钱:" + str(draw\_amount))

self.balance -= draw\_amount

print("账户金额为: " + str(self.balance)+"\n")

self.event.clear()

self.lock.release()

self.event.wait()

else:

self.lock.release()

self.event.wait()

def deposit(self, amount):

self.lock.acquire()

if not self.event.is\_set():

print(threading.current\_thread().name + "存款:" + str(amount))

self.balance += amount

print("账户金额为: " + str(self.balance)+"\n")

self.event.set()

self.lock.release()

self.event.wait()

else:

self.lock.release()

self.event.wait()

def draw\_many(account, amount, max):

for i in range(max):

account.draw(amount)

def deposit\_many(account, amount, max):

for i in range(max):

account.deposit(amount)

acct = Account("1234567", 0)

threading.Thread(name="取款者", target=draw\_many, args = (acct, 800, 10)).start()

threading.Thread(name="存款者A", target=deposit\_many, args = (acct, 800, 10)).start()

threading.Thread(name="存款者B", target=deposit\_many, args = (acct, 800, 10)).start()

threading.Thread(name="存款者C", target=deposit\_many, args = (acct, 800, 10)).start()

root@2004a:/home/test#

![](data:image/png;base64,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)

# 使用线程池

concurrent.futures模块有个类是Executor

Executor有两个子类：

Thread PoolExecutor用于创建线程池

ProcessPoolExecutor用于创建进程池

Executor有如下方法：

submit(fn, \*args, \*\*kwargs)

/\*\*\*\*map函数类似于全局函数map(func, \*iterables),只是上述函数会启动多个线程，以异步方式对iterables执行map处理\*\*\*\*/

map(func, \*iterables, timeout=None, chunksize=1)

shutdown(wait=True)

## example1

from concurrent.futures import ThreadPoolExecutor

import threading

import time

def action(max):

sum=0

for i in range(max):

#print(threading.current\_thread().name + ' ' + str(i))

sum += i

return sum

pool = ThreadPoolExecutor(max\_workers=2)

future1 = pool.submit(action, 50)

future2 = pool.submit(action, 100)

print('----test future.done----')

print(future1.done())

time.sleep(3)

print(future2.done())

print('-----test future.result------')

print(future1.result())

print(future2.result())

print('-----destroy pool--------')

pool.shutdown()

root@2004a:/home/test# python3 test.py

----test future.done----

True

True

-----test future.result------

1225

4950

-----destroy pool--------

root@2004a:/home/test#

## example2 – add\_done\_callback

from concurrent.futures import ThreadPoolExecutor

import threading

import time

def action(max):

sum=0

for i in range(max):

#print(threading.current\_thread().name + ' ' + str(i))

sum += i

return sum

def get\_result(future):

print(future.result())

#pool = ThreadPoolExecutor(max\_workers=2)

with ThreadPoolExecutor(max\_workers=2) as pool:

future1 = pool.submit(action, 50)

future2 = pool.submit(action, 100)

future1.add\_done\_callback(get\_result)

future2.add\_done\_callback(get\_result)

#print(future1.result())

#print(future2.result())

#pool.shutdown()

print('--------------')

root@2004a:/home/test#

root@2004a:/home/test# python3 test.py

1225

--------------

4950

root@2004a:/home/test#

## example3 - map

from concurrent.futures import ThreadPoolExecutor

import threading

import time

def action(max):

sum=0

for i in range(max):

#print(threading.current\_thread().name + ' ' + str(i))

time.sleep(0.01)

sum += i

return sum

def get\_result(future):

print(future.result())

#pool = ThreadPoolExecutor(max\_workers=4)

with ThreadPoolExecutor(max\_workers=4) as pool:

res = pool.map(action, (50, 100, 150))

print('---------------------')

for r in res:

print(r)

root@2004a:/home/test# python3 test.py

---------------------

1225

4950

11175

# 线程局部变量

通常建议：

如果多个线程之间需要共享资源，以实现线程通信，则使用同步机制

如果仅仅需要隔离多个线程之间的共享冲突，则可以使用线程局部变量

import threading

from concurrent.futures import ThreadPoolExecutor

mydata = threading.local()

def action(max):

for i in range(max):

try:

mydata.x += i

except:

mydata.x = i

print("name=%s mydata.x=%d" % (threading.current\_thread().name, mydata.x))

with ThreadPoolExecutor(max\_workers=2) as pool:

pool.submit(action, 10)

pool.submit(action, 10)

# timer

from threading import Timer

def hello():

print("hello, world")

t = Timer(5.0, hello)

t.start()

root@2004a:/home/test# cat test.py

from threading import Timer

import time

count=0

def print\_time():

print("current time: %s" % time.ctime())

global t,count

count += 1

if count < 10:

t = Timer(1, print\_time)

t.start()

t = Timer(1, print\_time)

t.start()

root@2004a:/home/test# python3 test.py

current time: Wed Feb 23 14:51:18 2022

current time: Wed Feb 23 14:51:19 2022

current time: Wed Feb 23 14:51:20 2022

current time: Wed Feb 23 14:51:21 2022

current time: Wed Feb 23 14:51:22 2022

current time: Wed Feb 23 14:51:23 2022

current time: Wed Feb 23 14:51:24 2022

current time: Wed Feb 23 14:51:25 2022

current time: Wed Feb 23 14:51:26 2022

current time: Wed Feb 23 14:51:27 2022

root@2004a:/home/test#

# sched

import sched,time

import threading

import os

s = sched.scheduler()

def print\_time(name="default"):

print("%s 的时间: %s" % (name, time.ctime()))

print("pid=%d\n" % os.getpid())

print('main process:', time.ctime())

s.enter(6, 1, print\_time)

#指定3秒后执行，优先级2

s.enter(3, 2, print\_time, argument=('位置参数',))

#指定3秒后执行，优先级1

s.enter(3, 1, print\_time, kwargs={'name':'关键字参数'})

s.run()

print('主线程', time.ctime)

# fork和multiprocessing.Process

fork创建进程不适合windows

multiprocessing.Process创建进程能跨平台运行

## fork

root@2004a:/home/test# cat test.py

import os

print("parent pid: %d" % os.getpid())

pid = os.fork()

if pid == 0:

print("I am fater: %d" % os.getpid())

else:

print("I am son: %d" % os.getpid())

print("process %d fininshed!" % os.getpid())

root@2004a:/home/test# python3 test.py

parent pid: 11688

I am son: 11688

process 11688 fininshed!

I am fater: 11689

process 11689 fininshed!

## multiprocessing

root@2004a:/home/test# cat test.py

import multiprocessing

import os

def action(max):

for i in range(max):

print("parent=%s son=%s: %d" % (os.getpid(), os.getppid(), i))

if \_\_name\_\_ == '\_\_main\_\_':

for i in range(10):

print("mainprocess=%d: %d" % (os.getpid(), i))

if i == 2:

mp1 = multiprocessing.Process(target=action, args=(10,))

mp1.start()

mp2 = multiprocessing.Process(target=action, args=(10,))

mp2.start()

mp2.join()

print('mainprocess finished!')

root@2004a:/home/test#
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## 继承multiprocessing

#效果和上页的例子完全一样

import multiprocessing

import os

class MyProcess(multiprocessing.Process):

def \_\_init\_\_(self, max):

self.max =max

super().\_\_init\_\_()

def run(self):

for i in range(self.max):

print("parent=%s son=%s: %d" % (os.getpid(), os.getppid(), i))

if \_\_name\_\_ == '\_\_main\_\_':

for i in range(10):

print("mainprocess=%d: %d" % (os.getpid(), i))

if i == 2:

#mp1 = multiprocessing.Process(target=action, args=(10,))

mp1 = MyProcess(10)

mp1.start()

#mp2 = multiprocessing.Process(target=action, args=(10,))

mp2 = MyProcess(10)

mp2.start()

mp2.join()

print('mainprocess finished!')

## Context和启动进程的方式

根据平台的支持，python支持三种启动进程的方式：

spawn：父进程启动一个python解释器，子进程只能继承处理run()方法所必须的资源，那些文件描述符和handle都不会被继承。只在windows平台上有效。

fork：父进程启动一个python解释器，子进程会继承父进程的所有资源，因此子进程基本等效于父进程。只在unix平台上有效。

forkserver：启动服务器进程。只在unix平台上有效。

### set\_start\_method用于设置启动进程的方式

import multiprocessing

import os

def foo(q):

print("new process: %s" % os.getpid())

q.put('python3.8')

if \_\_name\_\_ == '\_\_main\_\_':

#设置使用fork方式启动进程

multiprocessing.set\_start\_method('fork')

q = multiprocessing.Queue()

mp = multiprocessing.Process(target=foo, args=(q,))

mp.start()

print(q.get())

mp.join()

### get\_context

#用Context对象来代替multiprocessing进程

import multiprocessing

import os

def foo(q):

print("new process: %d" % os.getpid())

q.put('python3.8')

if \_\_name\_\_ == '\_\_main\_\_':

#multiprocessing.set\_start\_method('fork')

#q = multiprocessing.Queue()

#设置使用fork方式启动进程，并获取Context对象

ctx = multiprocessing.get\_context('fork')

q = ctx.Queue()

#mp = multiprocessing.Process(target=foo, args=(q,))

mp = ctx.Process(target=foo, args=(q,))

mp.start()

print(q.get())

mp.join()

# 进程池

进程池具有如下方法：

apply：将函数交给进程池处理

apply\_async: apply方法的异步版本

map: 对itarable的每一个元素执行func函数

map\_async

imap #map的延迟版本

#功能类似于imap方法，但不能保证所生成的结果与原iterable中的元素顺序一致

imap\_unordered(func, iterable[, chunksize])

startmap

terminate

join

## apply\_async

import multiprocessing

import time

import os

def action(name='default'):

print('pid:%s is executing, and param=%s' % (os.getpid(), name))

time.sleep(3)

if \_\_name\_\_ == '\_\_main\_\_':

pool = multiprocessing.Pool(processes=4)

pool.apply\_async(action)

pool.apply\_async(action, args=('位置参数',))

pool.apply\_async(action, kwds={'name':'关键字参数'})

pool.close()

pool.join()

root@2004a:/home/test# python3 tets.py

pid:12144 is executing, and param=default

pid:12145 is executing, and param=位置参数

pid:12146 is executing, and param=关键字参数

root@2004a:/home/test#

## map

import multiprocessing

import time

import os

def action(max):

sum = 0

for i in range(max):

print('process:%s is executing:%d' % (os.getpid(), i))

sum += i

return sum

if \_\_name\_\_ == '\_\_main\_\_':

with multiprocessing.Pool(processes=4) as pool:

res = pool.map(action, (5, 10, 15))

print('-------------')

for i in res:

print(i)

# 进程通信

## Queue

import multiprocessing

def f(q):

print("%s begin to produce data..." % (multiprocessing.current\_process().pid))

q.put('python3')

if \_\_name\_\_ == '\_\_main\_\_':

q = multiprocessing.Queue()

p = multiprocessing.Process(target=f, args=(q,))

p.start()

print("%s begin to consume data..." % (multiprocessing.current\_process().pid))

print(q.get())

p.join()

## Pipe

root@2004a:/home/test# cat test.py

import multiprocessing

def f(conn):

print("process %s is sending data..." % multiprocessing.current\_process().pid)

conn.send('swift')

if \_\_name\_\_ == '\_\_main\_\_':

#conn1: father; conn2:child

conn1,conn2 = multiprocessing.Pipe()

p = multiprocessing.Process(target=f, args=(conn2,))

p.start()

print("process %s is receiving data..." % multiprocessing.current\_process().pid)

print(conn1.recv())

p.join()

root@2004a:/home/test# python3 test.py

process 12270 is receiving data...

process 12271 is sending data...

swift

root@2004a:/home/test#