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首先声明一下，任何一行都会有各种各样的具体情况，作为一个个体很难绝对完善的覆盖各个方面，笔者亦不能免俗。这篇文章的某些观点仅代表个人意见，具体情况还希望多加调查以确保不要陷入个人偏见。

信息技术是当今信息社会非常基础的存在和生产力，也正因此，在很长的一段时间里计算机学科都显得很吃香，也成为了诸多学生选择专业的首选。

但和很多其他专业一样，计算机这个学科有着自己的特点、适应人群和并不简单轻松的职业发展路径。因此，本文将试图从专业学习、未来出路和生涯规划三个方面来介绍一下计算机专业的全貌。

# 关于学科本身

计算机是一门非常年轻的学科，其历史至今还不足百年。但是作为第三次工业革命的主要技术，计算机依然是这个时代最核心的学科之一。

简单来说，最狭义的计算机学科，研究的是如何通过现代的各种电子元器件（如最早的电子管、晶体管、集成电路）的组合，使得它可以按照人类预先设定的流程工作，从而完成各种计算问题。这是抽象到最抽象的计算机学科，也是其原本最根本的出发点和整个学科的基础核心。

事实上，计算机这个学科是一个非常特殊的存在，因为它是如此的包罗万象，以至于从各个不同的侧面和不同的层级看去，计算机科学可以呈现出各类学科的特点。例如，在最底层的实现部分，计算机学科是一门妥妥的工程学科，如何搭建电路以完成基本逻辑运算、如何提高效率、如何大规模集成，这些和设计精密的机械仪器和汽车发动机别无二致；然而到了抽象层面，算法、数据结构这些组织数据和解决问题的方法论，却是满满的理论研究的味道，到处充满了组合数学；在中间的各种应用层级，计算机学科又像是材料、建筑或是生物，在有限的抽象层级和有限的工具范围内进行组合，在某一特定应用领域中发现一些算不上是基础突破、但又不完全纯粹是技巧的技术和知识（例如优化计算机网络结构等）。

现如今，因为信息系统已经深度融合进入了各个学科行业，所以计算机学科也变得格外重要，其下属的具体方面也愈加丰富多元。有硬件层面的不断精益求精、试图突破摩尔定律的极限，有软件应用层面的工程代码的设计、网络系统设计，有交叉学科的人机交互、图形学，有试图破解人类智慧的人工智能，有在理论上探究更加算法与计算本质的理论计算机科学和量子计算等等。

# 学科的知识结构

## 本科课程体系

计算机学科的培养方案比较庞杂，不同学校也有各自的特点，不能一概而论，但大体上以下部分是几乎所有的培养方案都会包含的：

* 数理基础课：大一基本上都是上这些，一部分课程可能要到大二。其主要内容除去理工科基本必须的各项现代数学（微积分、线性代数、概率论）等之外，还有程序员必备的核心本领——代码能力，以及一些比较特色的、只有在计算机这个世界里显得格外重要的一些分支（如离散数学等）。部分学校会要求修大学物理
  + 数学课程：高等数学/微积分、线性代数/高等代数、概率论、复变函数、离散数学、数值分析
  + 代码课程：程序设计基础、面向对象程序设计、算法设计
  + 物理课程：大学物理
* 核心专业课：课程分布在大二、大三两年，据我所知，无论是哪个大学，计算机核心专业课都是十分之多的，因为计算机本身包含的内容确实太丰富了。不然怎么都调侃计算机系是熬夜脱发院系呢（摊手）
  + 代码进阶：汇编，Java，图像化编程，软件工程，数据结构
  + 硬件课程：电路原理，模拟电路，数字电路
  + 计算机系统：编译原理，计算机组成原理，操作系统
  + 计算机应用：网络原理，人工智能原理，信号原理，计算机图形学，数据库
* 可选方向的专业选修课：这些选修课的内容为计算机应用的最前沿，覆盖计算机各类子学科，一般会要求学生选修若干学分。很多课程会有一线的科研内容，以下是一些例子
  + 密码学，网络安全，数据挖掘，人工智能，神经网络，图像处理，软件开发，嵌入式系统，模式识别，高性能计算，多媒体，数字系统，博弈论，复杂度分析……

其中数理基础课和核心专业课程都属于必修内容，而后续的选修课程则与各类细分的专业方向相关。

## 细分方向

计算机有很多细分方向，不同方向之间也并非泾渭分明，大致归类如下

* **人工智能：**可能是最近最火的方向了，致力于用计算机系统和算法来重现、模拟甚至超越人类的智能，从而解决各种实际问题。其具体领域包括机器学习、模式识别、计算机视觉、自然语言处理、强化学习等等。
* **高性能计算：**致力于充分发挥计算机强大的计算能力、追求其极限，最广为人知的例子就是超级计算机了，如何设计并使得超大的计算集群得以运转并解决规模庞大的任务、尽力将每一个计算过程的效率发挥到极致、降低能耗、设计全新的计算架构（包括硬件和系统组织层面）是这个学科的核心问题。
* **计算机系统：**在执行最基本运算的硬件和实现各种纷繁复杂应用的软件之间，计算机系统是一个至关重要的平台和桥梁，你很难想象像先人那样用命令行操作你的电脑，用0和1编程。好的系统需要快速、安全、稳定，这其中涉及到大量的底层问题，而这也正是计算机系统的研究内容。
* **网络技术：**我们现在已经很习惯于网络了，但是互联网的到来是一件非凡的事情，其遗留的问题和未来的发展一直在继续。网络结构如何优化？远隔重洋的计算机如何安全的完成互相的身份确认和信息传输？黑客是怎么一回事、又该如何防范？这些都属于网络技术的范畴。
* **多媒体：**多媒体技术包括图像和视频的处理，人机交互过程中可能出现的问题等等。因为其跟新闻传媒、社会科学以及人体工程有很多交集，所以是计算机学科中“人文味”相对比较浓的一个领域。
* **理论计算机：**一切现在存在的计算机本质上都是图灵机，或者更确切的说，是基于冯诺依曼架构体系设计而成的计算机。这一理论本质带来一系列有趣的问题，例如计算能力的边界在哪里？面对一类问题，如何设计更好的算法，或者证明不存在更好的算法？对于一些本质十分困难的算法问题，如何设计好的近似或者随机算法？量子计算机真的在理论上可以完成传统计算机几乎不能完成的任务吗？为什么我们认为我们现在使用的密码系统是安全的？这些都属于理论计算机的范畴。

## 交叉学科

计算机学科与其他学科的交叉非常之多。例如与经济学交叉的算法经济学和算法博弈论，研究各种定价和拍卖的问题；与社会科学结合的数据（AI）伦理；与数学结合的计算数学和理论计算机；与生物结合的计算生物学和生物统计，用计算机的力量帮助破解基因密码，又比如alphafold可以用于破译蛋白质结构……

可以说，只要一门科学里涉及到数学、并可以将某些核心问题转化成数学问题，计算机学科就可以用计算发挥其威力。

# 计算机专业怎么学？

前面两个部分对计算机专业的知识结构与关注的主要方向做了基础的介绍，但很多同学关注的除了“计算机专业学什么”之外，更多是“怎么学”以及“难不难学”两个问题，这里会针对这两个问题，简单给出一个回答。

在展开介绍之前，有必要先明确一个十分根本的认识问题：**计算机学科到底在干啥？**很多人怀揣着对于信息时代黑科技的向往或是对高薪资的追求，就非常热切的选择了计算机专业，这种本质上基于浪漫的想象和功利的眼红的动机，在本科的学习中很容易出现落差或者不适应，即使是在笔者所在的清华大学，计算机类专业学习过程中出现不适应、跟不上的学生也比比皆是。

计算机学科最原始的初衷是用机械代替人力计算，后来机械装置变成电路，即使用复杂的电路完成预先规划的计算行为。因此，从本质上说，计算机学科是一个研究“如何设计并使用电子器件收集、存储、处理信息进行计算以达成某种目的”的学科，而如何控制此种计算或处理流程的预设逻辑，即为大家所熟知的“程序”或“代码”。

以此脉络展开，就不难理解世界上各个大学惊人一致的计算机专业的培养方案了：除去是一个理工科学生都必须要学的微积分、线性代数、概率论之外，一个计算机专业的学生首先需要理解基本的电路的工作原理、以及如何使用电路进行逻辑运算，所以就会有一系列的硬件课，包括电路原理、数字电路、计算机组成结构；

其次，计算机专业的学生一定要十分熟悉并且喜欢一种“安排”感，即从一个策划者的角度、像设计多米诺骨牌或哥德堡装置一样，环环相扣、如何一步步完成某一个目标的流程，这些本质上即“代码思维”，是一个在我国基础教育中相对较为缺失的一环，大学有关的课程是程序设计、算法设计、数据结构等；

接下来，是如何沟通抽象的逻辑流程设计（程序）到具体实践的电路操作，就有一系列的系统课：编译原理、汇编、操作系统、计算机组成原理、网络原理等。

以上是计算机这个学科的绝对核心，也是学起来最为硬核的部分，还有一些剩余的技术领域如人工智能、网络安全、高性能计算、图形学、软件工程等等，是由这些核心所延展出的具体应用。

所以，其实诸如重装系统、恢复硬盘、黑客技术等等，本质上其实是计算机具体应用层面（如计算机系统硬件、网络安全等）非常具体细化的专业知识技术，学习计算机主干学科内容的同学不会修电脑，实在是再正常不过的事情了。

从上面不难看出，想要学好计算机这个学科，其实在思维上要特别适应并且擅长“程序化流程思考”的模式，很多人常问学好计算机是不是需要很好的数学，答案当然是肯定的，不过和实分析复分析代数拓扑泛函分析这些数学系的“数学”不同，计算机专业学生需要特别拥有的数学思维能力，是偏组合的、偏概率的、面向某一个具体问题的流程的能力，习惯于从算法程序的角度思考、分析问题。

线性代数、离散数学、概率论、组合数学是计算机学生的数学基础核心，而面向对象的体系化程序设计，学会分析和操作一个极高复杂性的系统（包括装环境、de一些谜之bug），并忍受该过程中的繁难、没有线索、牵一发而动全身的复杂性，是成为一个好的计算机专业的学生必备的基本素质，面对全新的知识和事物能够迅速把握关键、迁移自己已有的知识快速学习，也是计算机专业的学生必须具备的能力。

在这个角度上，我认为大学之前从来没有写过代码的同学，最好还是相对慎重的选择计算机专业；如果选择了，则程序设计、面向对象、数据结构、算法设计、软件工程这之类的代码基础课一定要把基础打的极其扎实，否则一定会苦不堪言，将来在具体岗位上的可替代性也会很大。

总之，在计算机的专业课程方面，我的建议是：**一定要动手做**。对计算机学科内容充分的掌握=熟练理论知识+自己动手写（改）过一遍代码+de过一遍bug+最终跑通。

**这个过程一定要独立、千万不要耍滑，可以寻求指点，但一定不要去找大佬直接复制他们的代码或者结果，一定要自己结结实实吃下所有shit并最终趟过去、完全理解自己写了什么**，只需要经过几次这样的艰苦流程之后，基本就会在代码能力和专业素养上有质的提升，渐渐上道，很多在大学之前完全没有编程经验的同学度过了这一难关之后，和那些一直参加编程竞赛的大佬的专业水平差距小到基本可以忽略不计。

一个小技巧和建议是，国外的很多大学（如四大：MIT, CMU, Berkeley，Stanford）有质量很高的网课和材料，国内的许多大学课程抄的邯郸学步、深入深出、讲的云里雾里，如果有时间可以去把英文原版的课程啃透，对于整体提升自己的理解“内功”有奇效。

# 专业前景

计算机行业的出路大体上其实就两条路，一条是学术，一条是就业。前者的主要去向是大学高校，角色是大学老师，而后者则是进入企业（俗称大厂）成为一名码农。但这一点也不绝对，也有一些不是教职、但在工业界从事科研的人，像各种大厂包括微软的研究院，其工作核心更接近于学术的创新、而非工业界的开发和“出活儿”。

以下，我将简要介绍这两大出路的工作内容、选拔侧重、优劣分析。

## 学术道路

学术这条路主要的归宿是成为一名大学老师，少数是在某些有技术研发的公司中成为研究员。

想要走上这条路基本上都得读博士，并在博士期间积累论文产出，想要获得比较好的教职坑位往往还需要出国读博士后（进入工业界科研相对而言不太需要）。

大学教授的主要任务就是科研，其次是承接一些重要项目以及教学。在刚毕业入职时基本都是“助理教授”/“青年教师”，需要在最长六年的时间内在科研、国家项目、博士生培养、教学、社会服务多个方面达到学校的考核要求，成为“副教授”的终身教职，俗称tenure或“上岸”。这个过程是比较辛苦和艰辛的，在某些大学里更是招募一大群助理教授内卷争夺上岸席位。

学术对于工作的创新性要求很高，你永远需要追逐在某一个领域的技术和科学发展的前沿，提出全新的方法、做出前所未有的工作。换言之，学术研究的过程里永远在探索未知，没有人告诉你该怎么做，也没有任何人可以保证现在采取的方法路径是否能够有成果。这是学术迷人却又痛苦的地方。

所以，如果想要走学术这条道路，必须有强烈的intellectual interest，对于某类问题的研究很感兴趣；百折不挠，不会轻易被失败的探索打倒；能够忍受学术天然的judge属性，成天被审稿人指指点点、质疑、不理解；善于系统性规划时间，并能够对于某一个特定问题深入且不懈的挖掘探索。

这条路的优势在于，如果你对于自己研究的内容拥有浓厚的兴趣，那么相较于打工而言，研究全新的技术、拓展知识边界时工作的意义感会更强，而且学术界的一个重要好处是每个人都可以完全获得自己工作的credit（可以理解为著作权，这一点在公司中则非常不同）。

此外，教职相对于工业界大厂而言更为稳定、好的大学往往还能解决住房和子女教育问题（上岸后）。

劣势在于基本收入相对而言较为清贫，相比业界的收入要少很多，想在大城市维持生活基本都要靠项目等副业（而这件事高度取决于学校资源的好坏）；其次，科研教学社工等压力非常非常大，而且学术岗的坑位相对而言比较少、竞争激烈，且存在不能上岸的风险。

## 大厂打工

走上学术之路的毕竟还是少数，绝大多数人可能还是想要进入大厂（如腾讯、阿里、字节、微软等）成为程序员。

这里需要首先说的是，“码农”或“程序员”的称呼是一种太过概括的统称，其内部具体的细分工作性质仍然有很多不同，例如**“开发岗”**要做的事情就是开发大型的软件系统、服务维护、成套的解决方案；**“研发岗”**负责研发新的技术路径；**“安全岗”**负责的就是筛查网络和系统漏洞，应对潜在威胁；**“算法岗”**负责优化整个公司产品的服务逻辑、推荐系统、匹配调度等；**“前端”**负责设计交互页面、优化用户体验；**“后端”**则涉及到应用程序的实际逻辑，需要处理并发、数据库维护等等问题。

在大厂工业界打工，其实说白了要的就是一个“业务熟练”。每一个具体的岗位会有不同的知识和技术的侧重，其实日常涉及到的东西也不算太多，但是作为一名搬砖的码农一定要做到足够熟练。

如果能够稍微多一些更深层的理解（例如作为算法岗的人，除了会python调包调参之外，懂得很多传统机器学习的算法以及整个“机器学习”的底层逻辑），那么就会相对有竞争力的多，其在岗位上的不可替代性也就更强。如果学习能力很强，及时丰富自己的知识和技能树，那么也会更吃香一些。

因此，大厂在招人时，往往也会格外关注基本技术的熟练程度和贯穿这些技术之上的理解深刻性。

在目前互联网整体旺盛的生态下，大厂的薪资还是可观的，一个能力基本过关的985计算机专业的学生，本科应届生拿到一万到两万的月薪不是难事，硕士和博士毕业生也常见能够拿到几十万的年薪。随着在公司工作年数的增加，资历更深的员工如果可以上升到主管的位置，年薪基本上也有接近翻番的提升空间。

当然，缺点也大量存在，一方面是工作压力同样很大，且目前的生态中相当多的公司存在比较严重的加班现象；二是当前形势下，无论是大到某一个产业的公司、还是小到每个人具体所在的职位，市场和人事都存在不稳定性，没有学术的编制那么“铁饭碗”。

有关“程序员35岁被榨干后失业”这一说法，笔者自己作为一名博士生，其实也没有什么发言权。多方打听之后大家的共识观点是，近期大厂的裁员潮主要来自互联网此前过度狂热、垄断内卷的降温，但从其客观体量上来说，其实并非每一个程序员到35岁都要面临“卸磨杀驴”的处境（事实上，任何一个大厂里都有相当数量的35岁以上的员工）。对个体而言，掌握真正的核心技术、提升自己整体的专业能力、永远学习新知识新技术，就是能做到的最好的事情了。

## 对学弟学妹的职业规划建议

对于一名高中生或本科生而言，如果想要走上计算机专业的道路，应该准备些什么？又该在每个阶段做些什么？

首先，对于没有学过编程、中学也没有参加过编程竞赛的同学而言，我认为在本科初期以稳定持续的频率（例如每天几道题）刷一些编程OJ（online judge）以及LeetCode的题目是有益处的，至少可以迅速提升基本的算法思维素养和动手能力，但不宜迷信也不必沉迷，记住其目的是为了补足此前并不习惯的思维模式就行，每道题踏踏实实自己想过、做过、实在不会再看题解，在精不在多。

其次，一定一定要拥有**良好（超强）的自学能力**，因为到了大学绝大部分的课程最终还将是以自学为主，到了工作岗位上，赶鸭子上架、需要现学现用的时候也比比皆是。善于从互联网中搜索好的博客、教程、课程等，迅速学会新知识也是必须的本领。

以下，根据想要选择路径的分化，各有不同的选择去向。

如果想要从事学术，最好在有一定的基础的情况下（大二以上）找到一个本校（或者某些公司研究所）靠谱的实验室课题组，再找到一个靠谱的学长/学姐，开始学习上手科研。在进行具体项目的科研过程中，学习补足基本知识，学会如何阅读论文，掌握基本的技能和实验流程，熟悉科研思考问题的方法。

如果想要和工业界接轨，那么建议到公司（大厂）实习。不同的大厂实习要求的标准不同，基本笔试面试都会问一些基本的数学知识（线性代数、概率论），手写某些数据结构、算法流程或现场给出一些算法题的思路，再有就是跟具体想要实习的岗位对口的一些专业知识，需要事先准备扎实。如果能够找到学长学姐内推自然是最好，不然的话就关注一下群里的实习信息或者自己投递简历。

再往后的路，就只有自己扎扎实实的走了，变数很多、每个人也不尽相同。信息技术这个领域瞬息万变，永远没有一个简单和永恒的最佳规划，保持开放、向前辈沟通、不断学习才是最核心的。

# 专业整体的文化氛围

计算机学科难度高、压力大，能选择进来的学生大多也很聪明很拼命，基本上在各个院校，计算机系都是工科院系内卷的巅峰。进入计算机系（或相关学科）需要有比较好的数理基础和代码思维，更要有强大的抗压能力和心态，能够应对竞争激烈、强手如云、生活学习压力较大的日常状态。

不过因为大多是男生，环境也比较纯粹，大家在一起也很开心，很多院系都会需要计算机系的同学作为核心生产力和帮手，对外的身份还是很吃香的。