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Milestone 1

Eli Fonseca

10/4/15

\*\*I am choosing the Cryptography program

List any assumptions you will be making

Assuming:

* The user will be using the English alphabet when inputting phrases to be encoded and decoded

List all methods you plan to use, including the inputs and outputs for each method

1. affineCipher – takes a and b and a String in and returns an encrypted string (using affine cipher)
2. affineResults – takes an encoded string and a decoded string and prints the two strings to the console. Also does a test to see if the original phrase matches the decrypted phrase and prints the result of this test to the console
3. aPrime – takes in a and calculates and returns aprime which will be used for the decrypting process for the affine cipher
4. decryptionFunctionAffineCipher – takes a b and a string and returns a the decrypted version of the entered string
5. explainer – prints an explanation of what the program will do
6. promptForA – takes scanner object and prompts the user for a valid value of a. Then returns value of a.
7. promptForB – takes scanner object and prompts the user for a valid value of b. Then returns value of b.
8. rot13 – takes string and encrypts it using rot13 then returns the string
9. rot13Results – takes the result of rot13 encryption, result of rot13 decryption, and original phrase. Prints the encoded and decoded phrases. Also performs a test to see if original phrase is the same as the decoded phrase and prints result of test to the console.
10. succesTest- takes original inputted phrase and the decrypted phrase (using either affine or rot13). Then tests to see if the two strings are the same. Prints the result of this test.
11. testA- takes in a. Then tests to see if user entered valid value of a. (needs to be coprime with 26 for a decryption function to exist) if user entered incorrect value then prompts the user for a new value for a. Then returns new value of a.
12. testB takes in b. Then tests to see if user entered a valid value for b (needs to be between 0-26) if user entered an invalid number then re-prompts the user for a new value of b.

\*\*Note the error testing and re-prompting for a and b will not be turned on when I turn in the assignment. Instead the program will simple stop executing if the user enters invalid inputs for a or b.

 List the order in which your methods will be called

explainer

promptForA

* + testA

promtpForB

* testB

rot13

rot13

affineCipher

decryptionFunctionAffineCipher

affineResults

* successTest

rot13Results

* successTest

Extra stuff for the affine cipher:

To encrypt using affine cipher I will run each character of the phrase through the following equation after subtracting the its corresponding (if it is uppercase or lowercase) ascii value for A.

![\mbox{E}(x)=(ax+b)\mod{m},](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAAAVBAMAAADfk53OAAAAMFBMVEX///9QUFB0dHS2trYEBATMzMxiYmKenp6KiooiIiIWFhZAQEAMDAwwMDDm5uYAAADMOIRKAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA1VJREFUSA3FVUtoE1EUPclkJv9JdCHoxlhFkNIasCtdCAU3VWSoCxE/HUS7aaEBiytLRlERN3YjKEJp8Qe6CQErVMRYdwptsKKiVAY3VvwFpNQPqPf9ZpJM/Oy8i/fOPfe8Oe+bAP8pDgvfcD7gb1gByifW+jCI9E3N3IfZR3defAVijqy8albgTICRxJ7vQNr9XZX4ZE+geM4BjgH7VcEDitCrCgX6L8AfqiRfFRhSdGiKwJwqpAsKyT4d3F5Z0X4QeNYkb0hb2xnAuJJFmxeTUBW/HxXQqFA/InDrtqWdrbvhkqeveUiA9qacUmkXZ4MywbLPtLIzq0DcoWNYXzpI8Lqv5ugCtdqK/ix6B4wOUZN2mf52F4mCr9eunFk/1tvhQF++xoU52SbsTldPbPjY/5zripee0OhEHniNiwt0Go8ZPXWDBf/sZUrPoi9n5uJj51xWVKvbmjWqSOc4JZrILcw7dKSbXX0G+yzzIaft7fl0GV0cFx12uSIuYGMCFrBMjPTanbTuRWQsA4msLlg+DWAQsRpCWU8JpKoYcs3PmAZe0tcwxWrRA18Qr6DIdXQzbeTZCbhYYswAp/2mRjd3HMMwkSlIVtq9hFGDUfKlSNk4BCxpi8A6k56J2MxoDZEcVnId2VmwMy4lRFM029H+ZmwuFvOjfe4R+9zN5tFsN0h2MbLb+IYmL+xCo/hkscVSsHdn5iIWwdA4NZhkTd3ZbQP6CrhGpBhMQKyONo3mkbSJUEGrY3ZsdUP+6hI2TsIkjoLZGYVUHrASJZMScYNYScQD0NzMpbCOm1gQlLBDjb6CtCN1rJN26AbmcV+eHTJ53EW4spsp2I/YsJXOIbq4OUvvHfT5hqCbmiqEfhwp7pqgU+Yh7a6apGUT9ULZHXO1GXS5+g5eoUOYRrKUNafBf6J/gp65Xu4sd1K54g0WgJ65XraX5fa2vWtzBSXt9rZbZFcn1+7dD83OjXyztckBl0YdXH2ZVekLO6E9tUzvF9usqFGxrEKyf9+UUyrteOF4sPxbJuxVbisUpxk3RLLQkLKkWsecr8N/gzFP8FahLQqo3qxfiyK9Xit58O+AXxYui9pSXT9zQR2VlZYd/Xf9ezi+9JSAYdenJIpZAcon2OX69/gFm5naAlHkq70AAAAASUVORK5CYII=) m = number of letters in alphabet (so for our cause 26)

E(x) is the encoded string, a is the multiplicative factor, x is the index of the character (0-25), and b is the shift factor. After finishing running the character through the equation I will add back the value of A I subtracted in the being so the correct letter is displaced to the console when printed.

To decrypt a affine cipher encrypted phrase I will run each character of the phrase through the following equation after subtracting it’s corresponding ascii value for A.

![\mbox{D}(x)=a^{-1}(x-b)\mod{m},](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAAAXBAMAAADHOt+bAAAAMFBMVEX///8EBARQUFB0dHQWFhbMzMyenp5iYmKKioq2trYiIiJAQEAMDAwwMDDm5uYAAAAz4PtCAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA41JREFUSA3FVk1oE0EU/rrJJtn8bMSfk1Ci9eTFWA9Fi3UVFdRLRBRqqc3Ni9KoSA8tdFVEb0bx5sFeBClYIkV7CGKwqIhQA4o/lMqCIMVWG7CtFVF8b7OzGdeNVVB8kH3f+74382beTDYB/sSimT/J/nu5kVX/qTAa/knhk9XWBPL1W2QXDtepvrH+OFLavdO+f/L4zg0mI6Yz8LXjfZxd+LyPcPALkLB8BJe6abjQARdMaA8JdwrBBYJg31osFtN2q9WyzAu8APgLIkExBBK+Owt00eeVIBIU1DHeccLbM87VvtHjeZ1RNq0YXpULx0qAK4R8t2QP48JBG3ke4RIRRz3kD6Fi/BBSwIVDCwgUXKHiIg8I9T+lpntIO4zy6KSfIjjFEEh4Lqx/RdSkU2opnCgDO4Xk+Es9xyXmOuF9veHNEkU1e1otBLM1Ttt6vmVo32YTalOzBUydaDZYPFc+s+lDz0uG9o4xi2AeeIPBSTos2hZi29l2c0LEUD+yd2wXrTMdHbpgCYL91VS4jERaohpuYcKko79sqWNQ72PaYDG3Mp8YxkU7j3dMhRssorENGWC1zbuPrgzm3ABoBMIIplSJAvoQqUBJSVy8jH5L/4xRYJzSETNIDB1aQLSEbjvPaTUfkIV5pnpt3n08Q2iJGwAV2jGSWWbU/WwWoXGEKwgXmHQsnsMxYF6jNa/HjAnFYCFUQUMaaxnardY+ImkRJp7MU/gTlAGmHeMvjrPmzgm2HMXLkDB+KtxHhSNUeItFm1MMSuOZZjLUVzbesbLEfjdAMUA2Qp/aGavzCPLcwlYwWCOiqqeWJnOIyWm0Yy7MO+6v7ZhmOgWdODIuTK2I54FMsKCbQPXSscZGaTPZdBXz8xG1GHswWWMIVWg+JEyJcwpTLzCBuHPGSOZxB4HSAU7splfmUhqVRmjucipMDE0t2wOse0urEkZ3vrt9G11E2XboNIjX7poofMTSxqA1Ym+JJbpWo4gVUvoo6EeiOEgj6AWiDrcNt5Fqp3Ba1TpalCaBydMLpGPD1AZLoohpzVBhidLu3lOevDo6m9NGeim1o6V5lpdFgxuhvcjoy91cvSRgJCWQr5/2ZZk8XVf5WQjUqNsCLvL/JpYViV5/zUv8Io7UtHcCXhHA3+sD/jy0Qh3Bj7avV1UI5ZyEsl+ixB2WsAwTcrAYNqWEs1UcsCTOD0YyfizA9/L37Tu3BN4w1McS9AAAAABJRU5ErkJggg==) m = 26

D(x) will be the decoded phrase, a^-1 will be the modular multiplicative inverse of a, x will be the index of the character, and b will be the shift factor originally used for encoding. After finishing running the character through the equation I will add back the value of A I subtracted in the being so the correct letter is displaced to the console when printed.

To handle the possibility that the a^-1(x-b) part of the equation will go negative (which It obviously will) I will check the index to see if it is negative before I mod m it. If the index is negative instead of simple taking mod m of the index I will do m + index mod m. This takes care of the problem java has with negative number and mod.

I will calculate a^-1 base off the fact that it has to obey the following conditions.

![a\,x \equiv 1 \pmod{m}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAAAVBAMAAADcJJPmAAAAMFBMVEX///9AQEAMDAzm5uYiIiIEBASenp4wMDB0dHTMzMwWFhaKiopiYmJQUFC2trYAAAC7TixzAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAkpJREFUOBHFUk1rE1EUPclLMjNJZ6YrrRIw0E0RqmPrx8JFA/UPqBtxFQRxpxEXEZR2BEuzUIwKWjc2LnQhVrIR/AIngqBQaEAXUiyOQjcupFCI1IJ435s04c6Exq68i/fuOffc8+57M8D/jA/hw42fjNF9BrsA0c/ITI1BArGTnLnAYRR9zzPuLkMKLHKqi4IJDi3mGZ5gSIGQo1aIShij5RmsMqRAyDFVjEoYwx11/qrdHLGiWOvLfIOSmXrfNG2xxyp8WeKOiRqsh6+ujc9M12B8vu5AZMvBjK+Lz6+Ozl+ijkeyDS8x6wLCTYy/cRTRXrhj2geSO1CqWav44RiDuFURu5XWO+prA1im/KLExhrsCtCHdMNQ9c7CHZN0XryIBUf8wRBwHnPATilO3V5HIodzlC5JrFVxmjYBuyChuKdCpqFb28TEPbwDmtYaMCXWgeDWqRUkXXyiel222Z7Koc4AzJIKmjriKGf08JYcM+R442Bzw9HMY6wiRw4cZwt4Ittb56m0tYRuTae0HOWMC50Z0x6eQRCHrOwcq4imTs+JBzjcctrYuGPcbzviBFDCcOsdYfvYDj13B5DfG/GCuXqW7nx/Dh7B2BEVwa2rRLRDczuOpxxrEMuOcUxV6ZsMIdbfAPZgxIUx4C2R9mZ5X5keChiVoTJz8tdH1REs9Idbu4bNvRNnfntWtu5Q5/uvT2XtCnAc1mWaIocDbqD+l1XkeqoyNOZWYltPcYLG3Ers7yn+1lPBBSmP4ygqRqnNmRebl6E7UvAXF5WTgAvDxOoAAAAASUVORK5CYII=) x being a^-1

And that the multiplicative invers will be included in the ring of integers modulo *m*, denoted![\mathbb{Z}_m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAARBAMAAAAxo6E+AAAAMFBMVEX////MzMyenp5iYmIwMDB0dHRAQEC2trbm5uZQUFAEBAQiIiIMDAwWFhaKiooAAAAr/JqZAAAAAXRSTlMAQObYZgAAAJRJREFUCB1j4Lv/5/bvXQxQwHmzgT0hFMZjCWDg7tgA47ExMJiyFcB4DAwcG8oQHAa2gh1IvDLWACTejm4kDmtAOhKvm92BgWMCTCCdu4GBFcZjT3jMwNAVYSJqVmrMwMDdsIGBaVsdjwH/gy4GBq29p/euv9PQxSDFoA3TzPCaIYwhFc5LZvBjWGEA4zoy3GBILgAAV6Ii1ISF4Q0AAAAASUVORK5CYII=). That is to say that to say that a^-1’s first multiple will be between 1 and 25 since we are using a 26 letter alphabet.

So when the user input a specific value for a I will test it with every integer 1-25 by using the equation above. If **that** equation ever becomes equal to 1 then I will have found my a^-1.