# 加密与算法

1.

# 一 编码算法

## 1.1 什么是编码？

对字符的另一种映射。比如二进制对应不同的字符

## 1.2 什么是Base64编码？

Base64编码可以把任意长度的二进制数据变为纯文本，且只包含A~Z、a~z、0~9、+、/、=这些字符。它的原理是把3字节的二进制数据按6bit一组，用4个int整数表示，然后查表，把int整数用索引对应到字符，得到编码后的字符串。

举个例子：3个byte数据分别是e4、b8、ad，按6bit分组得到39、0b、22和2d：

![](data:image/png;base64,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)

因为6位整数的范围总是0~63，所以，能用64个字符表示：字符A~Z对应索引0~25，字符a~z对应索引26~51，字符0~9对应索引52~61，最后两个索引62、63分别用字符+和/表示。

在Java中，二进制数据就是byte[]数组。Java标准库提供了Base64来对byte[]数组进行编解码：

*/\*\*  
 \* Base64编码可以把任意长度的二进制数据变为纯文本，且只包含A~Z、a~z、0~9、+、/、=这些字符。  
 \*  
 \* 原理:  
 \* 把3字节的二进制数据按6bit一组，用4个int整数表示，然后查表，把int整数用索引对应到字符，得到编码后的字符串。  
 \*  
 \* 符中的UTF-8编码是0xe4b8ad，因此，它的URL编码是%E4%B8%AD。URL编码总是大写。  
 \* e4=228=1110 0100  
 \*  
 \** ***@author*** *lipu  
 \** ***@since*** *2020-08-05 14:34:04  
 \*/*public class Demo01Base64 {  
  
 public static void main(String[] args) {  
 byte[] input = new byte[] { (byte) 0xe4, (byte) 0xb8, (byte) 0xad };  
 String b64encoded = Base64.*getEncoder*().encodeToString(input);  
 System.*out*.println(b64encoded);  
 byte[] bytes = Base64.*getDecoder*().decode(b64encoded);  
 System.*out*.println(new String(bytes));  
 }  
}
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中

如果输入的byte[]数组长度不是3的整数倍怎么办？

这种情况下，需要对输入的末尾补一个或两个0x00，编码后，在结尾加一个=表示补充了1个0x00，加两个=表示补充了2个0x00，解码的时候，去掉末尾补充的一个或两个0x00即可。

实际上，因为编码后的长度加上=总是4的倍数，所以即使不加=也可以计算出原始输入的byte[]。Base64编码的时候可以用withoutPadding()去掉=，解码出来的结果是一样的：

## 1.3 为什么会有Base64？

Base64编码的目的是**把二进制数据变成文本格式**，这样在很多文本中就可以处理二进制数据。例如，电子邮件协议就是文本协议，如果要在电子邮件中添加一个二进制文件，就可以用Base64编码，然后以文本的形式传送。

**缺点：**传输效率会降低，因为它把原始数据的长度增加了1/3。

和URL编码一样，Base64编码是一种**编码算法，不是加密算法**。

如果把Base64的64个字符编码表换成32个、48个或者58个，就可以使用Base32编码，Base48编码和Base58编码。字符越少，编码的效率就会越低。

# 二 哈希算法

## 2.1 什么是哈希算法？

哈希算法（Hash）又称摘要算法（Digest），它的作用是：对任意一组输入数据进行计算，得到一个固定长度的输出摘要。

**特点：**

相同的输入一定得到相同的输出；

不同的输入大概率得到不同的输出。

**目的：** 验证原始数据是否被篡改。

Java字符串的hashCode()就是一个哈希算法，它的输入是任意字符串，输出是固定的4字节int整数：

"hello".hashCode(); // 0x5e918d2

"hello, java".hashCode(); // 0x7a9d88e8

"hello, bob".hashCode(); // 0xa0dbae2f

两个相同的字符串永远会计算出相同的hashCode，否则基于hashCode定位的HashMap就无法正常工作。这也是为什么当我们自定义一个class时，覆写equals()方法时我们必须正确覆写hashCode()方法。

## 2.2 什么哈希碰撞？

两个不同的输入得到了相同的输出：

"AaAaAa".hashCode(); // 0x7460e8c0

"BBAaBB".hashCode(); // 0x7460e8c0

### 碰撞能不能避免？

答案是不能。

碰撞是一定会出现的，因为输出的字节长度是固定的，String的hashCode()输出是4字节整数，最多只有4294967296种输出，但输入的数据长度是不固定的，有无数种输入。所以，哈希算法是把一个无限的输入集合映射到一个有限的输出集合，必然会产生碰撞。

碰撞不可怕，我们担心的不是碰撞，而是碰撞的概率，因为碰撞概率的高低关系到哈希算法的安全性。一个安全的哈希算法必须满足：

碰撞概率低；

不能猜测输出。

不能猜测输出是指，输入的任意一个bit的变化会造成输出完全不同，这样就很难从输出反推输入（只能依靠暴力穷举）。假设一种哈希算法有如下规律：

hashA("java001") = "123456"

hashA("java002") = "123457"

hashA("java003") = "123458"

那么很容易从输出123459反推输入，这种哈希算法就不安全。安全的哈希算法从输出是看不出任何规律的：

hashB("java001") = "123456"

hashB("java002") = "580271"

hashB("java003") = ???

常用的哈希算法有：

| **算法** | **输出长度（位）** | **输出长度（字节）** |
| --- | --- | --- |
| MD5 | 128 bits | 16 bytes |
| SHA-1 | 160 bits | 20 bytes |
| RipeMD-160 | 160 bits | 20 bytes |
| SHA-256 | 256 bits | 32 bytes |
| SHA-512 | 512 bits | 64 bytes |

根据碰撞概率，哈希算法的输出长度越长，就越难产生碰撞，也就越安全。

Java标准库提供了常用的哈希算法，并且有一套统一的接口。我们以MD5算法为例，看看如何对输入计算哈希：

public class Demo01Hash {  
  
 public static void main(String[] args) throws Exception {  
 // 创建一个MessageDigest实例:MD5\SHA-1\SHA-256\SHA-512\  
 MessageDigest md = MessageDigest.*getInstance*("MD5");  
// MessageDigest md = MessageDigest.getInstance("SHA-1");  
// MessageDigest md = MessageDigest.getInstance("SHA-256");  
// MessageDigest md = MessageDigest.getInstance("SHA-512");  
 // 反复调用update(byte[])输入数据。当输入结束后，调用digest()方法获得byte[]数组表示的摘要，最后，把它转换为十六进制的字符串。  
 md.update("Hello".getBytes("UTF-8"));  
 md.update("World".getBytes("UTF-8"));  
 byte[] result = md.digest(); // 16 bytes: 68e109f0f40ca72a15e05cc22786f8e6  
 System.*out*.println(new BigInteger(1, result).toString(16));  
 System.*out*.println(new BigInteger(1, result).toString(10));  
 System.*out*.println(new BigInteger(1, result).toString(2));  
 }  
}

### 小结

哈希算法可用于验证数据完整性，具有防篡改检测的功能；

常用的哈希算法有MD5、SHA-1等；

用哈希存储口令时要考虑彩虹表攻击。

# 三 Hmac算法

因此，HmacMD5可以看作带有一个安全的key的MD5。使用HmacMD5而不是用MD5加salt，有如下好处：

HmacMD5使用的key长度是64字节，更安全；

Hmac是标准算法，同样适用于SHA-1等其他哈希算法；

Hmac输出和原有的哈希算法长度一致。

可见，Hmac本质上就是把key混入摘要的算法。验证此哈希时，除了原始的输入数据，还要提供key。

public class Demo01Hmac {  
  
 public static void main(String[] args) throws Exception{  
  
 // KeyGenerator:HmacMD5\HmacSHA-1\HmacSHA-256\HmacSHA-512  
 KeyGenerator keyGen = KeyGenerator.*getInstance*("HmacMD5");  
 //生成秘钥  
 SecretKey key = keyGen.generateKey();  
 // 打印随机生成的key:  
 byte[] skey = key.getEncoded();  
 System.*out*.println(new BigInteger(1, skey).toString(16));  
 //通过名称HmacMD5获取Mac实例；  
 Mac mac = Mac.*getInstance*("HmacMD5");  
 //用SecretKey初始化Mac实例；  
 mac.init(key);  
 //对Mac实例反复调用update(byte[])输入数据；  
 mac.update("HelloWorld".getBytes("UTF-8"));  
 //调用Mac实例的doFinal()获取最终的哈希值。  
 byte[] result = mac.doFinal();  
 System.*out*.println(new BigInteger(1, result).toString(16));  
 }  
}

# 四 对称加密 AES

对称加密算法就是传统的用一个密码进行加密和解密。例如，我们常用的WinZIP和WinRAR对压缩包的加密和解密，就是使用对称加密算法：

从程序的角度看，所谓加密，就是这样一个函数，它接收密码和明文，然后输出密文：

解密则相反，它接收密码和密文，然后输出明文：

在软件开发中，常用的对称加密算法有：

| **算法** | **密钥长度** | **工作模式** | **填充模式** |
| --- | --- | --- | --- |
| DES | 56/64 | ECB/CBC/PCBC/CTR/... | NoPadding/PKCS5Padding/... |
| AES | 128/192/256 | ECB/CBC/PCBC/CTR/... | NoPadding/PKCS5Padding/PKCS7Padding/... |
| IDEA | 128 | ECB | PKCS5Padding/PKCS7Padding/... |

密钥长度直接决定加密强度，而工作模式和填充模式可以看成是对称加密算法的参数和格式选择。Java标准库提供的算法实现并不包括所有的工作模式和所有填充模式，但是通常我们只需要挑选常用的使用就可以了。

最后注意，DES算法由于密钥过短，可以在短时间内被暴力破解，所以现在已经不安全了。

## 4.1使用AES加密

AES算法是目前应用最广泛的加密算法。我们先用ECB模式加密并解密：

package com.pupu.encryptionAndSecurity.demo01.aes;  
  
import javax.crypto.Cipher;  
import javax.crypto.SecretKey;  
import javax.crypto.spec.SecretKeySpec;  
import java.security.GeneralSecurityException;  
import java.util.Base64;  
  
*/\*\*  
 \*  
 \* AES加密  
 \** ***@author*** *: lipu  
 \** ***@since*** *: 2020-08-06 20:16  
 \*/*public class Demo01AES {  
 public static void main(String[] args) throws Exception {  
 *// 原文:* String message = "Hello, world!";  
 System.*out*.println("原文: " + message);  
  
 *// 128位密钥 = 16 bytes Key:* byte[] key = "1234567890abcdef".getBytes("UTF-8");  
  
 *// 加密:* byte[] data = message.getBytes("UTF-8");  
 byte[] encrypted = *encrypt*(key, data);  
 System.*out*.println("加密后的密文: " + Base64.*getEncoder*().encodeToString(encrypted));  
 *// 解密:* byte[] decrypted = *decrypt*(key, encrypted);  
 System.*out*.println("解密后的密文: " + new String(decrypted, "UTF-8"));  
 }  
  
 */\*\*  
 \* 加密:  
 \** ***@param*** *key 128位秘钥  
 \** ***@param*** *input 原文  
 \*  
 \** ***@author*** *lipu  
 \** ***@since*** *2020/8/6 20:19  
 \*/* public static byte[] encrypt(byte[] key, byte[] input) throws GeneralSecurityException {  
 *//根据算法名称/工作模式/填充模式获取Cipher实例；* Cipher cipher = Cipher.*getInstance*("AES/ECB/PKCS5Padding");  
  
 *//根据算法名称初始化一个SecretKey实例，密钥必须是指定长度；* SecretKey keySpec = new SecretKeySpec(key, "AES");  
  
 *//使用SerectKey初始化Cipher实例，并设置加密或解密模式；* cipher.init(Cipher.*ENCRYPT\_MODE*, keySpec);  
  
 return cipher.doFinal(input);  
 }  
  
 *//  
  
 /\*\*解密:  
 \*  
 \** ***@param*** *key 128位秘钥  
 \** ***@param*** *input 密文  
 \*  
 \*  
 \** ***@author*** *lipu  
 \** ***@since*** *2020/8/6 20:23  
 \*/* public static byte[] decrypt(byte[] key, byte[] input) throws GeneralSecurityException {  
 Cipher cipher = Cipher.*getInstance*("AES/ECB/PKCS5Padding");  
 SecretKey keySpec = new SecretKeySpec(key, "AES");  
  
 *//使用SerectKey初始化Cipher实例，并设置加密或解密模式；* cipher.init(Cipher.*DECRYPT\_MODE*, keySpec);  
 return cipher.doFinal(input);  
 }  
}

Java标准库提供的对称加密接口非常简单，使用时按以下步骤编写代码：

根据算法名称/工作模式/填充模式获取Cipher实例；

根据算法名称初始化一个SecretKey实例，密钥必须是指定长度；

使用SerectKey初始化Cipher实例，并设置加密或解密模式；

传入明文或密文，获得密文或明文。

ECB模式是最简单的AES加密模式，它只需要一个固定长度的密钥，固定的明文会生成固定的密文，这种一对一的加密方式会导致安全性降低，更好的方式是通过CBC模式，它需要一个随机数作为IV参数，这样对于同一份明文，每次生成的密文都不同：

package com.pupu.encryptionAndSecurity.demo01.aes;  
  
import javax.crypto.Cipher;  
import javax.crypto.SecretKey;  
import javax.crypto.spec.IvParameterSpec;  
import javax.crypto.spec.SecretKeySpec;  
import java.security.GeneralSecurityException;  
import java.security.SecureRandom;  
import java.util.Base64;  
  
*/\*\*  
 \*  
 \* AES加密  
 \** ***@author*** *: lipu  
 \** ***@since*** *: 2020-08-06 20:16  
 \*/*public class Demo02AES\_ECB {  
 public static void main(String[] args) throws Exception {  
 *// 原文:* String message = "Hello, world!";  
 System.*out*.println("原文: " + message);  
 *// 256位密钥 = 32 bytes Key:* byte[] key = "1234567890abcdef1234567890abcdef".getBytes("UTF-8");  
  
 *// 加密:  
 //Esnh+i3uMQl0gi+XdzVgegVnrMq6CsA1PaxRtc8eo4k=  
 //m2AhBA8xBoZxlpX+KKp8Xko9Xyh+StCY7AXkekOSDKU=* byte[] data = message.getBytes("UTF-8");  
 byte[] encrypted = *encrypt*(key, data);  
 System.*out*.println("加密后的密文: " + Base64.*getEncoder*().encodeToString(encrypted));  
  
 *// 解密:* byte[] decrypted = *decrypt*(key, encrypted);  
 System.*out*.println("解密: " + new String(decrypted, "UTF-8"));  
 }  
  
 *// 加密:* public static byte[] encrypt(byte[] key, byte[] input) throws GeneralSecurityException {  
 Cipher cipher = Cipher.*getInstance*("AES/CBC/PKCS5Padding");  
 SecretKeySpec keySpec = new SecretKeySpec(key, "AES");  
  
 *// CBC模式需要生成一个16 bytes的initialization vector:* SecureRandom sr = SecureRandom.*getInstanceStrong*();  
 byte[] iv = sr.generateSeed(16);  
 IvParameterSpec ivps = new IvParameterSpec(iv,0,16);  
 *//如果密钥大于128, 会抛出java.security.InvalidKeyException: Illegal key size 异常. 因为密钥长度是受限制的,  
 // java运行时环境读到的是受限的policy文件.  
 // 文件位于${java\_home}/jre/lib/security, 这种限制是因为美国对软件出口的控制.* cipher.init(Cipher.*ENCRYPT\_MODE*, keySpec, ivps);  
  
 byte[] data = cipher.doFinal(input);  
 *// IV不需要保密，把IV和密文一起返回:* return *join*(iv, data);  
 }  
  
 *// 解密:* public static byte[] decrypt(byte[] key, byte[] input) throws GeneralSecurityException {  
 *// 把input分割成IV和密文:* byte[] iv = new byte[16];  
 byte[] data = new byte[input.length - 16];  
 System.*arraycopy*(input, 0, iv, 0, 16);  
 System.*arraycopy*(input, 16, data, 0, data.length);  
  
 *// 解密:* Cipher cipher = Cipher.*getInstance*("AES/CBC/PKCS5Padding");  
 SecretKeySpec keySpec = new SecretKeySpec(key, "AES");  
 IvParameterSpec ivps = new IvParameterSpec(iv);  
  
 cipher.init(Cipher.*DECRYPT\_MODE*, keySpec, ivps);  
 return cipher.doFinal(data);  
 }  
  
 public static byte[] join(byte[] bs1, byte[] bs2) {  
 byte[] r = new byte[bs1.length + bs2.length];  
 System.*arraycopy*(bs1, 0, r, 0, bs1.length);  
 System.*arraycopy*(bs2, 0, r, bs1.length, bs2.length);  
 return r;  
 }  
}

# 五 口令加密算法 PBE

对称加密算法决定了口令必须是固定长度，然后对明文进行分块加密。又因为安全需求，口令长度往往都是128位以上，即至少16个字符。

但是我们平时使用的加密软件，输入6位、8位都可以，难道加密方式不一样？

实际上用户输入的口令并不能直接作为AES的密钥进行加密（除非长度恰好是128/192/256位），并且用户输入的口令一般都有规律，安全性远远不如安全随机数产生的随机口令。因此，用户输入的口令，通常还需要使用PBE算法，采用随机数杂凑计算出真正的密钥，再进行加密。

PBE就是Password Based Encryption的缩写

PBE的作用就是把用户输入的口令和一个安全随机的口令采用杂凑后计算出真正的密钥。以AES密钥为例，我们让用户输入一个口令，然后生成一个随机数，通过PBE算法计算出真正的AES口令，再进行加密，代码如下：

**public** **class Main {**

**public** **static** **void** main(String[] args) **throws** Exception {

*// 把BouncyCastle作为Provider添加到java.security:*

Security.addProvider(**new** BouncyCastleProvider());

*// 原文:*

String message = "Hello, world!";

*// 加密口令:*

String password = "hello12345";

*// 16 bytes随机Salt:*

**byte**[] salt = SecureRandom.getInstanceStrong().generateSeed(16);

System.out.printf("salt: %032x\n", **new** BigInteger(1, salt));

*// 加密:*

**byte**[] data = message.getBytes("UTF-8");

**byte**[] encrypted = encrypt(password, salt, data);

System.out.println("encrypted: " + Base64.getEncoder().encodeToString(encrypted));

*// 解密:*

**byte**[] decrypted = decrypt(password, salt, encrypted);

System.out.println("decrypted: " + **new** String(decrypted, "UTF-8"));

}

*// 加密:*

**public** **static** **byte**[] encrypt(String password, **byte**[] salt, **byte**[] input) **throws** GeneralSecurityException {

PBEKeySpec keySpec = **new** PBEKeySpec(password.toCharArray());

SecretKeyFactory skeyFactory = SecretKeyFactory.getInstance("PBEwithSHA1and128bitAES-CBC-BC");

SecretKey skey = skeyFactory.generateSecret(keySpec);

PBEParameterSpec pbeps = **new** PBEParameterSpec(salt, 1000);

Cipher cipher = Cipher.getInstance("PBEwithSHA1and128bitAES-CBC-BC");

cipher.init(Cipher.ENCRYPT\_MODE, skey, pbeps);

**return** cipher.doFinal(input);

}

*// 解密:*

**public** **static** **byte**[] decrypt(String password, **byte**[] salt, **byte**[] input) **throws** GeneralSecurityException {

PBEKeySpec keySpec = **new** PBEKeySpec(password.toCharArray());

SecretKeyFactory skeyFactory = SecretKeyFactory.getInstance("PBEwithSHA1and128bitAES-CBC-BC");

SecretKey skey = skeyFactory.generateSecret(keySpec);

PBEParameterSpec pbeps = **new** PBEParameterSpec(salt, 1000);

Cipher cipher = Cipher.getInstance("PBEwithSHA1and128bitAES-CBC-BC");

cipher.init(Cipher.DECRYPT\_MODE, skey, pbeps);

**return** cipher.doFinal(input);

}

}

使用PBE时，我们还需要引入BouncyCastle，并指定算法是PBEwithSHA1and128bitAES-CBC-BC。观察代码，实际上真正的AES密钥是调用Cipher的init()方法时同时传入SecretKey和PBEParameterSpec实现的。在创建PBEParameterSpec的时候，我们还指定了循环次数1000，循环次数越多，暴力破解需要的计算量就越大。

如果我们把salt和循环次数固定，就得到了一个通用的“口令”加密软件。如果我们把随机生成的salt存储在U盘，就得到了一个“口令”加USB Key的加密软件，它的好处在于，即使用户使用了一个非常弱的口令，没有USB Key仍然无法解密，因为USB Key存储的随机数密钥安全性非常高。

### 小结

PBE算法通过用户口令和安全的随机salt计算出Key，然后再进行加密；

Key通过口令和安全的随机salt计算得出，大大提高了安全性；

PBE算法内部使用的仍然是标准对称加密算法（例如AES）。

# 六 秘钥交换算法 DH

对称加密算法解决了数据加密的问题。我们以AES加密为例，在现实世界中，小明要向路人甲发送一个加密文件，他可以先生成一个AES密钥，对文件进行加密，然后把加密文件发送给对方。因为对方要解密，就必须需要小明生成的密钥。

现在问题来了：如何传递密钥？

在不安全的信道上传递加密文件是没有问题的，因为黑客拿到加密文件没有用。但是，如何如何在不安全的信道上安全地传输密钥？

要解决这个问题，密钥交换算法即DH算法：Diffie-Hellman算法应运而生。

DH算法解决了密钥在双方不直接传递密钥的情况下完成密钥交换，这个神奇的交换原理完全由数学理论支持。

我们来看DH算法交换密钥的步骤。假设甲乙双方需要传递密钥，他们之间可以这么做：

甲首选选择一个素数p，例如509，底数g，任选，例如5，随机数a（私钥），例如123，然后计算A=g^a mod p，结果是215（公钥），然后，甲发送p＝509，g=5，A=215给乙；

乙方收到后，也选择一个随机数b（私钥），例如，456，然后计算B=g^b mod p（公钥），结果是181，乙再同时计算s=A^b mod p，结果是121；

乙把计算的B=181发给甲，甲计算s＝B^a mod p的余数，计算结果与乙算出的结果一样，都是121。

所以最终双方协商出的密钥s是121。注意到这个密钥s并没有在网络上传输。而通过网络传输的p，g，A和B是无法推算出s的，因为实际算法选择的素数是非常大的。

所以，更确切地说，DH算法是一个密钥协商算法，双方最终协商出一个共同的密钥，而这个密钥不会通过网络传输。

如果我们把a看成甲的私钥，A看成甲的公钥，b看成乙的私钥，B看成乙的公钥，DH算法的本质就是双方各自生成自己的私钥和公钥，私钥仅对自己可见，然后交换公钥，并根据自己的私钥和对方的公钥，生成最终的密钥secretKey，DH算法通过数学定律保证了双方各自计算出的secretKey是相同的。

使用Java实现DH算法的代码如下：

package com.pupu.encryptionAndSecurity.demo01.dh;  
  
import javax.crypto.KeyAgreement;  
import java.math.BigInteger;  
import java.security.\*;  
import java.security.spec.X509EncodedKeySpec;  
  
public class Main {  
 public static void main(String[] args) {  
 *// Bob和Alice:* Person bob = new Person("Bob");  
 Person alice = new Person("Alice");  
  
 *// 各自生成KeyPair(私钥):* bob.generateKeyPair();  
 alice.generateKeyPair();  
  
 *// 双方交换各自的PublicKey:  
 // Bob根据Alice的PublicKey生成自己的本地密钥:* bob.generateSecretKey(alice.publicKey.getEncoded());  
 *// Alice根据Bob的PublicKey生成自己的本地密钥:* alice.generateSecretKey(bob.publicKey.getEncoded());  
  
 *// 检查双方的本地密钥是否相同:* bob.printKeys();  
 alice.printKeys();  
 *// 双方的SecretKey相同，后续通信将使用SecretKey作为密钥进行AES加解密...* }  
}  
  
class Person {  
 */\*\*姓名\*/* public final String name;  
  
 */\*\*公钥\*/* public PublicKey publicKey;  
 */\*\*私钥\*/* private PrivateKey privateKey;  
  
 */\*\*密码\*/* private byte[] secretKey;  
  
 public Person(String name) {  
 this.name = name;  
 }  
  
 */\*\*  
 \* 生成本地KeyPair（私钥）:  
 \*/* public void generateKeyPair() {  
 try {  
 KeyPairGenerator kpGen = KeyPairGenerator.*getInstance*("DH");  
 kpGen.initialize(512);  
 KeyPair kp = kpGen.generateKeyPair();  
 this.privateKey = kp.getPrivate();  
 this.publicKey = kp.getPublic();  
 } catch (GeneralSecurityException e) {  
 throw new RuntimeException(e);  
 }  
 }  
  
 public void generateSecretKey(byte[] receivedPubKeyBytes) {  
 try {  
 *// 从byte[]恢复PublicKey:* X509EncodedKeySpec keySpec = new X509EncodedKeySpec(receivedPubKeyBytes);  
 KeyFactory kf = KeyFactory.*getInstance*("DH");  
 PublicKey receivedPublicKey = kf.generatePublic(keySpec);  
 *// 生成本地密钥:* KeyAgreement keyAgreement = KeyAgreement.*getInstance*("DH");  
 keyAgreement.init(this.privateKey); *// 自己的PrivateKey* keyAgreement.doPhase(receivedPublicKey, true); *// 对方的PublicKey  
 // 生成SecretKey密钥:* this.secretKey = keyAgreement.generateSecret();  
 } catch (GeneralSecurityException e) {  
 throw new RuntimeException(e);  
 }  
 }  
  
 public void printKeys() {  
 System.*out*.printf("姓名: %s\n", this.name);  
 System.*out*.printf("私钥 key: %x\n", new BigInteger(1, this.privateKey.getEncoded()));  
 System.*out*.printf("公钥 key: %x\n", new BigInteger(1, this.publicKey.getEncoded()));  
 System.*out*.printf("密码 key: %x\n", new BigInteger(1, this.secretKey));  
 }  
}

但是DH算法并未解决中间人攻击，即甲乙双方并不能确保与自己通信的是否真的是对方。消除中间人攻击需要其他方法。

# 七 非对称加密算法 RSA

从DH算法我们可以看到，公钥-私钥组成的密钥对是非常有用的加密方式，因为公钥是可以公开的，而私钥是完全保密的，由此奠定了非对称加密的基础。

非对称加密就是加密和解密使用的不是相同的密钥：只有同一个公钥-私钥对才能正常加解密。

因此，如果小明要加密一个文件发送给小红，他应该首先向小红索取她的公钥，然后，他用小红的公钥加密，把加密文件发送给小红，此文件只能由小红的私钥解开，因为小红的私钥在她自己手里，所以，除了小红，没有任何人能解开此文件。

非对称加密的典型算法就是**RSA**算法，它是由Ron Rivest，Adi Shamir，Leonard Adleman这三个哥们一起发明的，所以用他们仨的姓的首字母缩写表示。

非对称加密相比对称加密的显著优点在于，对称加密需要协商密钥，而非对称加密可以安全地公开各自的公钥，在N个人之间通信的时候：使用非对称加密只需要N个密钥对，每个人只管理自己的密钥对。而使用对称加密需要则需要N\*(N-1)/2个密钥，因此每个人需要管理N-1个密钥，密钥管理难度大，而且非常容易泄漏。

既然非对称加密这么好，那我们抛弃对称加密，完全使用非对称加密行不行？也不行。因为非对称加密的**缺点**就是运算速度非常慢，比对称加密要慢很多。

所以，在实际应用的时候，非对称加密总是和对称加密一起使用。假设小明需要给小红需要传输加密文件，他俩首先交换了各自的公钥，然后：

小明生成一个随机的AES口令，然后用小红的公钥通过RSA加密这个口令，并发给小红；

小红用自己的RSA私钥解密得到AES口令；

双方使用这个共享的AES口令用AES加密通信。

可见非对称加密实际上应用在第一步，即加密“AES口令”。这也是我们在浏览器中常用的HTTPS协议的做法，即浏览器和服务器先通过RSA交换AES口令，接下来双方通信实际上采用的是速度较快的AES对称加密，而不是缓慢的RSA非对称加密。

Java标准库提供了RSA算法的实现，示例代码如下：

package com.pupu.encryptionAndSecurity.demo01.rsa;  
  
import javax.crypto.Cipher;  
import java.math.BigInteger;  
import java.security.\*;  
  
public class Main {  
 public static void main(String[] args) throws Exception {  
 *// 明文:* byte[] plain = "Hello, encrypt use RSA".getBytes("UTF-8");  
 *// 创建公钥／私钥对:* Person alice = new Person("Alice");  
 *// 用Alice的公钥加密:* byte[] pk = alice.getPublicKey();  
 System.*out*.println(String.*format*("public key: %x", new BigInteger(1, pk)));  
 byte[] encrypted = alice.encrypt(plain);  
 System.*out*.println(String.*format*("encrypted: %x", new BigInteger(1, encrypted)));  
 *// 用Alice的私钥解密:* byte[] sk = alice.getPrivateKey();  
 System.*out*.println(String.*format*("private key: %x", new BigInteger(1, sk)));  
 byte[] decrypted = alice.decrypt(encrypted);  
 System.*out*.println(new String(decrypted, "UTF-8"));  
 }  
}  
  
class Person {  
 String name;  
 *// 私钥:* PrivateKey sk;  
 *// 公钥:* PublicKey pk;  
  
 public Person(String name) throws GeneralSecurityException {  
 this.name = name;  
 *// 生成公钥／私钥对:* KeyPairGenerator kpGen = KeyPairGenerator.*getInstance*("RSA");  
 kpGen.initialize(1024);  
 KeyPair kp = kpGen.generateKeyPair();  
 this.sk = kp.getPrivate();  
 this.pk = kp.getPublic();  
 }  
  
 *// 把私钥导出为字节* public byte[] getPrivateKey() {  
 return this.sk.getEncoded();  
 }  
  
 *// 把公钥导出为字节* public byte[] getPublicKey() {  
 return this.pk.getEncoded();  
 }  
  
 *// 用公钥加密:* public byte[] encrypt(byte[] message) throws GeneralSecurityException {  
 Cipher cipher = Cipher.*getInstance*("RSA");  
 cipher.init(Cipher.*ENCRYPT\_MODE*, this.pk);  
 return cipher.doFinal(message);  
 }  
  
 *// 用私钥解密:* public byte[] decrypt(byte[] input) throws GeneralSecurityException {  
 Cipher cipher = Cipher.*getInstance*("RSA");  
 cipher.init(Cipher.*DECRYPT\_MODE*, this.sk);  
 return cipher.doFinal(input);  
 }  
}

RSA的公钥和私钥都可以通过getEncoded()方法获得以byte[]表示的二进制数据，并根据需要保存到文件中。要从byte[]数组恢复公钥或私钥，可以这么写：

**byte**[] pkData = ...

**byte**[] skData = ...

KeyFactory kf = KeyFactory.getInstance("RSA");

*// 恢复公钥:*

X509EncodedKeySpec pkSpec = **new** X509EncodedKeySpec(pkData);

PublicKey pk = kf.generatePublic(pkSpec);

*// 恢复私钥:*

PKCS8EncodedKeySpec skSpec = **new** PKCS8EncodedKeySpec(skData);

PrivateKey sk = kf.generatePrivate(skSpec);

以RSA算法为例，它的密钥有256/512/1024/2048/4096等不同的长度。长度越长，密码强度越大，当然计算速度也越慢。

如果修改待加密的byte[]数据的大小，可以发现，使用512bit的RSA加密时，明文长度不能超过53字节，使用1024bit的RSA加密时，明文长度不能超过117字节，这也是为什么使用RSA的时候，总是配合AES一起使用，即用AES加密任意长度的明文，用RSA加密AES口令。

此外，只使用非对称加密算法不能防止中间人攻击。

# 八签名算法

我们使用非对称加密算法的时候，对于一个公钥-私钥对，通常是用公钥加密，私钥解密。

如果使用私钥加密，公钥解密是否可行呢？实际上是完全可行的。

不过我们再仔细想一想，私钥是保密的，而公钥是公开的，用私钥加密，那相当于所有人都可以用公钥解密。这个加密有什么意义？

这个加密的意义在于，如果小明用自己的私钥加密了一条消息，比如小明喜欢小红，然后他公开了加密消息，由于任何人都可以用小明的公钥解密，从而使得任何人都可以确认小明喜欢小红这条消息肯定是小明发出的，其他人不能伪造这个消息，小明也不能抵赖这条消息不是自己写的。

因此，**私钥加密得到的密文实际上就是数字签名，**要验证这个签名是否正确，只能用私钥持有者的公钥进行解密验证。使用数字签名的目的是为了确认某个信息确实是由某个发送方发送的，任何人都不可能伪造消息，并且，发送方也不能抵赖。

在实际应用的时候，签名实际上并不是针对原始消息，**而是针对原始消息的哈希进行签名**，即：

signature = encrypt(privateKey, sha256(message))

对签名进行验证实际上就是用公钥解密：

hash = decrypt(publicKey, signature)

然后把解密后的哈希与原始消息的哈希进行对比。

因为用户总是使用自己的私钥进行签名，所以，私钥就相当于用户身份。而公钥用来给外部验证用户身份。

常用数字签名算法有：

MD5withRSA

SHA1withRSA

SHA256withRSA

它们实际上就是指定某种哈希算法进行RSA签名的方式。

public class Main {  
 public static void main(String[] args) throws GeneralSecurityException {  
 *// 生成RSA公钥/私钥:* KeyPairGenerator kpGen = KeyPairGenerator.*getInstance*("RSA");  
 kpGen.initialize(1024);  
 KeyPair kp = kpGen.generateKeyPair();  
 PrivateKey sk = kp.getPrivate();  
 PublicKey pk = kp.getPublic();  
  
 *// 待签名的消息:* byte[] message = "Hello, I am Bob!".getBytes(StandardCharsets.*UTF\_8*);  
  
 *// 用私钥签名:* Signature s = Signature.*getInstance*("SHA1withRSA");  
 s.initSign(sk);  
 s.update(message);  
 byte[] signed = s.sign();  
 System.*out*.println(String.*format*("signature: %x", new BigInteger(1, signed)));  
  
 *// 用公钥验证:* Signature v = Signature.*getInstance*("SHA1withRSA");  
 v.initVerify(pk);  
 v.update(message);  
 boolean valid = v.verify(signed);  
 System.*out*.println("valid? " + valid);  
 }  
}

使用其他公钥，或者验证签名的时候修改原始信息，都无法验证成功。

**DSA签名**

除了RSA可以签名外，还可以使用DSA算法进行签名。DSA是Digital Signature Algorithm的缩写，它使用ElGamal数字签名算法。

DSA只能配合SHA使用，常用的算法有：

SHA1withDSA

SHA256withDSA

SHA512withDSA

和RSA数字签名相比，DSA的优点是更快。

**ECDSA签名**

椭圆曲线签名算法ECDSA：Elliptic Curve Digital Signature Algorithm也是一种常用的签名算法，它的特点是可以从私钥推出公钥。比特币的签名算法就采用了ECDSA算法，使用标准椭圆曲线secp256k1。BouncyCastle提供了ECDSA的完整实现。

**小结**

数字签名就是用发送方的私钥对原始数据进行签名，只有用发送方公钥才能通过签名验证。

数字签名用于：

防止伪造；

防止抵赖；

检测篡改。

常用的数字签名算法包括：MD5withRSA／SHA1withRSA／SHA256withRSA／SHA1withDSA／SHA256withDSA／SHA512withDSA／ECDSA等。

# 九 数字证书

我们知道，摘要算法用来确保数据没有被篡改，非对称加密算法可以对数据进行加解密，签名算法可以确保数据完整性和抗否认性，把这些算法集合到一起，并搞一套完善的标准，这就是数字证书。

因此，数字证书就是集合了多种密码学算法，用于实现数据加解密、身份认证、签名等多种功能的一种安全标准。

数字证书可以防止中间人攻击，因为它采用链式签名认证，即通过根证书（Root CA）去签名下一级证书，这样层层签名，直到最终的用户证书。而Root CA证书内置于操作系统中，所以，任何经过CA认证的数字证书都可以对其本身进行校验，确保证书本身不是伪造的。

我们在上网时常用的HTTPS协议就是数字证书的应用。浏览器会自动验证证书的有效性：

要使用数字证书，首先需要创建证书。正常情况下，一个合法的数字证书需要经过CA签名，这需要认证域名并支付一定的费用。开发的时候，我们可以使用自签名的证书，这种证书可以正常开发调试，但不能对外作为服务使用，因为其他客户端并不认可未经CA签名的证书。

在Java程序中，数字证书存储在一种Java专用的key store文件中，JDK提供了一系列命令来创建和管理key store。我们用下面的命令创建一个key store，并设定口令123456：

keytool -storepass 123456 -genkeypair -keyalg RSA -keysize 1024 -sigalg SHA1withRSA -validity 3650 -**alias** mycert -keystore my.keystore -dname "CN=www.sample.com, OU=sample, O=sample, L=BJ, ST=BJ, C=CN"

几个主要的参数是：

keyalg：指定RSA加密算法；

sigalg：指定SHA1withRSA签名算法；

validity：指定证书有效期3650天；

alias：指定证书在程序中引用的名称；

dname：最重要的CN=www.sample.com指定了Common Name，如果证书用在HTTPS中，这个名称必须与域名完全一致。

执行上述命令，JDK会在当前目录创建一个my.keystore文件，并存储创建成功的一个私钥和一个证书，它的别名是mycert。

有了key store存储的证书，我们就可以通过数字证书进行加解密和签名：

**import** java.io.InputStream;

**import** java.math.BigInteger;

**import** java.security.\*;

**import** java.security.cert.\*;

**import** javax.crypto.Cipher;

**public** **class Main {**

**public** **static** **void** main(String[] args) **throws** Exception {

**byte**[] message = "Hello, use X.509 cert!".getBytes("UTF-8");

*// 读取KeyStore:*

KeyStore ks = loadKeyStore("/my.keystore", "123456");

*// 读取私钥:*

PrivateKey privateKey = (PrivateKey) ks.getKey("mycert", "123456".toCharArray());

*// 读取证书:*

X509Certificate certificate = (X509Certificate) ks.getCertificate("mycert");

*// 加密:*

**byte**[] encrypted = encrypt(certificate, message);

System.out.println(String.format("encrypted: %x", **new** BigInteger(1, encrypted)));

*// 解密:*

**byte**[] decrypted = decrypt(privateKey, encrypted);

System.out.println("decrypted: " + **new** String(decrypted, "UTF-8"));

*// 签名:*

**byte**[] sign = sign(privateKey, certificate, message);

System.out.println(String.format("signature: %x", **new** BigInteger(1, sign)));

*// 验证签名:*

**boolean** verified = verify(certificate, message, sign);

System.out.println("verify: " + verified);

}

**static** KeyStore loadKeyStore(String keyStoreFile, String password) {

**try** (InputStream input = Main.class.getResourceAsStream(keyStoreFile)) {

**if** (input == **null**) {

**throw** **new** RuntimeException("file not found in classpath: " + keyStoreFile);

}

KeyStore ks = KeyStore.getInstance(KeyStore.getDefaultType());

ks.load(input, password.toCharArray());

**return** ks;

} **catch** (Exception e) {

**throw** **new** RuntimeException(e);

}

}

**static** **byte**[] encrypt(X509Certificate certificate, **byte**[] message) **throws** GeneralSecurityException {

Cipher cipher = Cipher.getInstance(certificate.getPublicKey().getAlgorithm());

cipher.init(Cipher.ENCRYPT\_MODE, certificate.getPublicKey());

**return** cipher.doFinal(message);

}

**static** **byte**[] decrypt(PrivateKey privateKey, **byte**[] data) **throws** GeneralSecurityException {

Cipher cipher = Cipher.getInstance(privateKey.getAlgorithm());

cipher.init(Cipher.DECRYPT\_MODE, privateKey);

**return** cipher.doFinal(data);

}

**static** **byte**[] sign(PrivateKey privateKey, X509Certificate certificate, **byte**[] message)

**throws** GeneralSecurityException {

Signature signature = Signature.getInstance(certificate.getSigAlgName());

signature.initSign(privateKey);

signature.update(message);

**return** signature.sign();

}

**static** **boolean** verify(X509Certificate certificate, **byte**[] message, **byte**[] sig) **throws** GeneralSecurityException {

Signature signature = Signature.getInstance(certificate.getSigAlgName());

signature.initVerify(certificate);

signature.update(message);

**return** signature.verify(sig);

}

}

在上述代码中，我们从key store直接读取了私钥-公钥对，私钥以PrivateKey实例表示，公钥以X509Certificate表示，实际上数字证书只包含公钥，因此，读取证书并不需要口令，只有读取私钥才需要。如果部署到Web服务器上，例如Nginx，需要把私钥导出为Private Key格式，把证书导出为X509Certificate格式。

以HTTPS协议为例，浏览器和服务器建立安全连接的步骤如下：

浏览器向服务器发起请求，服务器向浏览器发送自己的数字证书；

浏览器用操作系统内置的Root CA来验证服务器的证书是否有效，如果有效，就使用该证书加密一个随机的AES口令并发送给服务器；

服务器用自己的私钥解密获得AES口令，并在后续通讯中使用AES加密。

上述流程只是一种最常见的单向验证。如果服务器还要验证客户端，那么客户端也需要把自己的证书发送给服务器验证，这种场景常见于网银等。

注意：数字证书存储的是公钥，以及相关的证书链和算法信息。私钥必须严格保密，如果数字证书对应的私钥泄漏，就会造成严重的安全威胁。如果CA证书的私钥泄漏，那么该CA证书签发的所有证书将不可信。数字证书服务商[DigiNotar](https://en.wikipedia.org/wiki/DigiNotar)就发生过私钥泄漏导致公司破产的事故。

**小结**

数字证书就是集合了多种密码学算法，用于实现数据加解密、身份认证、签名等多种功能的一种安全标准。

数字证书采用链式签名管理，顶级的Root CA证书已内置在操作系统中。

数字证书存储的是公钥，可以安全公开，而私钥必须严格保密。