# Lecciones aprendidas programando en Python

Hecho por Gonzalo Fernandez y Claudio de EFX

* **Importar otros archivos .py**

Es más prolijo importar aquellas funciones que necesitamos antes que importar toda la librería

Bien

Import nombre\_archivo\_ejemplo as nombre

nombre.funcion

from nombre\_archivo\_ejemplo import funcion

funcion

Mal

from nombre\_archivo\_ejemplo import \*

* **Para verificar si una lista tiene aunque sea un valor/posición**

Bien

If lista:

Mal 1

If len(lista) > 0:

Mal 2

If lista != []:

En caso de necesitar saber si la lista tiene más de dos valores/posiciones, usar función len(), sino alcanza con preguntar por la lista en la condición.

* **Para verificar por valores True o False**

Bien

If x:

Mal

If x == True:

Los nombres True y False son instancias de tipo de datos bool (valores booleanos). Al igual que None, solo hay una instancia de cada uno.

| **False** | **True** |
| --- | --- |
| False (== 0) | True (== 1) |
| "" (empty string) | any string but "" ("anything") |
| 0, 0.0 | any number but 0 (1, 0.1, -1, 3.14) |
| [], (), {}, set() | any non-empty container ([0], (None,), ['']) |
| None | almost any object that's not explicitly False |

Tener en cuenta la tabla anterior, observar el siguiente ejemplo:

a = 0.0

b = 0

c = 1

|  |  |  |
| --- | --- | --- |
| if a:  print(‘entre’)  else:  print(‘no entre’) | if b:  print(‘entre’)  else:  print(‘no entre’) | if c:  print(‘entre’)  else:  print(‘no entre’) |
| Resultado = ‘no entre’ | Resultado = ‘no entre’ | Resultado = ‘entre’ |

Lo mismo ocurre con listas, diccionarios, tuplas, etc.

* **Si queremos concatenar todos los elementos de una lista de strings**

Bien

Concatenada = ‘’.join(lista)

Mal

concatenada = ''

for string in list:

concatenada += s

Ej:

lista = [‘1’,’2’,’3’,’0’,’-‘,’J’,’R’,’D’,’C’]

Concatenada = ‘’.join(lista)

----------

Concatenada = ‘1230-JRDC’

* **Asignación de etiquetas a objetos**

En Python, un "nombre" o "identificador" de una variable es como una etiqueta adjunta a un objeto (números, listas, diccionarios, etc).

![a1tag.png](data:image/png;base64,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)

a = 1

|  |  |
| --- | --- |
|  |  |

El objeto 1 (numero entero 1), se le puso la etiqueta “a”

Si reasignamos el objeto al cual apunta “a”, simplemente se mueve la etiqueta al nuevo objeto

a = 2

|  |  |  |
| --- | --- | --- |
| a2tag.png |  | 1.png |

El objeto entero original (numero entero 1) ya no tiene una etiqueta "a". Puede seguir vivo, pero no podemos acceder a él a través del nombre "a". (Cuando un objeto no tiene más referencias o etiquetas, se elimina de la memoria).

Si le asignamos al mismo objeto otra etiqueta

b = a

|  |  |
| --- | --- |
| ab2tag.png |  |

Entonces el nombre de variable “b” es una segunda etiqueta al objeto del cual es etiqueta “a” (el numero entero 2).

* **Listas por comprensión**

Para iterar y trabajar con todos los elementos de una lista, se pueden usar listas por comprensión.  
El resultado de aplicar una lista por comprensión es otra lista, la cual tiene el resultado de aplicarle una función los elementos que cumplen con la condición explicitada.

Sintaxis:

Lista\_comprension = [resultado\_a\_devolver ciclo\_for condición\_if]

Bien

Auxiliar = 0

Lista = [1,2,3]

Auxiliar = sum( [numero for numero in lista if numero > 1])

---------------

Auxiliar = 5

Auxiliar = 0

Lista = [1,2,3]

Auxiliar = [numero for numero in lista if numero > 1]

---------------

Auxiliar = [2,3]

Mal

Auxiliar = 0

Lista = [1,2,3]

For numero in lista:

If numero > 1:

Auxiliar += numero

---------------

Auxiliar = 5

La desventaja es que igualmente estamos usando un ciclo for para recorrer cada elemento de la lista, si bien es más performante usar listas por comprensión (ya que Python las trabaja de forma más óptima que con ciclos for y la función in()), no evitamos tener que usar un ciclo.

* **Funciones lambda usando map**

Para resolver ciertos tipos de cálculos, lo que hicimos fue crear diferentes listas que contuvieran los valores necesarios (previamente filtrados) para obtener el resultado esperado.

En un principio dichas listas se recorrían y se obtenían resultados utilizando listas por comprensión y funciones del tipo sum, len, etc.

Como fue descrito más arriba, las listas por comprensión si o si necesitan usar ciclos for.  
  
Otra forma, más óptima, es utilizar funciones lamba dentro de una función map.

Función map:

La función map recorre y aplica una función determinada sobre un conjunto de valores (Lista) y retorna una lista. No se le puede pasar por parámetro ninguna variable a la función que invocamos desde la función map. Si queremos realizar esto, se puede crear un diccionario en el scope global y luego, dentro de la función que llamamos desde la función map, hacer uso de este diccionario según corresponda.

Sintaxis:

Map(función\_a\_aplicar,lista)

Ej:

map(c\_class,row.CONSULTAS)

Supongamos que tenemos un diccionario llamado variables\_tarjetas que guarda todas las estructuras necesarias para calcular ciertas variables de tarjetas de crédito.   
Dentro de este diccionario tenemos una lista que guarda los saldos en cuotas mensuales para todas las tarjetas, filtradas por un periodo de mes en particular.

Si dijéramos que tenemos que contar la cantidad de veces que el saldo en cuotas en igual a 0:

Listas por comprensión:

Saldo\_cuotas\_eq\_0 = len([x for x in variables\_tarjetas['saldo\_cuotas\_ult'] if x == 0 ])

Map y lambda:

Saldo\_cuotas\_eq\_0 = sum(map(lambda x: 1 if x == 0 else 0,variables\_tarjetas['saldo\_cuotas\_ult']))

Si bien ambos códigos devolverán lo mismo, la diferencia reside en que no estamos usando un ciclo for.

En una línea que hagamos esto no vamos a notar mucha mejora de tiempos.

Ahora si tenemos en uso alrededor de más de 100 listas por comprensión, reemplazándolas por map y lambda, tendremos una reducción de tiempos.

Estructura de una función lambda:

Las funciones lambda pueden ser asignadas a una etiqueta o pueden usarse dentro de funciones map como vimos más arriba.

La lista de argumentos no está entre paréntesis y falta la palabra reservada return (está implícita, ya que la función entera debe ser una única expresión).

La función no tiene nombre, pero puede ser llamada mediante la etiqueta a que se le ha asignado.

Sintaxis:

Lambda parámetros(1..n): comportamiento\_funcion

Si a esto lo combinamos con las sentencias if por comprensión, se logra el resultado visto más arriba:

Sintaxis:

valor\_si\_verdadero if condición else valor\_si\_falso

Ejemplo if por compresión:

Común:

x = int()

if 8 > 7:

x = 1

else:

x = 0

--------------

var\_x = 1

Por comprensión:

var\_x = 1 if 8 > 7 else 0

--------------

var\_x = 1

Ejemplo funciones lambda:

Función común:

def f(x):

return x\*2

-----------

f(3) = 6

Funcion lambda:

g = lambda x: x\*2

--------

g(3) =6

Otra forma:

(lambda x: x\*2)(3) = 6

Ejemplo, funcion lambda con más de 1 parámetro y usando if por comprension:

Función común:

def f(x,y):

If x and y and y > 0 and x/float(y) > 0:

return 1

else:

return 0

Funcion lambda:

lambda x,y: 1 if x and y and y > 0 and x/float(y) > 0 else 0

Otro ejemplo (Funcion lambda con map e if por comprension):

vg\_b\_3t\_sdonf\_pmant\_lt100\_1 = sum(map(lambda x,y,z: 1 if x and y and z and (y-z)/float(x) < 1.0 else 0,variables\_tarjetas['monto\_min\_3t\_sdonf\_pminant'],variables\_tarjetas['saldo\_mensual\_3t\_sdof\_sdotant'],variables\_tarjetas['saldo\_financiado\_ult']))

* **Particularidad de la función map**

Si tengo las siguientes listas

A = [0,1,2,3,4]

B = [5,6,7,None,8]

C = [9,10,11,12]

Nótese que C tiene 4 elementos mientras que A y B tienen 5.

Si realizo lo siguiente:

D = map(lambda x,y,z: x if x and y and z else 0, A,B,C)

-------

D = [0,1,2,0,0]

Analizando sabemos:

El primer elemento es un 0. La lista A, su primer elemento es 0, al hacer un “if 0” devuelve “false”, por eso sale el 0.

Con el 1 y el 2 no hay mucho que ver, tanto el 6,7 como el 10,11 de las listas B y C, cumplen las condiciones de la función lambda.

El cuarto elemento es un 0. Ya que el cuarto elemento de la lista B es None (“if None” -> “False”)

Ahora, porque el 5to es un 0.

Esto se debe a que Python tiene que operar por el máximo tamaño de lista que se le pase por parámetro, agarrando el mismo elemento que itera de cada lista (Cuando agarra el 0 de la lista A agarra el 5 de la B y el 9 de la C). Como la lista C, no tiene un 5to elemento, sale por la condición false del if, ya que no puede asegurar que se cumpla para todos los elementos iterados.

Entonces, la función map me va a devolver una lista con el mismo tamaño de la lista más grande pasada por parámetro. Si se pasa una sola lista por parámetro, entonces esto no siempre se cumple.

* **Divisiones por tipo de datos float**

Supongamos el siguiente escenario

|  |  |
| --- | --- |
| A = 10  B = 5  print A/B  -----  2 | A = 11 B = 5  print A/B ----- 2 |

El resultado de la derecha debería haber dado 2,2.

Esto se debe a que el tipo de dato del divisor es entero.  
En Python cuando realizamos una división y queremos obtener un tipo de dato float, debemos indicarle que el divisor es del tipo float, ya sea casteando dicho numero como float o creándolo como float.

|  |  |
| --- | --- |
| A = 11  B = 5.0  print A/B  -----  2.2 | A = 11 B = 5  print A/float(B) ----- 2.2 |

Nos topamos con este error cuando advertimos que al realizar divisiones que dan numero decimales con parte entera 0, dentro de una condición if, daba siempre false.

Aca un ejemplo

A = 5

B = 4

El resultado de hacer

If A/B > 1

Es false, ya que 5/4 es 1,25 pero sin el casteo del divisor a float resulta que 5/4 es 1.

* **Operaciones con la instancia de objeto None**

No se puede realizar ninguna operación matemática con alguna etiqueta que apunte a una instancia del objeto None.

En otras palabras, no se pueden realizar las siguientes operaciones:

A = None

|  |  |  |  |
| --- | --- | --- | --- |
| A\*2 | A/2 | A+2 | A-2 |

Tampoco se puede concatenar None

|  |  |
| --- | --- |
| print ‘texto de prueba: ‘ + None | L = None  print ‘texto de prueba: ‘ + l |

Si se puede hacer

|  |  |
| --- | --- |
| print ‘texto de prueba: ‘ + str(None) | L = None  print ‘texto de prueba: ‘ + str(l) |

Lo cual imprimirá: ‘texto de prueba None’

Nosotros creamos nuestra propia función NVL para trabajar con el tipo de dato None.

#--------NVL-------------#

def NVL(var, val):

if var is None:

return val

else:

return var

* **Variables globales vs diccionarios**

Al trabajar con variables globales, notamos que no siempre estaban llegando a todas las funciones, es decir, no siempre dentro del scope de una función lográbamos operar con el valor de alguna variable definida como global (global nombre\_variable).  
En vez de eso, se usaron diccionarios, definidos dentro del scope global.  
De esta forma pudimos realizar un pasamano de variables transparente entre diferentes funciones a lo largo de todo el script en Python.

El manejo de diccionarios nos resultó bastante performante a la hora de trabajar con estructuras que acumulen otras estructuras de datos (listas, tuplas, diccionarios o simples variables integer, float, string) categorizados bajo una misma fuente de datos.

Además al parecer, Python es poco performante al momento de tener que mantener el seguimiento de las referencias a variables globales.

* **Concatenar dos diccionarios en uno solo**

Una práctica que nos resultó útil, fue la de concatenar los valores claves de dos diccionarios en otro.   
De esta forma podemos pasar un solo diccionario por parametro en vez de tener que pasar todos los diccionarios.

Ejemplo:

Digamos que tenemos 5 diccionarios, cada uno tiene diferentes valores claves

dict\_1 = {'dict\_1\_clave1':[],'dict\_1\_clave2':[],'dict\_1\_clave3':[]}

dict\_2 = {'dict\_2\_clave1':[],'dict\_2\_clave2':[],'dict\_2\_clave3':[]}

dict\_3 = {'dict\_3\_clave1':[],'dict\_3\_clave2':[],'dict\_3\_clave3':[]}

dict\_4 = {'dict\_4\_clave1':[],'dict\_4\_clave2':[],'dict\_4\_clave3':[]}

dict\_5 = {'dict\_5\_clave1':[],'dict\_5\_clave2':[],'dict\_5\_clave3':[]}

Si hacemos

dict\_fusion = {}

dict\_fusion = dict(dict\_fusion, \*\* dict\_1)

----------

dict\_fusion={'dict\_1\_clave1': [], 'dict\_1\_clave3': [], 'dict\_1\_clave2': []}

Entonces, continuando:

dict\_fusion = dict(dict\_fusion, \*\* dict\_2)

dict\_fusion = dict(dict\_fusion, \*\* dict\_3)

dict\_fusion = dict(dict\_fusion, \*\* dict\_4)

dict\_fusion = dict(dict\_fusion, \*\* dict\_5)

---------

dict\_fusion={'dict\_1\_clave1': [], 'dict\_2\_clave1': [], 'dict\_3\_clave3': [], 'dict\_3\_clave2': [], 'dict\_3\_clave1': [], 'dict\_5\_clave1': [], 'dict\_1\_clave3': [], 'dict\_5\_clave3': [], 'dict\_5\_clave2': [], 'dict\_4\_clave2': [], 'dict\_4\_clave3': [], 'dict\_2\_clave2': [], 'dict\_4\_clave1': [], 'dict\_1\_clave2': [], 'dict\_2\_clave3': []}

Cuando tuvimos que pasar los valores de varios diccionarios (uno por cada fuente de datos en el reporte crediticio) de un script a otro script separado, se concatenaron todos los diccionarios y se pasó uno solo por parametro.

* **Diferencia entre append y extend para trabajar con listas**

-append crea una nueva posición en la lista y agrega el objeto pasado por parámetro.

-extend crea una nueva posición en la lista si el elemento pasado por parametro es un objeto no iterable (integer, float, string, etc), si el elemento es un objeto iterable (lista), agrega cada elemento del objeto iterable pasado por parámetro en una nueva posición.

Ejemplos:

1) lista\_1 = [1,2,3,4,5]

lista\_3 = ['soy un string en la posicion 1',['soy una lista en la posicion 2']]

lista\_3.append(lista\_1)

-------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], [1, 2, 3, 4, 5]]

2) lista\_1 = [1,2,3,4,5]

lista\_3 = ['soy un string en la posicion 1',['soy una lista en la posicion 2']]

lista\_3.extend(lista\_1)

-------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], 1, 2, 3, 4, 5]

3) Si agregamos una lista con extend, seria lo mismo que hacer append

lista\_1 = [1,2,3,4,5]

lista\_3 = ['soy un string en la posicion 1',['soy una lista en la posicion 2']]

lista\_3.extend([lista\_1])

-------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], [1, 2, 3, 4, 5]]

4) Agregamos un diccionario

dict\_1 = {'dict\_1\_clave1':[],'dict\_1\_clave2':[],'dict\_1\_clave3':[]}

lista\_3.extend(dict\_1)

-------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], 'dict\_1\_clave1', 'dict\_1\_clave3', 'dict\_1\_clave2']

#

dict\_1 = {'dict\_1\_clave1':[],'dict\_1\_clave2':[],'dict\_1\_clave3':[]}

lista\_3.append(dict\_1)

-------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], {'dict\_1\_clave1': [], 'dict\_1\_clave3': [], 'dict\_1\_clave2': []}]

5) Agregamos una tupla

tupla\_1 = (1,0)

lista\_3 = ['soy un string en la posicion 1',['soy una lista en la posicion 2']]

lista\_3.extend(tupla\_1)

--------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], 1, 0]

#

tupla\_1 = (1,0)

lista\_3 = ['soy un string en la posicion 1',['soy una lista en la posicion 2']]

lista\_3.append(tupla\_1)

--------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], (1, 0)]

6) Por ultimo agregamos una tupla de tuplas

tupla\_1 = ((1,0),(2,3))

lista\_3 = ['soy un string en la posicion 1',['soy una lista en la posicion 2']]

lista\_3.extend(tupla\_1)

--------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], (1, 0), (2, 3)]

#

tupla\_1 = ((1,0),(2,3))

lista\_3 = ['soy un string en la posicion 1',['soy una lista en la posicion 2']]

lista\_3.append(tupla\_1)

--------------

lista\_3 = ['soy un string en la posicion 1', ['soy una lista en la posicion 2'], ((1, 0), (2, 3))]

* **Ordenamiento de listas**

Existe la función sorted que devuelve el objeto iterable pasado por parámetro ordenado según algún criterio.

Sintaxis:

sorted(iterable[, key][, reverse])

Donde:

iterable - sequence (string, tuple, list) or collection (set, dictionary, frozen set) or any iterator

reverse (Optional) - If true, the sorted list is reversed (or sorted in Descending order)

key (Optional) - function that serves as a key for the sort comparison

Ordenando una lista:

lista\_1 = [4,5,23,2,1]

lista\_1 = sorted(lista\_1)

------------

lista\_1 = [1,2,4,5,23]

Ordenando una lista de listas:

lista\_1 = [[64,13,43],[6,3,5]]

lista\_1 = sorted(lista\_1)

------------

lista\_1 = [[6, 3, 5], [64, 13, 43]]

Como se ve, solo ordena la lista y no los elementos que contienen las listas en su interior.

Ordenando una lista de tuplas, usando la clausula key:

def segundo(elem):

return elem[1]

lista\_1 = [(2, 2), (3, 4), (4, 1), (1, 3)]

lista\_1 = sorted(lista\_1, key= segundo)

------------

lista\_1 = [(4, 1), (2, 2), (1, 3), (3, 4)]

Supongamos que tenemos una lista de diccionarios y queremos ordenarlos según el valor que tiene cada una de las claves de dichos diccionarios.

Para esto debemos tener en cuenta que todos los atributos que queramos ordenar se van a acomodar bajo el mismo criterio (mayor a menor o viceversa)

Si queremos ordenar de mayor a menor, por ejemplo, tener en cuenta que todos los atributos que se involucren en el ordenamiento quedaran bajo ese criterio.

Si necesitamos que algunos atributos se orden distintos, deberíamos cambiar la escala de valores para que vaya según el criterio de ordenamiento.

Entonces, podemos crear una función lambda que devuelva una tupla, que será por la cual ordene la función sorted, y aquellos casos que queramos que tengan un criterio de ordenamiento contrario al de otros atributos, debemos negarlos.

Siguiendo con el ejemplo, tenemos 3 diccionarios acumulados en una lista:

variables\_direcciones = {}

direcciones\_completas = []

variables\_direcciones\_1={'aportado\_fh':'2012-10','aportado\_fh\_num':'20180101','aportado\_cant':4,'cod\_postal':1406,'mes':360,'cpa':'DDCR12','geo\_nse':'NA','provincia':'P','aglomerado':'C','avg\_tc\_limite\_credito':1234.123,'pos':1,'cpa\_num':331,'impacto\_codigo\_num':12,'tasa\_mora':23123.12321,'tasa\_p\_mora':12312.4312}

direcciones\_completas.append(variables\_direcciones\_1)

variables\_direcciones\_2={'aportado\_fh':'2017-10','aportado\_fh\_num':'20180102','aportado\_cant':2,'cod\_postal':1407,'mes':180,'cpa':'DDCR12','geo\_nse':'NA','provincia':'P','aglomerado':'C','avg\_tc\_limite\_credito':1234.123,'pos':1,'cpa\_num':331,'impacto\_codigo\_num':12,'tasa\_mora':23123.12321,'tasa\_p\_mora':12312.4312}

direcciones\_completas.append(variables\_direcciones\_2)

variables\_direcciones\_3={'aportado\_fh':'2017-09','aportado\_fh\_num':'20171201','aportado\_cant':5,'cod\_postal':1400,'mes':60,'cpa':'DDCR12','geo\_nse':'NA','provincia':'P','aglomerado':'C','avg\_tc\_limite\_credito':1234.123,'pos':1,'cpa\_num':331,'impacto\_codigo\_num':12,'tasa\_mora':23123.12321,'tasa\_p\_mora':12312.4312}

direcciones\_completas.append(variables\_direcciones\_3)

Ahora queremos obtener el CPA, del diccionario que cumpla con:

menor valor de pos

mayor valor de aportado\_cant

mayor valor de aportado\_fh\_num

menor valor de cod\_postal

Como dijimos, si vamos a usar reverse = True (De mayor a menor), aquellos campos que necesitemos el menor tendremos que negarlos, y viceversa si no ponemos la cláusula reverse.

Tener en cuenta que, al ordenar por una tupla, la función sorted ira desde la primer posición hasta la última, es decir, si el valor de la primer posición de la tupla es igual a todas las demás, ordenara por el segundo campo y así hasta el final de los campos.  
Entonces si hay algún campo que sea más relevante que otro se debería meter al principio de la tupla.

Nótese que a los campos pos y cod\_postal, se les agrego un “-“ delante para negarlos y asi ordenar con un criterio opuesto al resto de los campos.

Lista\_ordenada = sorted(direcciones\_completas, key = lambda dir: (-dir['pos'],dir['aportado\_cant'],dir['aportado\_fh\_num'],-dir['cod\_postal']),reverse=True)

--------------

Lista\_ordenada = [{'aportado\_fh': '2017-09', 'impacto\_codigo\_num': 12, 'geo\_nse': 'NA', 'pos':1, 'avg\_tc\_limite\_credito': 1234.123, 'mes': 60, 'cpa\_num': 331, 'aportado\_cant': 5, 'provincia': 'P', 'cpa': 'DDCR12', 'tasa\_p\_mora': 12312.4312, 'tasa\_mora': 23123.12321, 'aglomerado': 'C', 'aportado\_fh\_num': '20171201','cod\_postal': 1400}, {'aportado\_fh': '2012-10', 'impacto\_codigo\_num': 12, 'geo\_nse': 'NA', 'pos': 1, 'avg\_tc\_limite\_credito': 1234.123, 'mes': 360, 'cpa\_num': 331, 'aportado\_cant': 4, 'provincia': 'P', 'cpa': 'DDCR12', 'tasa\_p\_mora': 12312.4312, 'tasa\_mora': 23123.12321, 'aglomerado': 'C', 'aportado\_fh\_num': '20180101', 'cod\_postal': 1406}, {'aportado\_fh': '2017-10', 'impacto\_codigo\_num': 12, 'geo\_nse': 'NA', 'pos': 1, 'avg\_tc\_limite\_credito': 1234.123, 'mes': 180, 'cpa\_num': 331, 'aportado\_cant': 2, 'provincia': 'P', 'cpa': 'DDCR12', 'tasa\_p\_mora': 12312.4312, 'tasa\_mora': 23123.12321, 'aglomerado': 'C', 'aportado\_fh\_num': '20180102', 'cod\_postal': 1407}]

Obteniendo el primero valor de la lista y accediento por su clave a cpa:

print Lista\_ordenada[0]['cpa']

-----------

DDCR12

En el ejemplo anterior se colocó en la variable pos, en todos los diccionarios, el valor 1, ya que este sería nuestro campo con mayor peso y necesitamos que ordene por el segundo en peso.

Modificando los valores de pos a 1, 2 y 3 (a los diccionarios \_1, \_2 y \_3) nos quedaría:

Lista\_ordenada = [{'aportado\_fh': '2012-10', 'impacto\_codigo\_num': 12, 'geo\_nse': 'NA', 'pos': 1, 'avg\_tc\_limite\_credito': 1234.123, 'mes': 360, 'cpa\_num': 331, 'aport

ado\_cant': 4, 'provincia': 'P', 'cpa': 'DDCR12', 'tasa\_p\_mora': 12312.4312, 'tasa\_mora': 23123.12321, 'aglomerado': 'C', 'aportado\_fh\_num': '20180101'

, 'cod\_postal': 1406}, {'aportado\_fh': '2017-10', 'impacto\_codigo\_num': 12, 'geo\_nse': 'NA', 'pos': 2, 'avg\_tc\_limite\_credito': 1234.123, 'mes': 180,

'cpa\_num': 331, 'aportado\_cant': 2, 'provincia': 'P', 'cpa': 'DDCR12', 'tasa\_p\_mora': 12312.4312, 'tasa\_mora': 23123.12321, 'aglomerado': 'C', 'aporta

do\_fh\_num': '20180102', 'cod\_postal': 1407}, {'aportado\_fh': '2017-09', 'impacto\_codigo\_num': 12, 'geo\_nse': 'NA', 'pos': 3, 'avg\_tc\_limite\_credito':

1234.123, 'mes': 60, 'cpa\_num': 331, 'aportado\_cant': 5, 'provincia': 'P', 'cpa': 'DDCR12', 'tasa\_p\_mora': 12312.4312, 'tasa\_mora': 23123.12321, 'aglo

merado': 'C', 'aportado\_fh\_num': '20171201', 'cod\_postal': 1400}]

En donde el diccionario con el menor valor de pos, nos queda primero en la lista.

* **Clases en Python**

Python permite manejar clases y crear objetos con métodos y atributos.  
Dentro de nuestra experiencia, para el desarrollo llevado a cabo, en una primera instancia se crearon alrededor de 17 clases (cada una representaba una fuente de datos), cada una contaba con entre 1 y 20 metodos. Estas clases eran instanciadas desde un proceso main (orquestador), para luego hacer uso de sus métodos.

Con el tiempo nos dimos cuenta que a Python le cuesta mucho llevar la referencia de tantos objetos y métodos y se vuelve muy lento en su procesamiento.

En una segunda instancia se eliminaron todas las clases y se las trabajaron funciones, con sub-funciones dentro de cada una. Comunicándose entre si haciendo uso de diccionarios y listas. Todo esto dentro de la misma función main (orquestador).

El resultado fue que, para procesar 17 fuentes de datos de alrededor de 200 mil registros (todas las fuentes residen en un mismo row, y cada fuente tiene estructura de datos complejas), el proceso tardaba alrededor de 12 horas.  
Luego de eliminar las clases, el mismo proceso comenzó a tardar menos de 1 hora.

En una última instancia, se decidió aislar este nuevo código sin clases, por cada fuente de datos, en una librería separada, de esta forma solo teníamos que invocar dicha librería y ejecutar la función que activaría el flujo de datos.

Ejemplo:

################ CON CLASES ####################

#\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Clase Consulta\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*#

class consulta\_class:

#Definicion Atributos#

ob\_list\_con\_matrices = []

ob\_con\_rub\_no\_f\_0a12 = int()

ob\_con\_srub\_fi1\_0a12 = int()

ob\_con\_rub\_no\_f\_0a24 = int()

ob\_con\_srub\_tc2\_0a24 = int()

ob\_con\_srub\_tec\_0a24 = int()

ob\_con\_cant\_consultas\_0a3 = int()

ob\_con\_srub\_tec\_0a3 = int()

ob\_con\_list\_srub\_0a60 = []

ob\_con\_rub\_no\_f\_0a60 = int()

ob\_con\_srub\_tc2\_0a60 = int()

ob\_con\_srub\_tec\_0a60 = int()

ob\_con\_cant\_consultas\_0a6 = int()

ob\_con\_rub\_f\_0a6 = int()

ob\_con\_rub\_no\_f\_0a6 = int()

ob\_con\_srub\_fi1\_0a6 = int()

ob\_con\_srub\_fi2\_0a6 = int()

ob\_con\_list\_meses\_rub\_f = []

ob\_con\_list\_meses\_srub\_fi1 = []

ob\_con\_list\_meses\_srub\_fi2 = []

ob\_con\_list\_meses\_srub\_tc2 = []

ob\_con\_list\_meses\_srub\_tec = []

#Metodos#

#----------get's-------------#

def get\_dif\_meses(self,fecha):

return diff\_month(par\_fecha\_aprobacion, fecha)

def get\_list\_con\_matrices(self):

return self.ob\_list\_con\_matrices

def get\_con\_rub\_no\_f\_0a12(self):

return self.ob\_con\_rub\_no\_f\_0a12

def get\_con\_srub\_fi1\_0a12(self):

return self.ob\_con\_srub\_fi1\_0a12

def get\_con\_rub\_no\_f\_0a24(self):

return self.ob\_con\_rub\_no\_f\_0a24

def get\_con\_srub\_tc2\_0a24(self):

return self.ob\_con\_srub\_tc2\_0a24

def get\_con\_srub\_tec\_0a24(self):

return self.ob\_con\_srub\_tec\_0a24

def get\_con\_cant\_consultas\_0a3(self):

return self.ob\_con\_cant\_consultas\_0a3

def get\_con\_srub\_tec\_0a3(self):

return self.ob\_con\_srub\_tec\_0a3

def get\_con\_list\_srub\_0a60(self):

return self.ob\_con\_list\_srub\_0a60

def get\_con\_rub\_no\_f\_0a60(self):

return self.ob\_con\_rub\_no\_f\_0a60

def get\_con\_srub\_tc2\_0a60(self):

return self.ob\_con\_srub\_tc2\_0a60

def get\_con\_srub\_tec\_0a60(self):

return self.ob\_con\_srub\_tec\_0a60

def get\_con\_cant\_consultas\_0a6(self):

return self.ob\_con\_cant\_consultas\_0a6

def get\_con\_rub\_f\_0a6(self):

return self.ob\_con\_rub\_f\_0a6

def get\_con\_rub\_no\_f\_0a6(self):

return self.ob\_con\_rub\_no\_f\_0a6

def get\_con\_srub\_fi1\_0a6(self):

return self.ob\_con\_srub\_fi1\_0a6

def get\_con\_srub\_fi2\_0a6(self):

return self.ob\_con\_srub\_fi2\_0a6

def get\_con\_list\_meses\_rub\_f(self):

return empty\_list(self.ob\_con\_list\_meses\_rub\_f)

def get\_con\_list\_meses\_srub\_fi1(self):

return empty\_list(self.ob\_con\_list\_meses\_srub\_fi1)

def get\_con\_list\_meses\_srub\_fi2(self):

return empty\_list(self.ob\_con\_list\_meses\_srub\_fi2)

def get\_con\_list\_meses\_srub\_tc2(self):

return empty\_list(self.ob\_con\_list\_meses\_srub\_tc2)

def get\_con\_list\_meses\_srub\_tec(self):

return empty\_list(self.ob\_con\_list\_meses\_srub\_tec)

def inic\_variables(self):

self.ob\_list\_con\_matrices = []

self.ob\_con\_rub\_no\_f = int()

self.ob\_con\_rub\_fi1 = int()

self.ob\_con\_rub\_no\_f\_0a24 = int()

self.ob\_con\_rub\_tc2\_0a24 = int()

self.ob\_con\_rub\_tec\_0a24 = int()

self.ob\_con\_cant\_consultas\_0a3 = int()

self.ob\_con\_rub\_tec\_0a3 = int()

self.ob\_con\_list\_srub\_0a60 = []

self.ob\_con\_rub\_no\_f\_0a60 = int()

self.ob\_con\_srub\_tc2\_0a60 = int()

self.ob\_con\_srub\_tec\_0a60 = int()

self.ob\_con\_cant\_consultas\_0a6 = int()

self.ob\_con\_rub\_f\_0a6 = int()

self.ob\_con\_rub\_no\_f\_0a6 = int()

self.ob\_con\_srub\_fi1\_0a6 = int()

self.ob\_con\_srub\_fi2\_0a6 = int()

self.ob\_con\_list\_meses\_rub\_f = []

self.ob\_con\_list\_meses\_srub\_fi1 = []

self.ob\_con\_list\_meses\_srub\_fi2 = []

self.ob\_con\_list\_meses\_srub\_tc2 = []

self.ob\_con\_list\_meses\_srub\_tec = []

def datasource\_consultas(self,consulta):

if hasattr(consulta,'PERIODO'):

meses = self.get\_dif\_meses(format\_date(NVL(consulta.PERIODO,'9999-01-01')))

else:

meses = self.get\_dif\_meses(format\_date('9999-01-01'))

#Rundate para retro

if 0 <= self.get\_dif\_meses(format\_date(NVL(consulta.INGRESO\_FH,'01/01/9999'))) <= 60:

#Condiciones

if (NVL(consulta.CONS\_TIPO,None) == 'C') and not(consulta.DUPLICADO) and NVL(consulta.PROD\_COD,'PROD\_COD') not in 'RISCPER' and (NVL(consulta.VISIBLE,False) == True) and (NVL(consulta.MATRIZ["TIPO"],'-') == 'A'):

#iq\_meses\_rub\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') == 'F'):

self.ob\_con\_list\_meses\_rub\_f.extend([meses])

#iq\_meses\_subrub\_fi1

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI1'):

self.ob\_con\_list\_meses\_srub\_fi1.extend([meses])

#iq\_meses\_subrub\_fi2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI2'):

self.ob\_con\_list\_meses\_srub\_fi2.extend([meses])

#iq\_meses\_subrub\_tc2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TC2'):

self.ob\_con\_list\_meses\_srub\_tc2.extend([meses])

#iq\_meses\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

self.ob\_con\_list\_meses\_srub\_tec.extend([meses])

#Periodo <= 3

if meses <= 3:

#iq\_0a3\_all

self.ob\_con\_cant\_consultas\_0a3 += 1

#iq\_0a3\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

self.ob\_con\_srub\_tec\_0a3 += 1

#Periodo <= 6

if meses <= 6:

#iq\_0a6\_mm

self.ob\_con\_cant\_consultas\_0a6 += 1

#iq\_0a6\_rub\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') == 'F'):

self.ob\_con\_rub\_f\_0a6 += 1

#iq\_0a6\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

self.ob\_con\_rub\_no\_f\_0a6 += 1

#iq\_0a6\_subrub\_fi1

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI1'):

self.ob\_con\_srub\_fi1\_0a6 += 1

#iq\_0a6\_subrub\_fi2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI2'):

self.ob\_con\_srub\_fi2\_0a6 += 1

#Periodo <= 12

if meses <= 12:

#iq\_0a12\_mm

if ((NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC') or (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEF')) and consulta.MATRIZ["MATRIZ"]:

self.ob\_list\_con\_matrices.extend([consulta.MATRIZ["MATRIZ"]])

#iq\_0a12\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

self.ob\_con\_rub\_no\_f\_0a12 += 1

#iq\_0a12\_subrub\_fi1

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI1'):

self.ob\_con\_srub\_fi1\_0a12 += 1

#Periodo <= 24

if meses <= 24:

#iq\_0a24\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

self.ob\_con\_rub\_no\_f\_0a24 += 1

#iq\_0a24\_subrub\_tc2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TC2'):

self.ob\_con\_srub\_tc2\_0a24 += 1

#iq\_0a24\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

self.ob\_con\_srub\_tec\_0a24 += 1

#Periodo <= 60

if meses <= 60:

#iq\_0a59\_mr

self.ob\_con\_list\_srub\_0a60.extend([consulta.MATRIZ["SUBRUBRO\_COD"]])

#iq\_0a59\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

self.ob\_con\_rub\_no\_f\_0a60 += 1

#iq\_0a59\_subrub\_tc2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TC2'):

self.ob\_con\_srub\_tc2\_0a60 += 1

#iq\_0a59\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

self.ob\_con\_srub\_tec\_0a60 += 1

-----------------  
En el main():

def auxConsultas(consulta):

ob\_consulta = consulta\_class()

ob\_consulta.inic\_variables()

ob\_consulta.datasource\_consultas(consulta)

consultas.append(ob\_consulta)

map(auxConsultas, row['CONSULTAS'])

################ SIN CLASES ####################

def c\_class(c):

#datasource\_consultas

def datasource\_consultas(consulta):

matriz = consulta.MATRIZ['MATRIZ']

if hasattr(consulta,'PERIODO'):

meses = get\_dif\_meses(format\_date(NVL(consulta.INGRESO\_FH,'9999-01-01')))

else:

meses = get\_dif\_meses(format\_date('9999-01-01'))

#Rundate para retro

if 0.0 <= meses <= 61.0:

#Condiciones

if (NVL(consulta.CONS\_TIPO,None) == 'C') and not(consulta.DUPLICADO) and consulta.PROD\_COD.find('RISCPER') < 0 and (NVL(consulta.VISIBLE,False)) and (NVL(consulta.MATRIZ["TIPO"],'-') == 'A'):

#iq\_meses\_rub\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') == 'F'):

variables\_consultas['ob\_con\_list\_meses\_rub\_f'].extend([meses])

#iq\_meses\_subrub\_fi1

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI1'):

variables\_consultas['ob\_con\_list\_meses\_srub\_fi1'].extend([meses])

#iq\_meses\_subrub\_fi2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI2'):

variables\_consultas['ob\_con\_list\_meses\_srub\_fi2'].extend([meses])

#iq\_meses\_subrub\_tc2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TC2'):

variables\_consultas['ob\_con\_list\_meses\_srub\_tc2'].extend([meses])

#iq\_meses\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

variables\_consultas['ob\_con\_list\_meses\_srub\_tec'].extend([meses])

#Periodo <= 3

if meses <= 3:

#iq\_0a3\_all

variables\_consultas['ob\_con\_cant\_consultas\_0a3'] += 1

#iq\_0a3\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

variables\_consultas['ob\_con\_srub\_tec\_0a3'] += 1

#Periodo <= 6

if meses <= 6:

#iq\_0a6\_mm

variables\_consultas['ob\_con\_cant\_consultas\_0a6'].extend([matriz])

#iq\_0a6\_rub\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') == 'F'):

variables\_consultas['ob\_con\_rub\_f\_0a6'] += 1

#iq\_0a6\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

variables\_consultas['ob\_con\_rub\_no\_f\_0a6'] += 1

#iq\_0a6\_subrub\_fi1

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI1'):

variables\_consultas['ob\_con\_srub\_fi1\_0a6'] += 1

#iq\_0a6\_subrub\_fi2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI2'):

variables\_consultas['ob\_con\_srub\_fi2\_0a6'] += 1

#Periodo <= 12

if meses <= 12:

#iq\_0a12\_mm

if ((NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC') or (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEF')) and consulta.MATRIZ["MATRIZ"]:

variables\_consultas['ob\_list\_con\_matrices'].extend([consulta.MATRIZ["MATRIZ"]])

#iq\_0a12\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

variables\_consultas['ob\_con\_rub\_no\_f\_0a12'] += 1

#iq\_0a12\_subrub\_fi1

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'FI1'):

variables\_consultas['ob\_con\_srub\_fi1\_0a12'] += 1

#Periodo <= 24

if meses <= 24:

#iq\_0a24\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

variables\_consultas['ob\_con\_rub\_no\_f\_0a24'] += 1

#iq\_0a24\_subrub\_tc2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TC2'):

variables\_consultas['ob\_con\_srub\_tc2\_0a24'] += 1

#iq\_0a24\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

variables\_consultas['ob\_con\_srub\_tec\_0a24'] += 1

#Periodo <= 60

if meses <= 60:

#iq\_0a59\_mr

if NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') <> '-':

variables\_consultas['ob\_con\_list\_srub\_0a60'].extend([consulta.MATRIZ["SUBRUBRO\_COD"]])

#iq\_0a59\_rub\_no\_f

if (NVL(consulta.MATRIZ["RUBRO\_COD"],'-') != 'F'):

variables\_consultas['ob\_con\_rub\_no\_f\_0a60'] += 1

#iq\_0a59\_subrub\_tc2

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TC2'):

variables\_consultas['ob\_con\_srub\_tc2\_0a60'] += 1

#iq\_0a59\_subrub\_tec

if (NVL(consulta.MATRIZ["SUBRUBRO\_COD"],'-') == 'TEC'):

variables\_consultas['ob\_con\_srub\_tec\_0a60'] += 1

datasource\_consultas(c)

#DATASOURCE CONSULTAS#

#DEFINICION DE VARIABLES DEL DICCIONARIO#

variables\_consultas = {}

variables\_consultas['ob\_con\_list\_meses\_rub\_f'] = []

variables\_consultas['ob\_con\_list\_meses\_srub\_fi1'] = []

variables\_consultas['ob\_con\_list\_meses\_srub\_fi2'] = []

variables\_consultas['ob\_con\_list\_meses\_srub\_tc2'] = []

variables\_consultas['ob\_con\_list\_meses\_srub\_tec'] = []

variables\_consultas['ob\_con\_cant\_consultas\_0a3'] = 0

variables\_consultas['ob\_con\_srub\_tec\_0a3'] = 0

variables\_consultas['ob\_con\_cant\_consultas\_0a6'] = []

variables\_consultas['ob\_con\_rub\_f\_0a6'] = 0

variables\_consultas['ob\_con\_rub\_no\_f\_0a6'] = 0

variables\_consultas['ob\_con\_srub\_fi1\_0a6'] = 0

variables\_consultas['ob\_con\_srub\_fi2\_0a6'] = 0

variables\_consultas['ob\_list\_con\_matrices'] = []

variables\_consultas['ob\_con\_rub\_no\_f\_0a12'] = 0

variables\_consultas['ob\_con\_srub\_fi1\_0a12'] = 0

variables\_consultas['ob\_con\_rub\_no\_f\_0a24'] = 0

variables\_consultas['ob\_con\_srub\_tc2\_0a24'] = 0

variables\_consultas['ob\_con\_srub\_tec\_0a24'] = 0

variables\_consultas['ob\_con\_list\_srub\_0a60'] = []

variables\_consultas['ob\_con\_rub\_no\_f\_0a60'] = 0

variables\_consultas['ob\_con\_srub\_tc2\_0a60'] = 0

variables\_consultas['ob\_con\_srub\_tec\_0a60'] = 0

#HACEMOS EL DATASOURCE#

map(c\_class,row.CONSULTAS)