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**Репозиторий**

https://github.com/frankeloff

**Постановка задачи**

Реализовать распределенную систему по асинхронной обработке запросов. В данной распределенной системе должно существовать 2 вида узлов: «управляющий» и «вычислительный». Необходимо объединить данные узлы в соответствии с той топологией, которая определена вариантом. Связь между узлами необходимо осуществить при помощи технологии очередей сообщений. Также в данной системе необходимо предусмотреть проверку доступности узлов в соответствии с вариантом. При убийстве («kill -9») любого вычислительного узла система должна пытаться максимально сохранять свою работоспособность, а именно все дочерние узлы убитого узла могут стать недоступными, но родительские узлы должны сохранить свою работоспособность. Управляющий узел отвечает за ввод команд от пользователя и отправку этих команд на вычислительные узлы.  
  
Вариант 34. Команды:  
create id  
exec id time (локальный таймер)  
ping id

**Общие сведения о программе**

Для выполнения данной лабораторной работы я предварительно реализовал 6 файлов с кодом:  
  
N\_Tree.h – Дерево общего вида, необходимое по заданию. Это, скорее, вспомогательный файл.  
  
my\_zmq.h - отдельный файл для функций zero-message queue, сделанный для удобства работы и во избежание загрязнения кода.  
  
calculation\_node.h - файл с основной реализацией команд, выполняемых программой.  
  
control\_node.cpp – мэйн и по совместительству родитель вычислительной ноды.

CMakeList.txt – файл для сборки.

**Общий метод и алгоритм решения**

Сборка происходит с помощью cmake.  
Сначала запускается control\_node, далее мы создаем главную вычислительную ноду, родителем которой будет являться control\_node, т.е. мы делаем fork(), один процесс (дочерний) кидаем в calculation\_node, второй(родитель) остается в control\_node. Потом calculation\_node отсылает сообщение control\_node об успешном создании и ждет последующих команд, а control\_node, в свою очередь, добавляет ноду в дерево общего вида. Следующие ноды создаются по следующему принципы: contrlon\_node посылает письмо calculation\_node о том, что необходимо создать ноду, та в свою очередь либо посылает это сообщение дальше вниз к другим нодам, либо же создает сама (в зависимости от того, заняты ли все возможные связи для данной ноды (parent, child, brother)). Локальный таймер и pind id реализованы схожим образом. Ping id отсылает сообщение необходимой ноде, которая должна ответить тем, что приняла сообщение. Локальный таймер так же идет сообщением до необходимой ноды и в зависимости от команды либо стартует, либо останавливается, либо выводится.

**Исходный код**

**calculation\_node.cpp**

#include "my\_zmq.h"

#include <iostream>

#include <map>

#include <ctime>

#include <unistd.h>

int main(int argc, char \*\*argv) {

assert(argc == 2);

int id = std::stoi(std::string(argv[1]));

void \*parent\_context = zmq\_ctx\_new(); //создаем контекст

void \*parent\_socket = zmq\_socket(parent\_context, ZMQ\_PAIR); //создаем сокет

if (zmq\_connect(parent\_socket, ("tcp://localhost:" + std::to\_string(PORT\_BASE + id)).c\_str()) != 0) {

std::cout << id << ": Can't connect to parent" << std::endl;

};

std::pair<void \*, void \*> brother, child; // <ctx, sock>

int child\_id = -1, brother\_id = -1;

std::cout << "OK: " << getpid() << std::endl;

clock\_t start = 0, now = 0;

bool has\_child = false, has\_brother = false, awake = true, timer = false;

while (awake) {

msg\_t token({fail, 0, 0});

zmq::receive\_msg(token, parent\_socket);

auto \*reply = new msg\_t({fail, id, id});

if (token.action == create) {

if (token.parent\_id == id) {

if (!has\_child) {

zmq::init\_ctx\_socket(child.first, child.second);

if (zmq\_bind(child.second, ("tcp://\*:" + std::to\_string(PORT\_BASE + token.id)).c\_str()) != 0) {

perror("Bind:");

exit(EXIT\_FAILURE);

}

int fork\_id = fork();

if (fork\_id == 0) {

execl(NODE\_EXECUTABLE\_NAME, NODE\_EXECUTABLE\_NAME, std::to\_string(token.id).c\_str(), nullptr);

exit(EXIT\_FAILURE);

} else if (fork\_id > 0) {

auto msg\_ping = new msg\_t({ping, token.id, token.id});

msg\_t reply\_ping({fail, token.id, token.id});

bool ok = zmq::send\_receive\_wait(msg\_ping, reply\_ping, child.second);

ok = ok and reply\_ping.action == success;

if (ok) {

reply->action = success;

child\_id = token.id;

has\_child = true;

} else {

if (zmq\_close(child.second) != 0) {

exit(EXIT\_FAILURE);

}

if (zmq\_ctx\_destroy(child.first) != 0) {

exit(EXIT\_FAILURE);

}

}

} else {

perror("Fork error:");

exit(EXIT\_FAILURE);

}

} else {

auto \*son\_msg = new msg\_t({create\_brother, child\_id, token.id});

zmq::send\_receive\_wait(son\_msg, \*reply, child.second);

}

} else {

if (has\_child) {

zmq::send\_receive\_wait(&token, \*reply, child.second);

if (reply->action == success) {

zmq::send\_msg\_no\_wait(reply, parent\_socket);

continue;

}

}

if (has\_brother) {

zmq::send\_receive\_wait(&token, \*reply, brother.second);

}

}

} else if (token.action == create\_brother) {

if (token.parent\_id == id) {

if (!has\_brother) {

zmq::init\_ctx\_socket(brother.first, brother.second);

if (zmq\_bind(brother.second, ("tcp://\*:" + std::to\_string(PORT\_BASE + token.id)).c\_str()) != 0) {

perror("Bind:");

exit(EXIT\_FAILURE);

}

int fork\_id = fork();

if (fork\_id == 0) {

execl(NODE\_EXECUTABLE\_NAME, NODE\_EXECUTABLE\_NAME, std::to\_string(token.id).c\_str(), nullptr);

perror("Fork");

exit(EXIT\_FAILURE);

} else if (fork\_id > 0) {

auto msg\_ping = new msg\_t({ping, token.id, token.id});

msg\_t reply\_ping({fail, token.id, token.id});

bool ok = zmq::send\_receive\_wait(msg\_ping, reply\_ping, brother.second);

ok = ok and (reply\_ping.action == success);

if (ok) {

reply->action = success;

brother\_id = token.id;

has\_brother = true;

} else {

if (zmq\_close(child.second) != 0) {

exit(EXIT\_FAILURE);

}

if (zmq\_ctx\_destroy(child.first) != 0) {

exit(EXIT\_FAILURE);

}

}

} else {

perror("Fork");

exit(EXIT\_FAILURE);

}

} else {

auto \*brother\_msg = new msg\_t({create\_brother, brother\_id, token.id});

zmq::send\_receive\_wait(brother\_msg, \*reply, brother.second);

}

} else {

if (has\_child) {

zmq::send\_receive\_wait(&token, \*reply, child.second);

if (reply->action == success) {

zmq::send\_msg\_no\_wait(reply, parent\_socket);

continue;

}

}

if (has\_brother) {

zmq::send\_receive\_wait(&token, \*reply, brother.second);

}

}

} else if (token.action == ping) {

if (token.id == id) {

reply->action = success;

} else {

if (has\_child) {

zmq::send\_receive\_wait(&token, \*reply, child.second);

if (reply->action == success) {

zmq::send\_msg\_no\_wait(reply, parent\_socket);

continue;

}

}

if (has\_brother) {

zmq::send\_receive\_wait(&token, \*reply, brother.second);

}

}

} else if (token.action == exec) {

if (token.id == id) {

switch (token.parent\_id) {

case 1: {

timer = true;

start = clock();

break;

}

case -1: {

timer = false;

break;

}

case 0: {

now = clock();

timer ? reply->parent\_id = (int) (now - start) : reply->parent\_id = -1;

break;

}

}

reply->action = success;

} else{

if (has\_child) {

zmq::send\_receive\_wait(&token, \*reply, child.second);

if (reply->action == success) {

zmq::send\_msg\_no\_wait(reply, parent\_socket);

continue;

}

}

if (has\_brother) {

zmq::send\_receive\_wait(&token, \*reply, brother.second);

}

}

} else if(token.action == kill){

reply->action = kill;

if(has\_child){

zmq::send\_msg\_no\_wait(reply, child.second);

zmq\_close(child.second);

zmq\_ctx\_destroy(child.first);

}

if(has\_brother){

zmq::send\_msg\_no\_wait(reply, brother.second);

zmq\_close(brother.second);

zmq\_ctx\_destroy(child.first);

}

zmq\_close(parent\_socket);

zmq\_ctx\_destroy(parent\_context);

exit(0);

}

zmq::send\_msg\_no\_wait(reply, parent\_socket);

}

}

**control\_node.cpp**

#include <unistd.h>

#include <vector>

#include <zmq.h>

#include "my\_zmq.h"

#include "N\_Tree.h"

using node\_id\_type = int;

int main() {

auto \*topology = new N\_Tree<node\_id\_type>(-1);

void \*socket, \*ctx;// [context, socket]

std::string s;

node\_id\_type id;

std::cout << "\t\tUsage" << std::endl;

std::cout << "Create id parent: create calculation node (use parent = -1 if parent is control node)" << std::endl;

std::cout << "Ping id: ping calculation node with id $id" << std::endl;

std::cout << "Exec id n k1,k2,...,kn: sum k1,k2,...,kn" << std::endl;

std::cout << "Print end 1: exit" << std::endl;

std::cout << "Print print 1: print topology" << std::endl;

while (std::cin >> s >> id) {

if (s == "create") {

node\_id\_type parent\_id;

std::cin >> parent\_id;

if (parent\_id == -1) {

if (topology->get\_data() != -1) {

std::cout << "Root already exists" << std::endl;

continue;

}

zmq::init\_ctx\_socket(ctx, socket);

zmq\_bind(socket, ("tcp://\*:" + std::to\_string(PORT\_BASE + id)).c\_str()); //связываем сокет с локальной конечной точкой

int fork\_id = fork();

if (fork\_id == 0) {

execl(NODE\_EXECUTABLE\_NAME, NODE\_EXECUTABLE\_NAME, std::to\_string(id).c\_str(), nullptr);

return 0;

} else {

auto \*token = new msg\_t({ping, id, id});

msg\_t reply({fail, id, id});

if (zmq::send\_receive\_wait(token, reply, socket) and reply.action == success) {

topology->set\_data(id);

} else {

if (zmq\_close(socket) != 0) {

exit(EXIT\_FAILURE);

}

if (zmq\_ctx\_destroy(ctx) != 0) {

exit(EXIT\_FAILURE);

}

}

}

} else if (search\_tree(parent\_id, topology) == nullptr) {

std::cout << "Error: Parent not found" << std::endl;

continue;

} else {

if (search\_tree(id, topology) != nullptr) {

std::cout << "Error: Already exists" << std::endl;

continue;

}

auto \*msg = new msg\_t({create, parent\_id, id});

msg\_t reply({fail, id, id});

if (zmq::send\_receive\_wait(msg, reply, socket) and reply.action == success) {

topology->insert(id, parent\_id);

} else {

std::cout << "Error: Parent is unavailable" << std::endl;

}

}

} else if (s == "ping") {

if (search\_tree(id, topology) == nullptr) {

std::cout << "Error: Not found" << std::endl;

continue;

}

auto \*token = new msg\_t({ping, id, id});

msg\_t reply({fail, id, id});

if (zmq::send\_receive\_wait(token, reply, socket) and reply.action == success) {

std::cout << "OK: 1" << std::endl;

} else {

std::cout << "OK: 0" << std::endl;

}

} else if (s == "exec") {

std::string cmd;

std::cin >> cmd;

if (cmd == "start" or cmd == "stop") {

auto \*token = new msg\_t({exec, 2, id});

(cmd == "start") ? token->parent\_id = 1 : token->parent\_id = -1;

msg\_t reply({fail, id, id});

if (zmq::send\_receive\_wait(token, reply, socket) and reply.action == success) {

std::cout << "OK: " << id << std::endl;

} else {

std::cout << "Node is unavailable" << std::endl;

}

} else if (cmd == "time"){

auto \*token = new msg\_t({exec, 0, id});

msg\_t reply({fail, 0, 0});

if (zmq::send\_receive\_wait(token, reply, socket) and reply.action == success){

if (reply.parent\_id != -1) {

std::cout << "OK: " << id << ": " << reply.parent\_id << std::endl;

} else{

std::cout << "Error: Timer isn't started" << std::endl;

}

}

}

} else if(s == "end"){

if(id == 1){

auto \*token = new msg\_t({kill, 0, id});

zmq::send\_msg\_no\_wait(token, socket);

delete\_topology(topology);

break;

}

}else if (s == "print") {

if (id == 1) traverse\_inorder(topology);

}

}

zmq\_close(socket);

zmq\_ctx\_destroy(ctx);

return 0;

}

**my\_zmq.h**

#ifndef INC\_6\_8\_LAB\_\_ZMQ\_H\_

#define INC\_6\_8\_LAB\_\_ZMQ\_H\_

#include <cassert>

#include <cerrno>

#include <cstring>

#include <string>

#include <zmq.h>

#include <random>

enum actions\_t {

fail = 0,

success = 1,

create = 2,

create\_brother = 3,

ping = 4,

exec = 5,

kill = 6

};

const char \*NODE\_EXECUTABLE\_NAME = "calculation\_node";

const int PORT\_BASE = 8000;

const int WAIT\_TIME = 5000;

struct msg\_t {

actions\_t action;

int parent\_id, id;

};

namespace zmq {

void init\_ctx\_socket(void \*&context, void \*&socket) {

int rc;

context = zmq\_ctx\_new();

socket = zmq\_socket(context, ZMQ\_PAIR); // Сокет типа ZMQ\_PAIR может быть подключен только к одному узлу одновременно, вовзращает десриптор

rc = zmq\_setsockopt(socket, ZMQ\_RCVTIMEO, &WAIT\_TIME, sizeof(int)); // устанавливаем параметры ожидания получения и отправки

assert(rc == 0);

rc = zmq\_setsockopt(socket, ZMQ\_SNDTIMEO, &WAIT\_TIME, sizeof(int));

assert(rc == 0);

}

template<typename T>

void receive\_msg(T &reply\_data, void \*socket) {

int rec = 0;

zmq\_msg\_t reply;

zmq\_msg\_init(&reply);

rec = zmq\_msg\_recv(&reply, socket, 0); // сохраняем ответ из сокета, возвращаем кол-во байт

assert(rec == sizeof(T));

reply\_data = \*(T \*)zmq\_msg\_data(&reply); // возвращаем указатель на содержимое reply

rec = zmq\_msg\_close(&reply); // sdfsd

assert(rec == 0);

}

template<typename T>

bool receive\_msg\_wait(T &reply\_data, void \*socket) {

int rc = 0;

zmq\_msg\_t reply;

zmq\_msg\_init(&reply);

rc = zmq\_msg\_recv(&reply, socket, 0);// сохраняем ответ из сокета, возвращаем кол-во байт

if (rc == -1) {

zmq\_msg\_close(&reply);

return false;

}

assert(rc == sizeof(T));

reply\_data = \*(T \*)zmq\_msg\_data(&reply);

rc = zmq\_msg\_close(&reply);

assert(rc == 0);

return true;

}

template<typename T>

void send\_msg(T \*token, void \*socket) {

int rc = 0;

zmq\_msg\_t message;

zmq\_msg\_init(&message);

rc = zmq\_msg\_init\_size(&message, sizeof(T));

assert(rc == 0);

rc = zmq\_msg\_init\_data(&message, token, sizeof(T), NULL, NULL);

assert(rc == 0);

rc = zmq\_msg\_send(&message, socket, 0);

assert(rc == sizeof(T));

}

template<typename T>

bool send\_msg\_no\_wait(T \*token, void \*socket) {

int rc;

zmq\_msg\_t message;

zmq\_msg\_init(&message);

rc = zmq\_msg\_init\_size(&message, sizeof(T)); // выделяем любые ресурсы, необходимые для хранения сообщения размером в байтах

assert(rc == 0);

rc = zmq\_msg\_init\_data(&message, token, sizeof(T), NULL, NULL); //инициализировать объект сообщения, на который ссылается msg, для представления содержимого, на которое ссылается буфер

assert(rc == 0);

rc = zmq\_msg\_send(&message, socket, ZMQ\_DONTWAIT); // отправляем сообщение в сокет (операция должна выполняться в неблокирующем режиме)

if (rc == -1) {

zmq\_msg\_close(&message);

return false;

}

assert(rc == sizeof(T));

return true;

}

/\* Returns true if T was successfully queued on the socket \*/

template<typename T>

bool send\_msg\_wait(T \*token, void \*socket) {

int rc;

zmq\_msg\_t message;

zmq\_msg\_init(&message); // инициализаци пустого сообщения

rc = zmq\_msg\_init\_size(&message, sizeof(T)); // выделяем любые ресурсы, необходимые для хранения сообщения размером в байтах

assert(rc == 0);

rc = zmq\_msg\_init\_data(&message, token, sizeof(T), NULL, NULL); // инициализировать объект сообщения, на который ссылается msg, для представления содержимого, на которое ссылается буфер

assert(rc == 0);

rc = zmq\_msg\_send(&message, socket, 0); // отправка сообщения

if (rc == -1) {

zmq\_msg\_close(&message);

return false;

}

assert(rc == sizeof(T));

return true;

}

/\* send\_msg && receive\_msg \*/

template<typename T>

bool send\_receive\_wait(T \*token\_send, T &token\_reply, void \*socket) {

if (send\_msg\_wait(token\_send, socket)) {

if (receive\_msg\_wait(token\_reply, socket)) {

return true;

}

}

return false;

}

}// namespace my\_zmq

#endif//INC\_6\_8\_LAB\_\_ZMQ\_H\_

**N\_Tree.h**

#ifndef N\_TREE\_H

#define N\_TREE\_H

#include<iostream>

template<typename T>

class N\_Tree {

public:

N\_Tree() = default;

explicit N\_Tree(T dat) : data(dat), son(nullptr), brother(nullptr) {};

void insert(T id, T parent) { // добавление узла по родителю

if (data == parent){

if (son == nullptr){

son = new N\_Tree<T>(id);

return;

}

auto \*tree = son;

while (tree->brother != nullptr){

tree = tree->brother;

}

tree->brother = new N\_Tree<T>(id);

return;

}

if (son != nullptr){

son->insert(id, parent);

}

if (brother != nullptr){

brother->insert(id, parent);

}

}

T get\_data() {

return this->data;

}

void set\_data(T dat) {

this->data = dat;

}

bool remove(T id) {

if (this->son->data == id) {

this->son = nullptr;

return true;

}

if (this->brother->data == id) {

this->brother = nullptr;

return true;

}

bool ok = false;

if (this->son != nullptr) {

ok = this->son->remove(id);

}

if (this->brother != nullptr) {

ok = ok || this->brother->remove(id);

}

return ok;

}

template<typename S>

friend N\_Tree<S> \*search\_tree(S search, N\_Tree<S> \*t);

template<typename F>

friend void traverse\_inorder(N\_Tree<F> \*t);

template<typename H>

friend void delete\_topology(N\_Tree<H> \*t);

private:

T data;

N\_Tree<T> \*son = nullptr, \*brother = nullptr;

};

template<typename T>

N\_Tree<T> \*search\_tree(T search, N\_Tree<T> \*t) {// поиск узла по значению

if (t == nullptr){

return t;

}

if (t->data == search) {

return t;

}

N\_Tree<T> \*tree = nullptr;

if (t->son != nullptr) {

tree = search\_tree(search, t->son);

}

if (t->brother != nullptr and tree == nullptr ) {

tree = search\_tree(search, t->brother);

}

return tree;

}

template<typename F>

void traverse\_inorder(N\_Tree<F> \*t){

if (t->son != nullptr)

traverse\_inorder(t->son);

std::cout << t->data << std::endl;

if (t->brother != nullptr)

traverse\_inorder(t->brother);

}

template<typename H>

void delete\_topology(N\_Tree<H> \*t){

if (t->son != nullptr){

delete\_topology(t->son);

}

if(t->brother != nullptr){

delete\_topology(t->brother);

}

delete t;

}

#endif //N\_TREE\_H

**Демонстрация работы программы**![](data:image/png;base64,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)

**Вывод**Данная лабораторная работа была очень и очень непростой. Во время ее выполнения я полностью осознал концепцию очередей сообщений на основе zero message queue. На мой взгляд, это достойное завершение курса “Операционных систем”.