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**Submission**

Write a C++ program that can

1. Create a simple linked list using function, by inserting nodes at head.

Code:

**Code:**

#include<iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

};

class List {

private:

Node\* head = NULL;

public:

void add\_node(int data\_value) {

Node\* temp = new Node();

temp->data = data\_value;

temp->next = head;

head = temp;

}

void displayList() {

Node\* temp = new Node();

temp = head;

while (temp != NULL) {

cout << temp->data << " ";

temp = temp->next;

}

}

};

int main() {

//A Link List has been created with four nodes

List list;

//Adding Nodes into the list

list.add\_node(1);

list.add\_node(2);

list.add\_node(3);

list.add\_node(4);

list.add\_node(5);

list.displayList();

}

**Output:**

![A screenshot of a computer

Description automatically generated with medium confidence](data:image/png;base64,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)

2. Make a function that can insert another node at 3rd location.

**Code:**

#include<iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

};

class List {

private:

Node\* head = NULL;

public:

void add\_node(int data\_value) {

Node\* temp = new Node();

temp->data = data\_value;

temp->next = head;

head = temp;

}

void displayList() {

Node\* temp = new Node();

temp = head;

while (temp != NULL) {

cout << temp->data << " ";

temp = temp->next;

}

}

int lengthList() {

int len=0;

Node\* temp = new Node();

temp = head;

while (temp != NULL) {

temp = temp->next;

len++;

}

return len;

}

void insertAt(int position, int value) {

Node\* temp = new Node();

int count = 1;

temp->data = value;

if (position == 1) {

temp->next = head;

head = temp;

}

if (position>1) {

Node\* insert = new Node();

insert->next = head;

while (count != position) {

insert = insert->next;

count++;

}

temp->next = insert->next;

insert->next = temp;

}

else {

cout << "Please Enter some valid number";

}

}

};

int main() {

//A Link List has been created with four nodes

List list;

//Adding Nodes into the list

list.add\_node(1);

list.add\_node(2);

list.add\_node(3);

list.add\_node(4);

list.add\_node(5);

list.displayList();

cout << endl;

list.insertAt(3, 10);

list.displayList();

}

**Output:**

**![Graphical user interface, text

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAAAyCAIAAADuoM9SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAASdEVYdFNvZnR3YXJlAEdyZWVuc2hvdF5VCAUAAALxSURBVHhe7ZrtuYIwDEYdQLZxFzdhESdxjzvUbfNRiyB9U71IuDl/tLVpQw7gY/EUBEEQBHvkHHggPPkgPPkgPPkgPPng9DPldh3kE4DhetOgdpQOZu7jBV2ojjOldxnvHCNtzyRPUJXnDIPUoWMGioRUZUlaaDaNqOLU7uM1v/xzT1SK25ULaZxhoJIjFa+RM6NVd5o8nwTgeBd0euJC52L0eZIC/omnwsE8PcALp5bKhWGreAmXNkY5OaTd4lCe5FW/dZEq1FeDyRMNZrIl6YWhaEPgMT3JUbVO86eDf+e+h18ZCVZsCjmmp0SuRdOTDqqaZk8JZK0C1dsmKXHU64lO2dZR0aBFbLZwT3K3tJf7mJ7EkvHK6Lzv6WLSfk23pMShPOUqMH21gD1xwRUoRAo9oyl4uhbzuFd7ZPL9FOyW8OSD8OSD8OSD8OSD8OSD8OSD8OSD8OSDyfOnBLKXU5BNHWxzgZENhtneh06VAfdb6xDTdkMdZzreV8lvQP9z92pTB5qBhy/+Z4ErziXTYbatcQ1qp5GX0tXrdddZSX4b+j1R5uj/I1b+szDvyVPSWGkDlOfK0sYAN2pXkt+MTk/lEbjWB51hwZN0yAzyeIXm5h6Ep0lArHX/rqcH+HGqpXIev+FJ58rv+cPRXPSSj7Qxytkm7Rbf9CSvlmemmi1V9nOe6JPyBvJEsUwOlF4YijYE7sKTJEGFkq4lnnL9mKdRbOUe2FOh5C5tAFZsCtmFpwRXrOFJB1XN9zxRRz3J0xIgSPIFXtMkKbELT/IF3kqCBi0C2VrwNOvJbbjiBdwTH2hHuXfhSSwZq/P+9ZTQMyRPop93pAFFdUtKfNNTTprpSx32xPWZ8ri5SfkIUNJ0QigHKfSM5orryW/A5Psp2C3hyQfhyQfhyQfhyQfhyQfhyQfhyQc9nvJvRfu+zt6Qn7xfOpCVGtY/+cvmQ/Ykv9HhjMtDJ2kTr7YHaXJos2BjPuipY69rsYY1kz2q8/kX11HbcDcFEzUAAAAASUVORK5CYII=)**

3. Make a function that can display the lists made in 1 and 2.

**Code:**

void insertAt(int position, int value) {

Node\* temp = new Node();

int count = 1;

temp->data = value;

if (position == 1) {

temp->next = head;

head = temp;

}

if (position>1) {

Node\* insert = new Node();

insert->next = head;

while (count != position) {

insert = insert->next;

count++;

}

temp->next = insert->next;

insert->next = temp;

}

else {

cout << "Please Enter some valid number";

}

}

**Output:**

**![Text

Description automatically generated](data:image/png;base64,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)**

4. Write a function that can delete node from the linked list selected by the user. Display it as well.

**Code:**

void deleteAt(int position){

Node\* temp = new Node();

Node\* prev = new Node();

temp = head;

int count = 1;

if (position == 1) {

temp = head;

head = head->next;

delete temp;

}

if (position >1) {

while (count != position) {

prev = temp;

temp = temp->next;

count++;

}

prev->next = temp->next;

delete temp;

}

else {

cout << "Please Enter some valid number";

}

}

5. Write a function that can count the number of nodes present in list.

int lengthList() {

int len=0;

Node\* temp = new Node();

temp = head;

while (temp != NULL) {

temp = temp->next;

len++;

}

return len;

}

**Output:**

![Graphical user interface, text, application
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6. Create menu in main function to give call to all of the above functions depending upon user’s input.

#include<iostream>

using namespace std;

class Node {

public:

int data;

Node\* next;

};

class List {

private:

Node\* head = NULL;

public:

void add\_node(int data\_value) {

Node\* temp = new Node();

temp->data = data\_value;

temp->next = head;

head = temp;

}

void displayList() {

Node\* temp = new Node();

temp = head;

while (temp != NULL) {

cout << temp->data << " ";

temp = temp->next;

}

}

int lengthList() {

int len=0;

Node\* temp = new Node();

temp = head;

while (temp != NULL) {

temp = temp->next;

len++;

}

return len;

}

void insert\_at\_loc(int position, int value) {

Node\* temp = new Node();

int count = 1;

temp->data = value;

if (position > lengthList()) {

cout << endl;

cout << "The list doesn't have these numbers!!!" << endl;

}

else if (position == 1) {

temp->next = head;

head = temp;

}

else if (position > 1) {

Node\* insert = new Node();

insert->next = head;

while (count != position) {

insert = insert->next;

count++;

}

temp->next = insert->next;

insert->next = temp;

}

else {

cout << "Please Enter some valid number";

}

}

void del(int position){

Node\* temp = new Node();

Node\* prev = new Node();

temp = head;

int count = 1;

if (position > lengthList()) {

cout << endl;

cout << "The list doesn't have these elements" << endl;

}

else if (position == 1) {

temp = head;

head = head->next;

delete temp;

}

else if (position >1) {

while (count != position) {

prev = temp;

temp = temp->next;

count++;

}

prev->next = temp->next;

delete temp;

}

else {

cout << "Please Enter some valid number";

}

}

void insert\_at\_beginning(int new\_value) {

Node\* temp = new Node();

temp->data = new\_value;

temp->next = head;

head = temp;

}

};

int main() {

List list;

int choice=0;

int input,pos;

list.add\_node(6);

list.add\_node(2);

list.add\_node(3);

list.add\_node(9);

list.add\_node(4);

cout << "\*\*\*\*\*\*\*\*\*\* Functions Available \*\*\*\*\*\*\*\*\*\*" << endl;

cout << "1. Insert At the Beginning of List" << endl;

cout << "2. Insert At a specific Location in the list" << endl;

cout << "3. Delete any particular node in the list" << endl;

cout << "4. Display the list " << endl;

cout << "5. Number of nodes in the list" << endl;

cout << endl << endl;

cout << "Enter your choice number: " << endl;

cin >> choice;

switch (choice)

{

case 1:

cout << endl;

cout << "Enter the number you want to insert in the beginning of the list";

cout << endl;

cin >> input;

list.insert\_at\_beginning(input);

cout << endl;

cout << "The list after the insertion is : " << endl;

list.displayList();

break;

case 2:

cout << endl;

cout << "Enter the position at which you want to insert!";

cout << endl;

cin >> pos;

cout << endl;

cout << endl;

cout << "Enter the value you want to insert at position "<<pos<<" :"<<endl;

cin >> input;

list.insert\_at\_loc(pos, input);

cout << "The list after the insertion is : " << endl;

list.displayList();

break;

case 3:

cout << endl;

cout << "Enter the number you want to delete from the list" << endl;

cin >> input;

list.del(input);

cout << endl;

cout << "The list after the insertion is : " << endl;

list.displayList();

break;

case 4:

cout << endl;

cout << "The list is: " << endl;

list.displayList();

break;

case 5:

cout << endl;

cout << "The number of elements in the list are : "<<list.lengthList()<< endl;

break;

default:

cout << "Please Enter the number in between 1 and 5!!";

break;

}

}
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