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# Data Structures

## Adj. Lists Graph

struct Edge {

int to, weight;

Edge(int to, int weight = 1) : to(to), weight(weight) {}

};

struct Graph {

int V;

vector<vector<Edge> > edges;

bool undirected;

Graph(int v, bool undirected = true) : V(v), undirected(undirected) { edges.assign(V, vector<Edge>()); }

void connect(int from, Edge edge) {

edges[from].push\_back(edge);

if(undirected) {

int aux = edge.to;

edge.to = from;

edges[aux].push\_back(edge);

}

}

};

## Adj. Matrix Graph

struct Edge {

int weight;

Edge(int weight = 1) : weight(weight) { }

};

struct Graph {

int V;

vector<vector<Edge> > edges;

bool undirected;

Graph(int v, bool undirected = true) : V(v), undirected(undirected) {

edges.assign(V, vector<Edge>(V, 0));

}

void connect(int from, int to, Edge edge = Edge()) {

edges[from][to] = edge;

if(undirected) edges[to][from] = edge;

}

};

## Balanced Binary Search Tree

#define LCHILD(n) ((n)->parent->left == (n))

template< typename K, typename Compare = less<K> >

class SplayTree {

Compare compare;

struct Node {

Node \*left, \*right, \*parent;

K key;

Node(K k, Node \*p) : key(k), parent(p), left(0), right(0) {}

};

Node \*root;

void insert(Node \*node, K key) {

Node \*parent = find(node, key);

if(parent->key == key) return;

(compare(key, parent->key) ? parent->left : parent->right) = new Node(key, parent);

}

Node \* find(Node \*node, K key) {

if(key == node->key) { splay(node); return node; }

if(compare(key, node->key)) return node->left ? find(node->left, key) : node;

return node->right ? find(node->right, key) : node;

}

void erase(Node \*node, K key) {

node = find(node, key);

if(node->key != key) return;

if(node == root && !node->left && !node->right) {

root = 0;

delete node;

} else if(node->left && node->right) {

Node \*pred = node->left;

while(pred->right) pred = pred->right;

swap(node->key, pred->key);

if(pred != root) (LCHILD(pred) ? pred->parent->left : pred->parent->right) = pred->left ? pred->left : pred->right;

if(pred->left || pred->right) (pred->left ? pred->left : pred->right)->parent = pred->parent;

delete pred;

} else {

if(node == root) root = node->left ? node->left : node->right;

else (LCHILD(node) ? node->parent->left : node->parent->right) = node->left ? node->left : node->right;

if(node->left || node->right) (node->left ? node->left : node->right)->parent = node->parent;

delete node;

}

}

void leftRotate(Node \*parent) {

Node \*child = parent->right;

parent->right = child->left;

if(child->left) child->left->parent = parent;

child->parent = parent->parent;

if(!parent->parent) root = child;

else if(LCHILD(parent)) parent->parent->left = child;

else parent->parent->right = child;

child->left = parent;

parent->parent = child;

}

void rightRotate(Node \*parent) {

Node \*child = parent->left;

parent->left = child->right;

if(child->right) child->right->parent = parent;

child->parent = parent->parent;

if(!parent->parent) root = child;

else if(!LCHILD(parent)) parent->parent->right = child;

else parent->parent->left = child;

child->right = parent;

parent->parent = child;

}

void splay(Node \*node) {

while(root != node) {

if(node->parent->parent) {

if(LCHILD(node)) {

if(LCHILD(node->parent)) {

rightRotate(node->parent->parent);

rightRotate(node->parent);

} else {

rightRotate(node->parent);

leftRotate(node->parent);

}

} else {

if(LCHILD(node->parent)) {

leftRotate(node->parent);

rightRotate(node->parent);

} else {

leftRotate(node->parent->parent);

leftRotate(node->parent);

}

}

} else if(LCHILD(node)) {

rightRotate(node->parent);

} else {

leftRotate(node->parent);

}

}

}

void dealloc(Node \*node) { if(node->left) dealloc(node->left); if(node->right) dealloc(node->right); delete node; }

public:

SplayTree() : root(0) {}

~SplayTree() { if(root) dealloc(root); }

void insert(K key) { if(root) insert(root, key); else root = new Node(key, 0); }

void erase(K key) { if(root) erase(root, key); }

bool contains(K key) { return root && find(root, key)->key == key; }

};

## Binary Heap

template <typename T>

struct Heap {

vector<T> tree;

int last;

Heap(int size) : last(1) { tree.assign(size+1, 0); }

void push(T n) {

tree[last++] = n;

for(int i=last-1; i != 1 && tree[i>>1] < tree[i]; i>>=1)

swap(tree[i], tree[i>>1]);

}

void pop() {

swap(tree[--last], tree[1]);

for(int i=1; (i<<1) < last && tree[i] < tree[i<<1] || (i<<1)+1 < last && tree[i] < tree[(i<<1)+1];)

{

int k = ((i<<1) + ((i<<1)+1 < last && tree[(i<<1)+1] > tree[i<<1]));

swap(tree[i], tree[k]);

i=k;

}

}

int top() { return tree[1]; }

bool empty() { return last == 1; }

bool size() { return last - 1; }

};

## Fenwick Tree / 2D-FT

struct FenwickTree {

vi ft;

FenwickTree(int N) { ft.assign(N, 0); }

int query(int to) { int sum = 0; while(to) sum += ft[to], to -= to&-to; return sum; }

int query(int from, int to) { if(from > to) swap(to, from); return query(to) - query(from - 1); }

void add(int i, int value) { while(i < int(ft.size())) ft[i] += value, i += i&-i;}

};

struct FenwickTree2D {

vvi ft;

FenwickTree2D(int R, int C) { ft.assign(R, vi(C, 0)); }

int query(int r, int c) {

int sum = 0;

for(; r; r-=r&-r)

for(int j=c; j; j-=j&-j)

sum += ft[r][j];

return sum;

}

int query(int r, int c, int R, int C) { return query(R, C) - query(r-1, C) - query(R, c-1) + query(r-1, c-1); }

void update(int r, int c , int val) {

for(; r<int(ft.size()); r+=r&-r)

for(int j=c; j<int(ft.size()); j+=j&-j)

ft[r][j] += val;

}

};

## Segment Tree

int operation(int a, int b) { return a+b; }

//Space: 2\*2^(floor(log\_2(N))+1)(\*2 with lazy propagation)

struct SegmentTree {

private:

int N;

vi tree, lazy;

void update(int treeIndex, int L, int R, int element, int value) {

if(L == R) {

tree[treeIndex] = value;

return;

}

if(element <= (L+R)/2)

update(treeIndex\*2, L, (L+R)/2, element, value);

else if(element >= (L+R)/2 + 1)

update(treeIndex\*2 + 1, (L+R)/2 + 1, R, element, value);

tree[treeIndex] = operation(tree[treeIndex\*2], tree[treeIndex\*2 + 1]);

}

int query(int treeIndex, int L, int R, int from, int to) {

if(L >= from && R <= to)

return tree[treeIndex];

int left, right;

bool queryL = false, queryR = false;

if(from <= (L+R)/2)

left = query(treeIndex\*2, L, (L+R)/2, from, to), queryL = true;

if(to >= (L+R)/2 + 1)

right = query(treeIndex\*2 + 1, (L+R)/2 + 1, R, from, to), queryR = true;

if(!queryL) return right;

else if(!queryR) return left;

return operation(left, right);

}

void rangeUpdate(int treeIndex, int L, int R, int from, int to, int value) {

if(lazy[treeIndex] != 0) {

tree[treeIndex] += lazy[treeIndex];

if(L != R) {

lazy[treeIndex\*2] += lazy[treeIndex];

lazy[treeIndex\*2+1] += lazy[treeIndex];

}

lazy[treeIndex] = 0;

}

if(L == R) {

tree[treeIndex] += value;

return;

}

if(L >= from && R <= to) {

tree[treeIndex] += value\*(to-from+1);

if(L != R) {

lazy[treeIndex\*2] += value;

lazy[treeIndex\*2+1] += value;

}

return;

}

if(from <= (L+R)/2)

rangeUpdate(treeIndex\*2, L, (L+R)/2, from, to, value);

if(to >= (L+R)/2 + 1)

rangeUpdate(treeIndex\*2 + 1, (L+R)/2+1, R, from, to, value);

tree[treeIndex] = operation(tree[treeIndex\*2], tree[treeIndex\*2 + 1]);

}

void initialize(int treeIndex, int L, int R, int from, int to, int values[]) {

if(L == R) {

tree[treeIndex] = values[L];

return;

}

if(from <= (L+R)/2)

initialize(treeIndex\*2, L, (L+R)/2, from, to, values);

if(to >= (L+R)/2 + 1)

initialize(treeIndex\*2 + 1, (L+R)/2+1, R, from, to, values);

tree[treeIndex] = operation(tree[treeIndex\*2], tree[treeIndex\*2 + 1]);

}

public:

SegmentTree(int values[], int N) : N(N) {

tree.clear();

tree.assign(2\*(1<<(int(log(N)/log(2))+1)), 0);

lazy.assign(2\*(1<<(int(log(N)/log(2))+1)), 0);

initialize(1, 0, N-1, 0, N-1, values);

}

void update(int i, int k) { update(1, 0, N-1, i, k); }

int query(int from, int to) { return query(1, 0, N-1, from, to); }

};

## Sparse Table

struct SparseTable {

vi A; vvi M;

int log2(int n) { int i=0; while(n >>= 1) i++; return i; }

SparseTable(vi arr) { //O(NlogN)

int N = arr.size();

A.assign(N, 0);

M.assign(N, vi(log2(N)+1));

int i, j;

for(i=0; i<N; i++)

M[i][0] = i, A[i] = arr[i];

for(j=1; 1<<j <= N; j++)

for(i=0; i + (1<<j) - 1 < N; i++)

if(A[M[i][j - 1]] < A[M[i + (1 << (j - 1))][j - 1]])

M[i][j] = M[i][j - 1];

else

M[i][j] = M[i + (1 << (j - 1))][j - 1];

}

//returns the index of the minimum value

int query(int i, int j) {

if(i > j) swap(i, j);

int k = log2(j-i+1);

if(A[M[i][k]] < A[M[j-(1 << k)+1][k]])

return M[i][k];

return M[j-(1 << k)+1][k];

}

};

## Suffix Array

#define MAX\_N 100000

int RA[MAX\_N], SA[MAX\_N], LCP[MAX\_N];

void countingSort(int k, char S[], int n) {

vi c(max(300, n), 0), tempSA(n);

int sum = 0, maxi = max(300, n);

FOR(i, 0, n) c[i+k<n ? RA[i+k]:0]++;

FOR(i, 0, maxi) {

sum += c[i];

c[i] = sum - c[i];

}

FOR(i, 0, n)

tempSA[c[SA[i]+k<n?RA[SA[i]+k]:0]++] = SA[i];

FOR(i, 0, n)

SA[i] = tempSA[i];

}

void buildSA(char S[], int n) {

vi tempRA(n);

FOR(i, 0, n)

RA[i] = S[i], SA[i] = i;

for(int k=1, r=0; k<n; k<<=1) {

countingSort(k, S, n);

countingSort(0, S, n);

tempRA[SA[0]] = r = 0;

FOR(i, 1, n)

tempRA[SA[i]] = (RA[SA[i]] == RA[SA[i-1]] && RA[SA[i]+k] == RA[SA[i-1]+k]) ? r : ++r;

FOR(i, 0, n)

RA[i] = tempRA[i];

if(RA[SA[n-1]] == n-1) break;

}

}

ii findPattern(char S[], int n, char P[], int m) {

int lo = 0, hi = n-1, mid;

while(lo < hi) {

mid = (lo + hi) / 2;

if(strncmp(S+SA[mid], P, m) >= 0) hi = mid;

else lo = mid+1;

}

if(strncmp(S+SA[lo], P, m) != 0) return ii(-1, -1);

ii bounds; bounds.first = lo;

lo = 0; hi = n-1; mid = lo;

while(lo < hi) {

mid = (lo + hi)/2;

if(strncmp(S+SA[mid], P, m) > 0) hi = mid;

else lo = mid+1;

}

if(strncmp(S+SA[hi], P, m) != 0) hi--;

bounds.second = hi;

return bounds;

}

//Amortized O(n)

//LCP[i] = longest common prefix between SA[i] and SA[i-1], LCP[0] = 0

void buildLCP(char S[], int n) {

vi phi(n), plcp(n);

int L = 0;

phi[SA[0]] = -1;

FOR(i, 1, n)

phi[SA[i]] = SA[i-1];

FOR(i, 0, n) {

if(phi[i] == -1) { plcp[i] = 0; continue; }

while(S[i+L] == S[phi[i]+L]) L++;

plcp[i] = L;

L = max(L-1, 0);

}

FOR(i, 0, n) LCP[i] = plcp[SA[i]];

}

## Trie

#define ALPHABET\_SIZE 52

int getIndex(char c) {

if(c >= 'A' && c <= 'Z')

return c-'A';

return c-'a'+26;

}

struct Trie {

int words, prefixes;

Trie \*edges[ALPHABET\_SIZE];

Trie() : words(0), prefixes(0) { FOR(i, 0, ALPHABET\_SIZE) edges[i] = 0; }

~Trie(){ FOR(i, 0, ALPHABET\_SIZE) if(edges[i]) delete edges[i]; }

void insert(char \*word, int pos = 0) {

if(word[pos] == 0) {

words++;

return;

}

prefixes++;

int index = getIndex(word[pos]);

if(edges[index] == 0)

edges[index] = new Trie;

edges[index]->insert(word, pos+1);

}

int countWords(char \*word, int pos = 0) {

if(word[pos] == 0)

return words;

int index = getIndex(word[pos]);

if(edges[index]==0)

return 0;

return edges[index]->countWords(word, pos+1);

}

int countPrefix(char \*word, int pos = 0) {

if(word[pos] == 0)

return prefixes;

int index = getIndex(word[pos]);

if(edges[index] == 0)

return 0;

return edges[index]->countPrefix(word, pos+1);

}

};

## Union-Find Disjoint Sets

struct UnionFindDS {

vi tree;

UnionFindDS(int n) { FOR(i, 0, n) tree.push\_back(i); }

int root(int i) { return tree[i] == i ? i : tree[i] = root(tree[i]); }

bool connected(int i, int j) {return root(i) == root(j);}

void connect(int i, int j) { tree[root(i)] = tree[root(j)]; }

};

struct UnionFindDS {

vi tree, sizes;

int N;

UnionFindDS(int n) : N(n) {

tree.reserve(n);

FOR(i, 0, n) tree[i] = i;

sizes.assign(n, 1);

}

int root(int i) { return (tree[i] == i) ? i : (tree[i] = root(tree[i]));}

int countSets() { return N;}

int getSize(int i) { return sizes[root(i)];}

bool connected(int i, int j) { return root(i) == root(j);}

void connect(int i, int j) {

int ri = root(i), rj = root(j);

if(ri != rj) {

N--;

sizes[rj] += sizes[ri];

tree[ri] = rj;

}

}

};

# Graphs

## Articulation Points and Bridges

void dfs(Graph &g, int currentVertex, vi &low, vi &num, vi &parent, vi &strongPoints, int &counter, int root, int &rootChildren) {

low[currentVertex] = num[currentVertex] = counter++;

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(num[neighbor] == 0) {

parent[neighbor] = currentVertex;

if(neighbor == root)

rootChildren++;

dfs(g, neighbor, low, num, parent, strongPoints, counter, root, rootChildren);

if(low[neighbor] >= num[currentVertex])

strongPoints[currentVertex] = true;

if(low[neighbor] > num[currentVertex])

g.edges[currentVertex][i].strong = true;

low[currentVertex] = min(low[currentVertex], low[neighbor]);

} else if(neighbor != parent[currentVertex])

low[currentVertex] = min(low[currentVertex], num[neighbor]);

}

}

//Must be an undirected graph

vi articulationPointsAndBridges(Graph &g) {

int counter = 0, root, rootChildren;

vi num(g.V, 0), low(g.V, 0), parent(g.V, -1), strongPoints(g.V, false);

FOR(i, 0, g.V)

if(num[i] == 0) {

root = i, rootChildren = 0;

dfs(g, i, low, num, parent, strongPoints, counter, root, rootChildren);

strongPoints[root] = rootChildren > 1;

}

return strongPoints;

}

## BFS

void BFS(Graph &g, int startingVertex) {

vector<bool> visited(g.V, 0);

visited[startingVertex] = 1;

queue<int> q; q.push(startingVertex);

while(!q.empty()) {

int currentVertex = q.front(); q.pop();

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(!visited[neighbor]) {

visited[neighbor] = 1;

q.push(neighbor);

}

}

}

}

## Bipartite Graph Check

bool isBipartite(Graph &g) {

queue<int> q;

q.push(0);

vi color(g.V, -1);

color[0] = 0;

while(!q.empty()) {

int currentVertex = q.front(); q.pop();

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(color[neighbor] == -1) {

color[neighbor] = !color[currentVertex];

q.push(neighbor);

} else if(color[neighbor] == color[currentVertex])

return false;

}

}

return true;

}

## Bipartite: Maximum Bipartite Matching

int augment(Graph &g, int cv, vi &match, vi &visited) {

if(visited[cv]) return 0;

visited[cv] = 1;

FOR(i, 0, g.edges[cv].size()) {

int neighbor = g.edges[cv][i].to;

if(match[neighbor] == -1 || augment(g, match[neighbor], match, visited)) {

match[neighbor] = cv; return 1;

}

}

return 0;

}

//nodes in the left set must be nodes [0, left)

//g must be unweighted directed bipartite graph

int maxBipartiteMatching(Graph &g, int left)

{

int MCBM = 0;

vi match(g.V, -1);

FOR(cv, 0, left) {

vi visited(left, 0);

MCBM += augment(g, cv, match, visited);

}

return MCBM;

}

## DFS

void DFS(Graph &g, int currentVertex, int visited[]) {

visited[currentVertex] = 1;

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(!visited[neighbor]) DFS(g, neighbor, visited);

}

}

## DAG: Topological Sort

vi topologicalSort(Graph &g) {

vi order;

int inDegree[g.V];

FOR(i, 0, g.V) {

inDegree[i] = g.nodes[i].inDegree;

if(inDegree[i] == 0)

order.push\_back(i);

}

FOR(i, 0, order.size())

FOR(j, 0, g.edges[order[i]].size())

if(--inDegree[g.edges[order[i]][j].to] == 0)

order.push\_back(g.edges[order[i]][j].to);

return order;

}

void dfs(Graph &g, int currentVertex, vi &order, bool visited[])

{

visited[currentVertex] = true;

FOR(i, 0, g.edges[currentVertex].size())

{

int neighbor = g.edges[currentVertex][i].to;

if(!visited[neighbor])

dfs(g, neighbor, order, visited);

}

order.push\_back(currentVertex);

}

//Recursive version

vi topologicalSort2(Graph &g)

{

vi order;

bool visited[g.V];

memset(visited, 0, sizeof visited);

FOR(i, 0, g.V)

if(visited[i] == 0)

dfs(g, i, order, visited);

reverse(order.begin(), order.end());

return order;

}

## DAG: Single Source Shortest/Longest Path

vi shortestPath(Graph &g) {

vi order = topologicalSort(g);

vi distanceTo(g.V, INF);

FOR(i, 0, g.V) {

if(g.nodes[order[i]].inDegree == 0)

distanceTo[order[i]] = 0;

int currentVertex = order[i];

FOR(j, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][j].to;

distanceTo[neighbor] = min(distanceTo[neighbor], g.edges[currentVertex][j].weight + distanceTo[currentVertex]);

}

}

return distanceTo;

}

## Edges Property Check

#define UNVISITED 0

#define EXPLORED 1 //visited but not completed

#define VISITED 2 //visited and completed

#define TREE 0 // Edge from explored to unvisited

#define BACK 1 // Edge that is part of a cycle (not including bidirectional edges). From explored to explored

#define FORWARD 2 // Edge from explored to visited

void dfs(Graph &g, int currentVertex, vi &parent, vi &state) {

state[currentVertex] = EXPLORED;

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(state[neighbor] == UNVISITED) {

g.edges[currentVertex][i].type = TREE;

parent[neighbor] = currentVertex;

dfs(g, neighbor, parent, state);

} else if(state[neighbor] == EXPLORED) {

if(neighbor != parent[currentVertex]) //if they are equal it is a bidirectional edge

g.edges[currentVertex][i].type = BACK;

}

else if(state[neighbor] == VISITED)

g.edges[currentVertex][i].type = FORWARD;

}

state[currentVertex] = VISITED;

}

void edgeProperties(Graph &g) {

vi state(g.V, UNVISITED), parent(g.V, 0);

FOR(i, 0, g.V)

if(state[i] == UNVISITED)

dfs(g, i, parent, state);

}

## Eulerian Path

void dfs(Graph &g, list<int> &path, list<int>::iterator it, int currentVertex) {

bool last = true;

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(!g.edges[currentVertex][i].visited) {

last = false;

g.edges[currentVertex][i].visited = 1;

FOR(j, 0, g.edges[neighbor].size()) {

int neighborOfNeighbor = g.edges[neighbor][j].to;

if(neighborOfNeighbor == currentVertex && !g.edges[neighbor][j].visited) {

g.edges[neighbor][j].visited = 1;

break;

}

}

dfs(g, path, path.insert(it, currentVertex), neighbor);

}

}

if(last) path.insert(path.begin(), currentVertex);

}

//only for undirected graphs

vi getEulerianPath(Graph &g, int initial)

{

list<int> path;

dfs(g, path, path.begin(), initial);

vi p;

for(list<int>::iterator it=path.begin(); it!=path.end(); it++)

p.push\_back(\*it);

reverse(p.begin(), p.end());

return p;

}

## MST Kruskal

int \*comparator;

bool compare(int a, int b) { return comparator[a] < comparator[b]; }

vi kruskal(vii &edges, int weight[], int V) {

vi order(edges.size()), minTree;

UnionFindDS ds(V);

comparator = weight;

FOR(i, 0, order.size()) order[i] = i;

sort(order.begin(), order.end(), compare);

for(int i=0; i<int(edges.size()) && int(minTree.size()) < V - 1; i++)

if(!ds.connected(edges[order[i]].first, edges[order[i]].second)) {

ds.connect(edges[order[i]].first, edges[order[i]].second);

minTree.push\_back(order[i]);

}

return minTree;

}

## MST Prim

Graph\* comparator;

struct Compare {bool operator()(ii a, ii b) { return comparator->edges[a.first][a.second].weight > comparator->edges[b.first][b.second].weight;}};

vii prim(Graph &g) {

vi visited(g.V, 0);

visited[0] = 1;

vii tree; //list of edges in the MST

int visitedNodes = 1;

comparator = &g;

priority\_queue<ii, vector<ii>, Compare> pq;

int currentVertex = 0;

while(visitedNodes != g.V) {

FOR(i, 0, g.edges[currentVertex].size())

if(!visited[g.edges[currentVertex][i].to])

pq.push(ii(currentVertex, i));

ii nextEdge;

do {

nextEdge = pq.top();

pq.pop();

}while(visited[g.edges[nextEdge.first][nextEdge.second].to] && !pq.empty());

tree.push\_back(nextEdge);

currentVertex = g.edges[nextEdge.first][nextEdge.second].to;

visitedNodes++;

visited[currentVertex] = 1;

}

return tree;

}

## Network: Max Flow (Edmonds-Karp)

int augment(Graph &g, int flow, vi &parent, int source, int currentVertex, int minEdge) {

if(currentVertex == source)

return minEdge;

if(parent[currentVertex] != -1) {

flow = augment(g, flow, parent, source, parent[currentVertex], min(minEdge, g.edges[parent[currentVertex]][currentVertex].weight));

g.edges[parent[currentVertex]][currentVertex].weight -= flow;

g.edges[currentVertex][parent[currentVertex]].weight += flow;

}

return flow;

}

int maxFlow(Graph &g, int source, int sink) {

int mf = 0, flow = -1;

while(flow) {

vi distanceTo(g.V, INF);

distanceTo[source] = 0;

queue<int> q; q.push(source);

vi parent(g.V, -1);

while(!q.empty()) {

int currentVertex = q.front(); q.pop();

if(currentVertex == sink) break;

FOR(i, 0, g.V) {

if(g.edges[currentVertex][i].weight > 0 && distanceTo[i] == INF)

distanceTo[i] = distanceTo[currentVertex] + 1, q.push(i), parent[i] = currentVertex;

}

}

flow = augment(g, 0, parent, source, sink, INF);

mf += flow;

}

return mf;

}

## Shortest Path: SS: Dijkstra

vi dijkstra(Graph &g, int source) {

vi distanceTo(g.V, INF);

distanceTo[source] = 0;

priority\_queue<ii, vii, greater<ii> > pq;

pq.push(ii(0, source));

while(!pq.empty()) {

int currentVertex = pq.top().second;

int d = pq.top().first;

pq.pop();

if(d > distanceTo[currentVertex]) continue;

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(distanceTo[neighbor] > distanceTo[currentVertex] + g.edges[currentVertex][i].weight) {

distanceTo[neighbor] = distanceTo[currentVertex] + g.edges[currentVertex][i].weight;

pq.push(ii(distanceTo[neighbor], neighbor));

}

}

}

return distanceTo;

}

## Shortest Path: SS: Bellman-Ford

vi bellmanFord(Graph &g, int source, bool &negativeCycle) {

vi distanceTo(g.V, INF);

distanceTo[source] = 0;

FOR(i, 0, g.V-1)

FOR(j, 0, g.V)

FOR(k, 0, g.edges[j].size())

distanceTo[g.edges[j][k].to] = min(distanceTo[g.edges[j][k].to], distanceTo[j] + g.edges[j][k].weight);

//to detect negative weight cycles:

FOR(i, 0, g.V)

FOR(j, 0, g.edges[i].size())

if(distanceTo[g.edges[i][j].to] > distanceTo[i] + g.edges[i][j].weight)

negativeCycle = true;

return distanceTo;

}

## Shortest Path: AP: Floyd-Warshall

#define MAX\_V 400

void floydWarshall(Graph &g, int distance[MAX\_V][MAX\_V])

{

FOR(i, 0, g.V-1)

FOR(j, i, g.V)

distance[i][j] = distance[j][i] = INF\*(i != j);

FOR(i, 0, g.V)

FOR(j, 0, g.edges[i].size())

distance[i][g.edges[i][j].to] = g.edges[i][j].weight;

FOR(i, 0, g.V)

FOR(j, 0, g.V)

FOR(k, 0, g.V)

distance[j][k] = min(distance[j][k], distance[j][i] + distance[i][k]);

}

## Strongly Connected Components

void dfs(Graph &g, int currentVertex, vi &low, vi &num, int &counter, vector<bool> visited, stack<int> &S, UnionFindDS &sets) {

low[currentVertex] = num[currentVertex] = counter++;

S.push(currentVertex);

visited[currentVertex] = true;

FOR(i, 0, g.edges[currentVertex].size()) {

int neighbor = g.edges[currentVertex][i].to;

if(num[neighbor] == 0)

dfs(g, neighbor, low, num, counter, visited, S, sets);

if(visited[neighbor])

low[currentVertex] = min(low[currentVertex], low[neighbor]);

}

if(low[currentVertex] == num[currentVertex]) {

int v, root = S.top(); S.pop(); visited[root] = false;

v = root;

while(v != currentVertex) {

v = S.top(); S.pop(); visited[v] = false;

sets.connect(root, v);

}

}

}

//the graph must be directed

UnionFindDS stronglyConnectedComponents(Graph &g)

{

UnionFindDS sets(g.V);

int counter = 0, SCCindex = 0;

vector<bool> visited(g.V, 0);

vi num(g.V, 0), low(g.V, 0);

stack<int> S;

FOR(i, 0, g.V)

if(num[i] == 0)

dfs(g, i, low, num, counter, visited, S, sets);

return sets;

}

## Tree: Lowest Common Ancestor

struct LCA {

vi order, height, index;

SparseTable \*st;

LCA(Graph &g, int root) {

index.assign(g.V, -1);

dfs(g, root, 0, index);

st = new SparseTable(height);

}

~LCA() { delete st; }

void dfs(Graph &g, int cv, int h, vi &index) {

index[cv] = order.size();

order.push\_back(cv), height.push\_back(h);

FOR(i, 0, g.edges[cv].size()) {

if(index[g.edges[cv][i].to] == -1) {

dfs(g, g.edges[cv][i].to, height.back() + g.edges[cv][i].weight, index);

order.push\_back(cv), height.push\_back(h);

}

}

}

int query(int i, int j) { return order[st->query(index[i], index[j])]; }

int distance(int i, int j) { return height[index[i]] + height[index[j]] - 2\*(height[index[query(i, j)]]); }

};

# Sorting

## Mergesort

int merge(int array[], int N, int low, int mid, int high) {

int inversions = 0;

int sorted[N];

int p1 = low, p2 = mid+1, psorted = low; //pointer to arr 1, to arr2 and to sorted arr

while(p1 <= mid && p2 <= high) {

if(array[p1] <= array[p2])

sorted[psorted++] = array[p1++];

else {

sorted[psorted++] = array[p2++];

inversions += mid-p1+1;

}

}

while(p1 <= mid) sorted[psorted++] = array[p1++];

while(p2 <= high) sorted[psorted++] = array[p2++];

FOR(i, low, high+1) array[i] = sorted[i];

return inversions;

}

//returns the number of inversions

int mergeSort(int array[], int N, int low, int high) {

if(low < high) {

int mid = (low + high)/2;

int inversions = mergeSort(array, N, low, mid) + mergeSort(array, N, mid+1, high);

return inversions + merge(array, N, low, mid, high);

}

return 0;

}

## Quicksort

//array must be shuffled before sorting

void quickSort(int arr[], int left, int right) {

int pivot = arr[(left+right)/2];

int i = left, j = right;

while(i <= j) {

while(arr[i] < pivot) i++;

while(arr[j] > pivot) j--;

if(i<=j) swap(arr[i++], arr[j--]);

}

if(left < j) quickSort(arr, left, j);

if(i < right) quickSort(arr, i, right);

}

# Searching

## Binary Search

#define ANY

int binarySearch(int array[], int searchValue, int left, int right) {

int leftBound = left, rightBound = right;

while(left <= right) {

int mid = (left+right)>>1;

if(searchValue > array[mid]) left = mid+1;

else if (searchValue < array[mid]) right = mid-1;

else {

#ifdef UPPERBOUND

if(mid == rightBound || array[mid+1] != array[mid])

return mid;

left = mid+1;

#endif

#ifdef LOWERBOUND

if(mid == leftBound || array[mid-1] != array[mid])

return mid;

right = mid-1;

#endif

#ifdef ANY

return mid;

#endif

}

}

return -1;

}

# Mathematics

## Binomial Coefficients

//max 25

long long fact(int n) {

long long res = 1;

FOR(i, 2, n+1) res\*=i;

return res;

}

int nCr(long long n, long long r) {

long long res = 1;

for(int i=0; i>=1-r; i--)

res \*= n + i;

return res/fact(r);

}

#define MAXN 68

long long pascal[MAXN][MAXN];

void buildPascal() {

FOR(n, 0, MAXN)

FOR(r, 0, n+1)

pascal[n][r] = (r == 0 || r == n) ? 1 : pascal[n-1][r-1] + pascal[n-1][r];

}

## Cycle Finding (Floyd)

/ // x[i] = f(x[i-1])

ii floydCycleFinding(int x0) {

int tortoise = f(x0), hare = f(f(x0)); //Encontrar el primer xi = x2i

while (tortoise != hare) { tortoise = f(tortoise); hare = f(f(hare)); }

int mu = 0; hare = x0; //Encontrar mu usando el rango i

while (tortoise != hare) { tortoise = f(tortoise); hare = f(hare); mu++; }

int lambda = 1; hare = f(tortoise); //Encontrar lambda teniendo mu

while (tortoise != hare) { hare = f(hare); lambda++; }

return ii(mu, lambda);

}

## Euclid

// return a % b (positive value)

int mod(int a, int b) {

return ((a%b)+b)%b;

}

// computes gcd(a,b)

int gcd(int a, int b) {

int tmp;

while(b){a%=b; tmp=a; a=b; b=tmp;}

return a;

}

// computes lcm(a,b)

int lcm(int a, int b) {

return a/gcd(a,b)\*b;

}

// returns d = gcd(a,b); finds x,y such that d = ax + by

int extended\_euclid(int a, int b, int &x, int &y) {

int xx = y = 0;

int yy = x = 1;

while (b) {

int q = a/b;

int t = b; b = a%b; a = t;

t = xx; xx = x-q\*xx; x = t;

t = yy; yy = y-q\*yy; y = t;

}

return a;

}

// finds all solutions to ax = b (mod n)

VI modular\_linear\_equation\_solver(int a, int b, int n) {

int x, y;

VI solutions;

int d = extended\_euclid(a, n, x, y);

if (!(b%d)) {

x = mod (x\*(b/d), n);

for (int i = 0; i < d; i++)

solutions.push\_back(mod(x + i\*(n/d), n));

}

return solutions;

}

// computes b such that ab = 1 (mod n), returns -1 on failure

int mod\_inverse(int a, int n) {

int x, y;

int d = extended\_euclid(a, n, x, y);

if (d > 1) return -1;

return mod(x,n);

}

## Fast Exponentiation

double fastPow(double a, int n) {

if(n == 0) return 1;

if(n == 1) return a;

double t = fastPow(a, n>>1);

return t\*t\*fastPow(a, n&1);

}

## Fibonacci

long long fibn(int n) { //max 91

double goldenRatio = (1+sqrt(5))/2;

return round((pow(goldenRatio, n+1) - pow(1-goldenRatio, n+1))/sqrt(5));

}

long long fib[92];

void buildFibonacci() {

fib[0] = fib[1] = 1;

for(int i=2; i<=100; i++) fib[i] = fib[i-2] + fib[i-1];

}

long long fibonacci(int n) {

Matriz m(2, 2);

m[0][0] = 1, m[0][1] = 1, m[1][0] = 1, m[1][1] = 0;

Matriz fib0(2, 1);

fib0[0][0] = 1, fib0[1][0] = 1; //fib0 y fib1

Matriz r = multiply(pow(m, n), fib0);

return r[1][0];

}

## Matrices

typedef vector<vector<double> > Matrix;

#define CREATE(R, C) Matrix(R, vector<double>(C));

Matrix identity(int n) {

Matrix m = CREATE(n, n);

FOR(i, 0, n)

m[i][i] = 1;

return m;

}

Matrix multiply(Matrix m, double k) {

FOR(i, 0, m.size())

FOR(j, 0, m[0].size())

m[i][j] \*= k;

return m;

}

Matrix multiply(Matrix m1, Matrix m2) {

Matrix result = CREATE(m1.size(), m2[0].size());

if(m1[0].size() != m2.size())

return result;

FOR(i, 0, result.size())

FOR(j, 0, result[0].size())

FOR(k, 0, m1[0].size())

result[i][j] += m1[i][k]\*m2[k][j];

return result;

}

Matrix pow(Matrix m, int exp) {

if(!exp) return identity(m.size());

if(exp == 1) return m;

Matrix result = identity(m.size());

while(exp) {

if(exp & 1) result = multiply(result, m);

m = multiply(m, m);

exp >>= 1;

}

return result;

}

//solves AX=B, output: A^-1 in A, X in B, returns det(A)

double gaussJordan(Matrix &a, Matrix &b) {

int n = a.size(), m = b[0].size();

vi irow(n), icol(n), ipiv(n);

double det = 1;

FOR(i, 0, n) {

int pj = -1, pk = -1;

FOR(j, 0, n) if (!ipiv[j])

FOR(k, 0, n) if (!ipiv[k])

if (pj == -1 || abs(a[j][k]) > abs(a[pj][pk])) { pj = j; pk = k; }

if (abs(a[pj][pk]) < EPS) { cerr << "Matrix is singular." << endl; exit(0); }

ipiv[pk]++;

swap(a[pj], a[pk]);

swap(b[pj], b[pk]);

if (pj != pk) det \*= -1;

irow[i] = pj;

icol[i] = pk;

double c = 1.0 / a[pk][pk];

det \*= a[pk][pk];

a[pk][pk] = 1.0;

FOR(p, 0, n) a[pk][p] \*= c;

FOR(p, 0, m) b[pk][p] \*= c;

FOR(p, 0, n) if (p != pk) {

c = a[p][pk];

a[p][pk] = 0;

FOR(q, 0, n) a[p][q] -= a[pk][q] \* c;

FOR(q, 0, m) b[p][q] -= b[pk][q] \* c;

}

}

for(int p = n-1; p >= 0; p--) if (irow[p] != icol[p]) {

FOR(k, 0, n) swap(a[k][irow[p]], a[k][icol[p]]);

}

return det;

}

//returns the rank of a

int rref(Matrix &a) {

int n = a.size(), m = a[0].size();

int r = 0;

FOR(c, 0, m) {

int j = r;

FOR(i, r+1, n)

if (abs(a[i][c]) > abs(a[j][c])) j = i;

if (abs(a[j][c]) < EPS) continue;

swap(a[j], a[r]);

double s = 1.0 / a[r][c];

FOR(j, 0, m) a[r][j] \*= s;

FOR(i, 0, n) if (i != r) {

double t = a[i][c];

FOR(j, 0, m) a[i][j] -= t \* a[r][j];

}

r++;

}

return r;

}

## Modpow

typedef long long ll;

ll mod(ll a, ll b) {

return ((a%b)+b)%b;

}

ll modpow(ll base, ll exp, ll modulus) {

base = mod(base, modulus);

ll result = 1;

while (exp) {

if (exp & 1) result = mod(result \* base, modulus);

base = mod(base \* base, modulus);

exp >>= 1;

}

return result;

}

## Prime Numbers

vii primeFactorization(long long N, vi primes) {

vii factors;

long long idx = 0, pf = primes[0];

while(pf\*pf <= N) {

while(N%pf==0) {

N /= pf;

if(factors.size() && factors.back().first == pf)

factors.back().second++;

else

factors.push\_back(ii(pf, 1));

}

pf = primes[++idx];

}

if(N!=1) factors.push\_back(ii(N, 1));

return factors;

}

#define MAX 32000

bitset<MAX> sieveOfAtkin() {

bitset<MAX> sieve;

int max = sieve.size()-1;

sieve[2] = sieve[3] = 1;

int root = ceil(sqrt(max));

for (int x = 1; x <= root; x++)

for (int y = 1; y <= root; y++) {

int xsq = x\*x, ysq = y\*y;

int n = 4\*xsq + ysq;

if (n <= max && (n%12 == 1 || n%12 == 5)) sieve[n] = !sieve[n];

n -= xsq;

if (n <= max && n%12 == 7) sieve[n] = !sieve[n];

n -= 2\*ysq;

if (x > y && n <= max && n%12 == 11)

sieve[n] = !sieve[n];

}

for (int r = 5; r <= root; r+=2)

if (sieve[r])

for (int i = r\*r; i<max; i+=r\*r)

sieve[i] = 0;

return sieve;

}

vi getPrimes() {

vi primes;

bitset<MAX> sieve = sieveOfAtkin();

FOR(i, 2, MAX+1)

if(sieve[i]) primes.push\_back(i);

return primes;

}

bool isPrime(long long n) {

if(n < 2) return false;

if(n == 2 || n == 3) return true;

if(!(n&1 && n%3)) return false;

long long sqrtN = sqrt(n)+1;

for(long long i = 6LL; i <= sqrtN; i += 6)

if(!(n%(i-1)) || !(n%(i+1))) return false;

return true;

}

# Strings

## Edit Distance

int editDistance(string A, string B) {

int n = A.length(), m = B.length();

int dist[n+1][m+1];

dist[0][0] = 0;

FOR(i, 1, n+1) dist[i][0] = i;

FOR(j, 1, m+1) dist[0][j] = j;

FOR(i, 1, n+1)

FOR(j, 1, m+1)

dist[i][j] = min(dist[i-1][j-1] + (A[i-1] != B[j-1]), min(dist[i-1][j] + 1, dist[i][j-1] + 1));

return dist[n][m];

}

## Longest Common Subsequence

string LCS(string a, string b) {

int n = a.length(), m = b.length();

int D[n][m];

char c[n][m];

FOR(i, 0, n)

FOR(j, 0, m)

if(a[i] == b[j]) {

D[i][j] = i&&j ? D[i-1][j-1] + 1 : 1;

c[i][j] = a[i];

}

else {

c[i][j] = (i ? D[i-1][j] : 0) >= (j ? D[i][j-1] : 0);

D[i][j] = max(i ? D[i-1][j] : 0, j ? D[i][j-1] : 0);

}

string lcs;

while(n-- && m--) {

if(c[n][m] == 0) n++;

else if(c[n][m] == 1) m++;

else lcs = c[n][m] + lcs;

}

return lcs;

}

## String Matching (Knuth-Morris-Pratt)

vi buildTable(string& pattern) {

vi table(pattern.length());

int i = 0, j = -1, m = pattern.length();

table[0] = -1;

while(i < m) {

while(j >= 0 && pattern[i] != pattern[j]) j = table[j];

i++, j++;

table[i] = j;

}

return table;

}

vi find(string& text, string& pattern) {

vi matches;

int i = 0, j = 0, n = text.length(), m = pattern.length();

vi table = buildTable(pattern);

while(i < n) {

while(j >= 0 && text[i] != pattern[j]) j = table[j];

i++, j++;

if(j == m) {

matches.push\_back(i-j);

j = table[j];

}

}

return matches;

}

## Subsequence Counter

// Regresa cuantas veces subseq es subsequence de seq

int subseqCounter(string seq, string subseq)

{

int n = seq.length(), m = subseq.length();

vi sub(m, 0);

FOR(i, 0, n)

for(int j = m-1; j >= 0; j--)

if(seq[i] == subseq[j])

if(j == 0) sub[0]++;

else sub[j] += sub[j-1];

return sub[m-1];

}

# Geometry

## Lines

struct Line {

double a, b, c;

Line() : a(0), b(0), c(0) {}

Line(Point p1, Point p2) {

if(abs(p1.x-p2.x) < EPS) {

a = 1.0; b = 0.0; c = -p1.x;

} else {

a = -(double)(p1.y-p2.y)/(p1.x-p2.x);

b = 1.0;

c = -(double)(a\*p1.x)-p1.y;

}

}

};

bool areParallel(Line l1, Line l2) {

return (abs(l1.a-l2.a) < EPS) && (abs(l1.b-l2.b) < EPS); }

bool areSame(Line l1, Line l2) {

return areParallel(l1, l2) && (abs(l1.c-l2.c) < EPS); }

bool areIntersect(Line l1, Line l2, Point &p) {

if (areParallel(l1, l2)) return false;

p.x = (l2.b \* l1.c - l1.b \* l2.c) / (l2.a \* l1.b - l1.a \* l2.b);

if (abs(l1.b) > EPS) p.y = -(l1.a \* p.x + l1.c);

else p.y = -(l2.a \* p.x + l2.c);

return true;

}

// Interseccion de AB con CD

// \* WARNING: Does not work for collinear line segments!

bool lineSegIntersect(Point a, Point b, Point c, Point d) {

double ucrossv1 = cross(toVec(a, b), toVec(a, c));

double ucrossv2 = cross(toVec(a, b), toVec(a, d));

if (ucrossv1 \* ucrossv2 > 0) return false;

double vcrossu1 = cross(toVec(c, d), toVec(c, a));

double vcrossu2 = cross(toVec(c, d), toVec(c, b));

return (vcrossu1 \* vcrossu2 <= 0);

}

// Calcula la distancia de un punto P a una recta AB, y guarda en C la inters

double distToLine(Point p, Point a, Point b, Point &c) {

Vec ap = toVec(a, p), ab = toVec(a, b);

double u = dot(ap, ab) / norm\_sq(ab);

c = translate(a, scale(ab, u));

return dist(p, c);

}

// Distancia a de P a segmento AB

double distToLineSegment(Point p, Point a, Point b, Point &c) {

Vec = ap = toVec(a, p), ab = toVec(a, b);

double u = dot(ap, ab) / norm\_sq(a, b);

if (u < 0.0) { c = a; return dist(p, a); }

if (u > 1.0) { c = b; return dist(p, b); }

return distToLine(p, a, b, c);

}

## Point

struct Point {

double x, y, z;

Point() : x(0), y(0), z(0) {}

Point(double x, double y) : x(x), y(y), z(0) {}

Point(double x, double y, double z) : x(x), y(y), z(z) {}

bool operator <(const Point &p) const {

return x < p.x || (x == p.x && y < p.y) || (x == p.x && y == p.y && z < p.z);

}

};

double dist(Point p1, Point p2) {

return sqrt(pow(p1.x-p2.x, 2) + pow(p1.y-p2.y, 2) + pow(p1.z-p2.z, 2)); }

Point rotate(Point p, double theta) {

double rad = DEG\_to\_RAD(theta);

return Point(p.x\*cos(rad) - p.y\*sin(rad),

p.x\*sin(rad) + p.y\*cos(rad));

}

double ANG(double rad) { return rad\*180/PI; }

double angulo(Point p) {

double d = atan(double(p.y)/p.x);

if(p.x < 0)

d += PI;

else if(p.y < 0)

d += 2\*PI;

return ANG(d);

}

## Polygon

typedef vector<Point> Polygon;

typedef long long ll;

ll cross(const Point &O, const Point &A, const Point &B) {

return (A.x - O.x) \* (B.y - O.y) - (A.y - O.y) \* (B.x - O.x);

}

Polygon convexHull(Polygon &P) {

int n = P.size(), k = 0;

Polygon H(2\*n);

sort(P.begin(), P.end());

FOR(i, 0, n) {

while (k >= 2 && cross(H[k-2], H[k-1], P[i]) <= 0) k--;

H[k++] = P[i];

}

for (int i = n-2, t = k+1; i >= 0; i--) {

while (k >= t && cross(H[k-2], H[k-1], P[i]) <= 0) k--;

H[k++] = P[i];

}

H.resize(k);

return H;

}

// return area when Points are in cw or ccw, p[0] = p[n-1]

double area(const Polygon &P) {

double result = 0.0, x1, y1, x2, y2;

for (int i = 0; i < (int)P.size()-1; i++) {

x1 = P[i].x; x2 = P[i+1].x;

y1 = P[i].y; y2 = P[i+1].y;

result += (x1\*y2-x2\*y1);

}

return abs(result) / 2.0;

}

bool isConvex(const Polygon &P) {

int sz = (int)P.size();

if (sz <= 3) return false;

bool isLeft = ccw(P[0], P[1], P[2]);

for (int i = 1; i < sz-1; i++)

if (ccw(P[i], P[i+1], P[(i+2) == sz ? 1 : i+2]) != isLeft)

return false;

return true;

}

bool inPolygon (Point pt, const Polygon &P) {

if((int)P.size() == 0) return false;

double sum = 0;

for (int i = 0; i < (int)P.size()-1; i++) {

if (ccw(pt, P[i], P[i+1]))

sum += angle(P[i], pt, P[i+1]);

else sum -= angle(P[i], pt, P[i+1]); }

return abs(abs(sum) - 2\*PI) < EPS;

}

// tests whether or not a given polygon (in CW or CCW order) is simple

bool IsSimple(const Polygon &p) {

for (int i = 0; i < p.size(); i++) {

for (int k = i+1; k < p.size(); k++) {

int j = (i+1) % p.size();

int l = (k+1) % p.size();

if (i == l || j == k) continue;

if (lineSegIntersect(p[i], p[j], p[k], p[l]))

return false;

}

}

return true;

}

Point lineIntersectSeg(Point p, Point q, Point A, Point B) {

double a = B.y - A.y;

double b = A.x - B.x;

double c = B.x\*A.y - A.x\*B.y;

double u = abs(a\*p.x + b\*p.y + c);

double v = abs(a\*q.x + b\*q.y + c);

return Point((p.x\*v + q.x\*u) / (u+v), (p.y\*v + q.y\*u) / (u+v));

}

// cuts polygon Q along line AB

Polygon cutPolygon(Point a, Point b, const Polygon &Q) {

Polygon P;

for (int i = 0; i < (int)Q.size(); i++) {

double left1 = cross(toVec(a, b), toVec(a, Q[i+1])), left2 = 0;

if (i != (int)Q.size()-1) left2 = cross(toVec(a, b), toVec(a, Q[i+1]));

if (left1 > -EPS) P.push\_back(Q[i]);

if (left \* left2 < -EPS)

P.push\_back(lineIntersectSeg(Q[i], Q[i+1], a, b));

}

if (!P.empty() && !(P.back() == P.front()))

P.push\_back(P.front());

return P;

}

## Triangles

struct Triangle {

Point A, B, C;

Triangle() : A(Point()), B(Point()), C(Point()) {}

Triangle(Point A, Point B, Point C) : A(A), B(B), C(C) {}

};

double perimeter(double a, double b, double c) { return a+b+c; }

// Heron's formula

double area(double a, double b, double c){

double s = perimeter(a, b, c)\*0.5;

return sqrt(s\*(s-a)\*(s-b)\*(s-c));

}

double rInCircle(double ab, double bc, double ca){

return area(ab, bc, ca) / (0.5 \* perimeter(ab, bc, ca)); }

double rInCircle(Point a, Point b, Point c) {

return rInCircle(dist(a, b), dist(b, c), dist(c, a)); }

bool inCircle(Point p1, Point p2, Point p3, Point &ctr, double &r) {

r = rInCircle(p1, p2, p3);

if(abs(r) < EPS) return false;

Line l1, l2;

double ratio = dist(p1, p2) / dist(p1, p3);

Point p = translate(p2, scale(toVec(p2, p3), ratio/(1+ratio)));

l1 = Line(p1, p);

ratio = dist(p2, p1) / dist(p2, p3);

l2 = Line(p2, p);

areIntersect(l1, l2, ctr);

return true;

}

Point circumcenter(Point A, Point B, Point C) {

double D = 2\*(A.x\*(B.y - C.y) + B.x\*(C.y - A.y) + C.x\*(A.y - B.y));

double AA = A.x\*A.x + A.y\*A.y, BB = B.x\*B.x + B.y\*B.y, CC = C.x\*C.x + C.y\*C.y;

return Point((AA\*(B.y - C.y) + BB\*(C.y - A.y) + CC\*(A.y - B.y)) / D, (AA\*(C.x - B.x) + BB\*(A.x - C.x) + CC\*(B.x - A.x)) / D);

}

## Vectors

struct Vec {

double x, y, z;

Vec(double x, double y, double z) : x(x), y(y), z(z) {}

Vec() : x(0), y(0), z(0) {}

Vec(double x, double y) : x(x), y(y), z(0) {}

Vec(Point a, Point b) : x(b.x-a.x), y(b.y-a.y), z(b.z-a.z) {}

};

Vec toVec(Point a, Point b){

return Vec(a, b); }

Vec scale(Vec v, double s) {

return Vec(v.x\*s, v.y\*s, v.z\*s); }

Point translate(Point p, Vec v) {

return Point(p.x+v.x, p.y+v.y, p.z+v.z); }

double dot(Vec a, Vec b) {

return (a.x\*b.x + a.y\*b.y + a.z\*b.z); }

double norm\_sq(Vec v) {

return v.x\*v.x + v.y\*v.y + v.z\*v.z; }

//angle in radians

Vec rotate(Vec v, double angle) {

Matrix rotation(2, 2);

rotation[0][0] = rotation[1][1] = cos(angle);

rotation[1][0] = sin(angle);

rotation[0][1] = -rotation[1][0];

Matrix vec(2, 1);

vec[0][0] = v.x, vec[0][1] = v.y;

Matrix res = multiply(rotation, vec);

Vec result(res[0][0], res[0][1]);

return result;

}

double cross (Vec a, Vec b) { return a.x\*b.y - a.y\*b.x; }

// returns true if r is on the left side of line pq

bool ccw(Point p, Point q, Point r){

return cross(toVec(p, q), toVec(p, r)) > 0; }

bool collinear(Point p, Point q, Point r) {

return abs(cross(toVec(p, q), toVec(p, r))) < EPS; }

double angle(Point a, Point o, Point b) { // returns angle aob in rad

Vec oa = toVec(o, a), ob = toVec(o, b);

return acos(dot(oa, ob) / sqrt(norm\_sq(oa) \* norm\_sq(ob)));

}

# Miscellaneous

## Base conversion

string toBaseN(long long num, int N) {

string converted;

for(long long div=num; div; div /= N) {

int value = div % N;

char c = value > 9 ? value + 'A' - 10 : value + '0';

converted = c + converted;

}

return converted;

}

long long toBase10(string num, int b) {

long long res = 0, k = 1;

for(int i=num.length()-1; i>=0; i--) {

char c = toUpper(num[i]);

int value = c > '9' ? c - 'A' + 10 : c - '0';

res += (value)\*k;

k\*=b;

}

return res;

}

## Bit manipulation

#define bits(a) \_\_builtin\_popcount(a) //quick bit count on unsigned int

#define isOn(n, b) (((n) & (p2(b))) != 0) //checks if bit b is on

#define setBit(n, b) ((n) |= p2(b)) //sets bit b on n

#define clearBit(n, b) ((n) &= ~(p2((b)))) //clears bit b on n

#define toggleBit(n, b) ((n) ^= (p2((b)))) //toggles bit b on n

#define LSB(n) ((n) & (-(n))) //returns the least significant bit that is on

#define setAll(n, b) ((n) = p2(b) - 1) //sets n to b ones

#define modulo(x, N) ((x) & (N-1)) //returns x % N, where N is a power of 2

#define isPowerOfTwo(x) (((x) & ((x)-1)) == 0)

//returns nearest power of two, choose the bigger one if both have the same difference

#define nearestPowerOfTwo(x) ((int)pow(2.0, (int)((log((double)x) / log(2.0)) + 0.5)))

#define turnOffLastBit(S) ((S) & (S - 1))

#define turnOnLastZero(S) ((S) | (S + 1))

#define turnOffLastConsecutiveBits(S) ((S) & (S + 1))

#define turnOnLastConsecutiveZeroes(S) ((S) | (S - 1))

void printBin(int N) {

stack<int> st;

while (N) st.push(N & 1), N >>= 1;

while (!st.empty()) printf("%d", st.top()), st.pop();

printf("\n");

}

## Dates

int toJulian(int day, int month, int year) {

return 1461 \* (year + 4800 + (month - 14) / 12) / 4 +

367 \* (month - 2 - (month - 14) / 12 \* 12) / 12 -

3 \* ((year + 4900 + (month - 14) / 12) / 100) / 4 +

day - 32075;

}

void toGregorian(int julian, int &day, int &month, int &year) {

int x, n, i, j;

x = julian + 68569;

n = 4 \* x / 146097;

x -= (146097 \* n + 3) / 4;

i = (4000 \* (x + 1)) / 1461001;

x -= 1461 \* i / 4 - 31;

j = 80 \* x / 2447;

day = x - 2447 \* j / 80;

x = j / 11;

month = j + 2 - 12 \* x;

year = 100 \* (n - 49) + i + x;

}

bool isLeap(int year) { return year%4 == 0 && year%100 != 0 || year%400 == 0; }

## Expression Parsing/Evaluating

typedef int (\*Operation)(int, int);

struct Operator {

Operation operation;

int priority;

Operator() {}

Operator(Operation op, int pr) { operation = op, priority = pr;}

};

int add(int a, int b) { return a+b; }

int subtract(int a, int b) { return a-b; }

int multiply(int a, int b) { return a\*b; }

int divide(int a, int b) { return a/b; }

map<char, Operator> \_operator;

void initOperators() {

\_operator['+'] = Operator(add, 2);

\_operator['-'] = Operator(subtract, 2);

\_operator['\*'] = Operator(multiply, 3);

\_operator['/'] = Operator(divide, 3);

}

bool isOperand(char d) { return d >= '0' && d <= '9'; }

bool isOperator(char o) { return \_operator.find(o) != \_operator.end(); }

template<typename T> T pop(stack<T> &st) { T top = st.top(); st.pop(); return top; }

template<typename T> T pop(queue<T> &q) { T front = q.front(); q.pop(); return front; }

const int PREFIX = 0, POSTFIX = 1;

string convert(string infix, int conversionTo) {

if(\_operator.size() == 0)

initOperators();

string result;

stack<char> st;

if(conversionTo == PREFIX)

reverse(infix.begin(), infix.end());

for(int i=0; i<infix.length(); i++) {

char token = infix[i];

if(conversionTo == PREFIX) {

if(token == '(') token = ')';

else if(token == ')') token = '(';

}

if(isOperand(token)) result += token;

else if(token == '(') st.push(token);

else if(token == ')')

while((token = pop(st)) != '(')

result += token;

else if(isOperator(token))

{

while(!st.empty() && isOperator(st.top()) &&

(\_operator[st.top()].priority > \_operator[token].priority ||

conversionTo == POSTFIX && \_operator[st.top()].priority == \_operator[token].priority))

result += pop(st);

st.push(token);

}

}

while(!st.empty())

result += pop(st);

if(conversionTo == PREFIX)

reverse(result.begin(), result.end());

return result;

}

int evaluate(string postfix) {

stack<int> st;

for(int i=0; i<postfix.length(); i++) {

char token = postfix[i];

if(isOperand(token))

st.push(token-'0');

else if(isOperator(token))

{

int b = pop(st), a = pop(st);

st.push(\_operator[token].operation(a, b));

}

}

return st.top();

}

## Hungarian Algorithm

template <class T>

class Matrix {

public:

Matrix();

Matrix(int rows, int columns);

Matrix(const Matrix<T> &other);

Matrix<T> & operator= (const Matrix<T> &other);

~Matrix();

void resize(int rows, int columns);

void clear(void);

T& operator () (int x, int y);

inline int minsize(void) { return ((m\_rows < m\_columns) ? m\_rows : m\_columns); }

inline int columns(void) { return m\_columns; }

inline int rows(void) { return m\_rows; }

private:

T \*\*m\_matrix;

int m\_rows;

int m\_columns;

};

template <class T>

Matrix<T>::Matrix() {

m\_rows = 0;

m\_columns = 0;

m\_matrix = NULL;

}

template <class T>

Matrix<T>::Matrix(const Matrix<T> &other) {

if(other.m\_matrix != NULL ) {

m\_matrix = NULL;

resize(other.m\_rows, other.m\_columns);

for(int i = 0 ; i < m\_rows ; i++ )

for(int j = 0 ; j < m\_columns ; j++ )

m\_matrix[i][j] = other.m\_matrix[i][j];

} else {

m\_matrix = NULL;

m\_rows = 0;

m\_columns = 0;

}

}

template <class T>

Matrix<T>::Matrix(int rows, int columns) {

m\_matrix = NULL;

resize(rows, columns);

}

template <class T>

Matrix<T> &

Matrix<T>::operator=(const Matrix<T> &other) {

if(other.m\_matrix != NULL ) {

resize(other.m\_rows, other.m\_columns);

for(int i = 0 ; i < m\_rows ; i++ )

for(int j = 0 ; j < m\_columns ; j++ )

m\_matrix[i][j] = other.m\_matrix[i][j];

} else {

for(int i = 0 ; i < m\_columns ; i++ )

delete [] m\_matrix[i];

delete [] m\_matrix;

m\_matrix = NULL;

m\_rows = 0;

m\_columns = 0;

}

return \*this;

}

template <class T>

Matrix<T>::~Matrix() {

if(m\_matrix != NULL ) {

for(int i = 0 ; i < m\_rows ; i++ )

delete [] m\_matrix[i];

delete [] m\_matrix;

}

m\_matrix = NULL;

}

template <class T>

void Matrix<T>::resize(int rows, int columns) {

if(m\_matrix == NULL ) {

m\_matrix = new T\*[rows];

for(int i = 0 ; i < rows ; i++ )

m\_matrix[i] = new T[columns];

m\_rows = rows;

m\_columns = columns;

clear();

} else {

T \*\*new\_matrix;

new\_matrix = new T\*[rows];

for(int i = 0 ; i < rows ; i++ ) {

new\_matrix[i] = new T[columns];

for(int j = 0 ; j < columns ; j++ )

new\_matrix[i][j] = 0;

}

int minrows = std::min<int>(rows, m\_rows);

int mincols = std::min<int>(columns, m\_columns);

for(int x = 0 ; x < minrows ; x++ )

for(int y = 0 ; y < mincols ; y++ )

new\_matrix[x][y] = m\_matrix[x][y];

if(m\_matrix != NULL ) {

for(int i = 0 ; i < m\_rows ; i++ )

delete [] m\_matrix[i];

delete [] m\_matrix;

}

m\_matrix = new\_matrix;

}

m\_rows = rows;

m\_columns = columns;

}

template <class T>

void Matrix<T>::clear() {

for(int i = 0 ; i < m\_rows ; i++ )

for(int j = 0 ; j < m\_columns ; j++ )

m\_matrix[i][j] = 0;

}

template <class T>

inline T& Matrix<T>::operator ()(int x, int y) {

return m\_matrix[x][y];

}

#include <list>

class Munkres {

public:

void solve(Matrix<double> &m);

private:

static const int NORMAL = 0;

static const int STAR = 1;

static const int PRIME = 2;

inline bool find\_uncovered\_in\_matrix(double,int&,int&);

inline bool pair\_in\_list(const std::pair<int,int> &, const std::list<std::pair<int,int> > &);

int step1(void);

int step2(void);

int step3(void);

int step4(void);

int step5(void);

int step6(void);

Matrix<int> mask\_matrix;

Matrix<double> matrix;

bool \*row\_mask;

bool \*col\_mask;

int saverow, savecol;

};

bool Munkres::find\_uncovered\_in\_matrix(double item, int &row, int &col) {

for(row = 0 ; row < matrix.rows() ; row++ )

if(!row\_mask[row] )

for(col = 0 ; col < matrix.columns() ; col++ )

if(!col\_mask[col] )

if(matrix(row,col) == item )

return true;

return false;

}

bool Munkres::pair\_in\_list(const std::pair<int,int> &needle, const std::list<std::pair<int,int> > &haystack) {

for(std::list<std::pair<int,int> >::const\_iterator i = haystack.begin() ; i != haystack.end() ; i++ )

if(needle == \*i )

return true;

return false;

}

int Munkres::step1(void) {

for(int row = 0 ; row < matrix.rows() ; row++ )

for(int col = 0 ; col < matrix.columns() ; col++ )

if(matrix(row,col) == 0 ) {

bool isstarred = false;

for(int nrow = 0 ; nrow < matrix.rows() ; nrow++ )

if(mask\_matrix(nrow,col) == STAR ) {

isstarred = true;

break;

}

if(!isstarred ) {

for(int ncol = 0 ; ncol < matrix.columns() ; ncol++ )

if(mask\_matrix(row,ncol) == STAR ) {

isstarred = true;

break;

}

}

if(!isstarred )

mask\_matrix(row,col) = STAR;

}

return 2;

}

int Munkres::step2(void) {

int rows = matrix.rows();

int cols = matrix.columns();

int covercount = 0;

for(int row = 0 ; row < rows ; row++ )

for(int col = 0 ; col < cols ; col++ )

if(mask\_matrix(row,col) == STAR ) {

col\_mask[col] = true;

covercount++;

}

int k = matrix.minsize();

if(covercount >= k ) {

return 0;

}

return 3;

}

int Munkres::step3(void) {

if(find\_uncovered\_in\_matrix(0, saverow, savecol) )

mask\_matrix(saverow,savecol) = PRIME;

else

return 5;

for(int ncol = 0 ; ncol < matrix.columns() ; ncol++ )

if(mask\_matrix(saverow,ncol) == STAR ) {

row\_mask[saverow] = true;

col\_mask[ncol] = false;

return 3;

}

return 4;

}

int Munkres::step4(void) {

int rows = matrix.rows();

int cols = matrix.columns();

std::list<std::pair<int,int> > seq;

std::pair<int,int> z0(saverow, savecol);

std::pair<int,int> z1(-1,-1);

std::pair<int,int> z2n(-1,-1);

seq.insert(seq.end(), z0);

int row, col = savecol;

bool madepair;

do {

madepair = false;

for(row = 0 ; row < rows ; row++ )

if(mask\_matrix(row,col) == STAR ) {

z1.first = row;

z1.second = col;

if(pair\_in\_list(z1, seq) )

continue;

madepair = true;

seq.insert(seq.end(), z1);

break;

}

if(!madepair )

break;

madepair = false;

for(col = 0 ; col < cols ; col++ )

if(mask\_matrix(row,col) == PRIME ) {

z2n.first = row;

z2n.second = col;

if(pair\_in\_list(z2n, seq) )

continue;

madepair = true;

seq.insert(seq.end(), z2n);

break;

}

} while(madepair );

for(std::list<std::pair<int,int> >::iterator i = seq.begin() ;

i != seq.end() ;

i++ ) {

if(mask\_matrix(i->first,i->second) == STAR )

mask\_matrix(i->first,i->second) = NORMAL;

if(mask\_matrix(i->first,i->second) == PRIME )

mask\_matrix(i->first,i->second) = STAR;

}

for(int row = 0 ; row < mask\_matrix.rows() ; row++ )

for(int col = 0 ; col < mask\_matrix.columns() ; col++ )

if(mask\_matrix(row,col) == PRIME )

mask\_matrix(row,col) = NORMAL;

for(int i = 0 ; i < rows ; i++ ) {

row\_mask[i] = false;

}

for(int i = 0 ; i < cols ; i++ ) {

col\_mask[i] = false;

}

return 2;

}

int Munkres::step5(void) {

int rows = matrix.rows();

int cols = matrix.columns();

double h = 0;

for(int row = 0 ; row < rows ; row++ ) {

if(!row\_mask[row] ) {

for(int col = 0 ; col < cols ; col++ ) {

if(!col\_mask[col] ) {

if((h > matrix(row,col) && matrix(row,col) != 0) || h == 0 ) {

h = matrix(row,col);

}

}

}

}

}

for(int row = 0 ; row < rows ; row++ )

if(row\_mask[row] )

for(int col = 0 ; col < cols ; col++ )

matrix(row,col) += h;

for(int col = 0 ; col < cols ; col++ )

if(!col\_mask[col] )

for(int row = 0 ; row < rows ; row++ )

matrix(row,col) -= h;

return 3;

}

void Munkres::solve(Matrix<double> &m) {

double highValue = 0;

for(int row = 0 ; row < m.rows() ; row++ ) {

for(int col = 0 ; col < m.columns() ; col++ ) {

if(m(row,col) != INFINITY && m(row,col) > highValue )

highValue = m(row,col);

}

}

highValue++;

for(int row = 0 ; row < m.rows() ; row++ )

for(int col = 0 ; col < m.columns() ; col++ )

if(m(row,col) == INFINITY )

m(row,col) = highValue;

bool notdone = true;

int step = 1;

this->matrix = m;

mask\_matrix.resize(matrix.rows(), matrix.columns());

row\_mask = new bool[matrix.rows()];

col\_mask = new bool[matrix.columns()];

for(int i = 0 ; i < matrix.rows() ; i++ ) {

row\_mask[i] = false;

}

for(int i = 0 ; i < matrix.columns() ; i++ ) {

col\_mask[i] = false;

}

while(notdone ) {

switch ( step ) {

case 0:

notdone = false;

break;

case 1:

step = step1();

break;

case 2:

step = step2();

break;

case 3:

step = step3();

break;

case 4:

step = step4();

break;

case 5:

step = step5();

break;

}

}

for(int row = 0 ; row < matrix.rows() ; row++ )

for(int col = 0 ; col < matrix.columns() ; col++ )

if(mask\_matrix(row,col) == STAR )

matrix(row,col) = 0;

else

matrix(row,col) = -1;

m = matrix;

delete [] row\_mask;

delete [] col\_mask;

}

## Longest Increasing Subsequence

#define STRICTLY\_INCREASING

vi LongestIncreasingSubsequence(vi v) {

vii best;

vi parent(v.size(), -1);

FOR(i, 0, v.size()) {

#ifdef STRICTLY\_INCREASING

ii item = ii(v[i], 0);

vii::iterator it = lower\_bound(best.begin(), best.end(), item);

item.second = i;

#else

ii item = ii(v[i], i);

vii::iterator it = upper\_bound(best.begin(), best.end(), item);

#endif

if (it == best.end()) {

parent[i] = (best.size() == 0 ? -1 : best.back().second);

best.push\_back(item);

} else {

parent[i] = parent[it->second];

\*it = item;

}

}

vi lis;

for(int i=best.back().second; i >= 0; i=parent[i])

lis.push\_back(v[i]);

reverse(lis.begin(), lis.end());

return lis;

}

## Maximum Subarray (Kadane)

int maximumSubarray(int numbers, int N) {

int maxSoFar = numbers[0], maxEndingHere = numbers[0];

for(int i=1; i<N; i++) {

if(maxEndingHere < 0) maxEndingHere = numbers[i];

else maxEndingHere += numbers[i];

maxSoFar = max(maxEndingHere, maxSoFar);

}

return maxSoFar;

}

## Range OR

typedef unsigned long long ull;

ull rangeOR(ull A, ull B) {

ull value = 0;

for(ull i=1ull << 63; i; i >>= 1) {

value <<= 1;

value += A/i&1 || B/i&1 || A/i != B/i;

}

return value;

}

## Regex

## String-Number Conversion

template <typename T>

string toString(T n) { ostringstream ss; ss << n; return ss.str(); }

template <typename T>

T toNum(const string &Text) { istringstream ss(Text); T result; return ss >> result ? result : 0; }

# Formulas

## Catalan Numbers

## Heron’s formula

, **where**

## Law of cosine

## Law of sine

## Newton Raphson

## Series: Arithmetic

## Series: Geometric

If |r| < 1

## Simpson’s Rule

## Stirling’s approximation

## Sum of Powers

# Stanford’s Notebook

## Dinic

// Adjacency list implementation of Dinic's blocking flow algorithm.

// This is very fast in practice, and only loses to push-relabel flow.

// Running time:

// O(|V|^2 |E|)

// INPUT:

// - graph, constructed using AddEdge()

// - source

// - sink

// OUTPUT:

// - maximum flow value

// - To obtain the actual flow values, look at all edges with

// capacity > 0 (zero capacity edges are residual edges).

struct Edge {

int from, to, cap, flow, index;

Edge(int from, int to, int cap, int flow, int index) :

from(from), to(to), cap(cap), flow(flow), index(index) {}

};

struct Dinic {

int N;

vector<vector<Edge> > G;

vector<Edge \*> dad;

vector<int> Q;

Dinic(int N) : N(N), G(N), dad(N), Q(N) {}

void AddEdge(int from, int to, int cap) {

G[from].push\_back(Edge(from, to, cap, 0, G[to].size()));

if (from == to) G[from].back().index++;

G[to].push\_back(Edge(to, from, 0, 0, G[from].size() - 1));

}

long long BlockingFlow(int s, int t) {

fill(dad.begin(), dad.end(), (Edge \*) NULL);

dad[s] = &G[0][0] - 1;

int head = 0, tail = 0;

Q[tail++] = s;

while (head < tail) {

int x = Q[head++];

for (int i = 0; i < G[x].size(); i++) {

Edge &e = G[x][i];

if (!dad[e.to] && e.cap - e.flow > 0) {

dad[e.to] = &G[x][i];

Q[tail++] = e.to;

}

}

}

if (!dad[t]) return 0;

long long totflow = 0;

for (int i = 0; i < G[t].size(); i++) {

Edge \*start = &G[G[t][i].to][G[t][i].index];

int amt = INF;

for (Edge \*e = start; amt && e != dad[s]; e = dad[e->from]) {

if (!e) { amt = 0; break; }

amt = min(amt, e->cap - e->flow);

}

if (amt == 0) continue;

for (Edge \*e = start; amt && e != dad[s]; e = dad[e->from]) {

e->flow += amt;

G[e->to][e->index].flow -= amt;

}

totflow += amt;

}

return totflow;

}

long long GetMaxFlow(int s, int t) {

long long totflow = 0;

while (long long flow = BlockingFlow(s, t))

totflow += flow;

return totflow;

}

};

## MinCostMaxFlow

// Implementation of min cost max flow algorithm using adjacency

// matrix (Edmonds and Karp 1972). This implementation keeps track of

// forward and reverse edges separately (so you can set cap[i][j] !=

// cap[j][i]). For a regular max flow, set all edge costs to 0.

// Running time, O(|V|^2) cost per augmentation

// max flow: O(|V|^3) augmentations

// min cost max flow: O(|V|^4 \* MAX\_EDGE\_COST) augmentations

// INPUT:

// - graph, constructed using AddEdge()

// - source

// - sink

// OUTPUT:

// - (maximum flow value, minimum cost value)

// - To obtain the actual flow, look at positive values only.

typedef vector<int> VI;

typedef vector<VI> VVI;

typedef long long L;

typedef vector<L> VL;

typedef vector<VL> VVL;

typedef pair<int, int> PII;

typedef vector<PII> VPII;

const L INF = numeric\_limits<L>::max() / 4;

struct MinCostMaxFlow {

int N;

VVL cap, flow, cost;

VI found;

VL dist, pi, width;

VPII dad;

MinCostMaxFlow(int N) :

N(N), cap(N, VL(N)), flow(N, VL(N)), cost(N, VL(N)),

found(N), dist(N), pi(N), width(N), dad(N) {}

void AddEdge(int from, int to, L cap, L cost) {

this->cap[from][to] = cap;

this->cost[from][to] = cost;

}

void Relax(int s, int k, L cap, L cost, int dir) {

L val = dist[s] + pi[s] - pi[k] + cost;

if (cap && val < dist[k]) {

dist[k] = val;

dad[k] = make\_pair(s, dir);

width[k] = min(cap, width[s]);

}

}

L Dijkstra(int s, int t) {

fill(found.begin(), found.end(), false);

fill(dist.begin(), dist.end(), INF);

fill(width.begin(), width.end(), 0);

dist[s] = 0;

width[s] = INF;

while (s != -1) {

int best = -1;

found[s] = true;

for (int k = 0; k < N; k++) {

if (found[k]) continue;

Relax(s, k, cap[s][k] - flow[s][k], cost[s][k], 1);

Relax(s, k, flow[k][s], -cost[k][s], -1);

if (best == -1 || dist[k] < dist[best]) best = k;

}

s = best;

}

for (int k = 0; k < N; k++)

pi[k] = min(pi[k] + dist[k], INF);

return width[t];

}

pair<L, L> GetMaxFlow(int s, int t) {

L totflow = 0, totcost = 0;

while (L amt = Dijkstra(s, t)) {

totflow += amt;

for (int x = t; x != s; x = dad[x].first) {

if (dad[x].second == 1) {

flow[dad[x].first][x] += amt;

totcost += amt \* cost[dad[x].first][x];

} else {

flow[x][dad[x].first] -= amt;

totcost -= amt \* cost[x][dad[x].first];

}

}

}

return make\_pair(totflow, totcost);

}

};

## PushRelabel

// Adjacency list implementation of FIFO push relabel maximum flow

// with the gap relabeling heuristic. This implementation is

// significantly faster than straight Ford-Fulkerson. It solves

// random problems with 10000 vertices and 1000000 edges in a few

// seconds, though it is possible to construct test cases that

// achieve the worst-case.

// Running time:

// O(|V|^3)

// INPUT:

// - graph, constructed using AddEdge()

// - source

// - sink

// OUTPUT:

// - maximum flow value

// - To obtain the actual flow values, look at all edges with

// capacity > 0 (zero capacity edges are residual edges).

typedef long long LL;

struct Edge {

int from, to, cap, flow, index;

Edge(int from, int to, int cap, int flow, int index) :

from(from), to(to), cap(cap), flow(flow), index(index) {}

};

struct PushRelabel {

int N;

vector<vector<Edge> > G;

vector<LL> excess;

vector<int> dist, active, count;

queue<int> Q;

PushRelabel(int N) : N(N), G(N), excess(N), dist(N), active(N), count(2\*N) {}

void AddEdge(int from, int to, int cap) {

G[from].push\_back(Edge(from, to, cap, 0, G[to].size()));

if (from == to) G[from].back().index++;

G[to].push\_back(Edge(to, from, 0, 0, G[from].size() - 1));

}

void Enqueue(int v) {

if (!active[v] && excess[v] > 0) { active[v] = true; Q.push(v); }

}

void Push(Edge &e) {

int amt = int(min(excess[e.from], LL(e.cap - e.flow)));

if (dist[e.from] <= dist[e.to] || amt == 0) return;

e.flow += amt;

G[e.to][e.index].flow -= amt;

excess[e.to] += amt;

excess[e.from] -= amt;

Enqueue(e.to);

}

void Gap(int k) {

for (int v = 0; v < N; v++) {

if (dist[v] < k) continue;

count[dist[v]]--;

dist[v] = max(dist[v], N+1);

count[dist[v]]++;

Enqueue(v);

}

}

void Relabel(int v) {

count[dist[v]]--;

dist[v] = 2\*N;

for (int i = 0; i < G[v].size(); i++)

if (G[v][i].cap - G[v][i].flow > 0)

dist[v] = min(dist[v], dist[G[v][i].to] + 1);

count[dist[v]]++;

Enqueue(v);

}

void Discharge(int v) {

for (int i = 0; excess[v] > 0 && i < G[v].size(); i++) Push(G[v][i]);

if (excess[v] > 0) {

if (count[dist[v]] == 1)

Gap(dist[v]);

else

Relabel(v);

}

}

LL GetMaxFlow(int s, int t) {

count[0] = N-1;

count[N] = 1;

dist[s] = N;

active[s] = active[t] = true;

for (int i = 0; i < G[s].size(); i++) {

excess[s] += G[s][i].cap;

Push(G[s][i]);

}

while (!Q.empty()) {

int v = Q.front();

Q.pop();

active[v] = false;

Discharge(v);

}

LL totflow = 0;

for (int i = 0; i < G[s].size(); i++) totflow += G[s][i].flow;

return totflow;

}

};

## MinCostMatching

// Min cost bipartite matching via shortest augmenting paths

// This is an O(n^3) implementation of a shortest augmenting path

// algorithm for finding min cost perfect matchings in dense

// graphs. In practice, it solves 1000x1000 problems in around 1

// second.

// cost[i][j] = cost for pairing left node i with right node j

// Lmate[i] = index of right node that left node i pairs with

// Rmate[j] = index of left node that right node j pairs with

// The values in cost[i][j] may be positive or negative. To perform

// maximization, simply negate the cost[][] matrix.

typedef vector<double> VD;

typedef vector<VD> VVD;

typedef vector<int> VI;

double MinCostMatching(const VVD &cost, VI &Lmate, VI &Rmate) {

int n = int(cost.size());

VD u(n);

VD v(n);

for (int i = 0; i < n; i++) {

u[i] = cost[i][0];

for (int j = 1; j < n; j++) u[i] = min(u[i], cost[i][j]);

}

for (int j = 0; j < n; j++) {

v[j] = cost[0][j] - u[0];

for (int i = 1; i < n; i++) v[j] = min(v[j], cost[i][j] - u[i]);

}

Lmate = VI(n, -1);

Rmate = VI(n, -1);

int mated = 0;

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

if (Rmate[j] != -1) continue;

if (fabs(cost[i][j] - u[i] - v[j]) < 1e-10) {

Lmate[i] = j;

Rmate[j] = i;

mated++;

break;

}

}

}

VD dist(n);

VI dad(n);

VI seen(n);

while (mated < n) {

int s = 0;

while (Lmate[s] != -1) s++;

fill(dad.begin(), dad.end(), -1);

fill(seen.begin(), seen.end(), 0);

for (int k = 0; k < n; k++)

dist[k] = cost[s][k] - u[s] - v[k];

int j = 0;

while (true) {

j = -1;

for (int k = 0; k < n; k++) {

if (seen[k]) continue;

if (j == -1 || dist[k] < dist[j]) j = k;

}

seen[j] = 1;

if (Rmate[j] == -1) break;

const int i = Rmate[j];

for (int k = 0; k < n; k++) {

if (seen[k]) continue;

const double new\_dist = dist[j] + cost[i][k] - u[i] - v[k];

if (dist[k] > new\_dist) {

dist[k] = new\_dist;

dad[k] = j;

}

}

}

for (int k = 0; k < n; k++) {

if (k == j || !seen[k]) continue;

const int i = Rmate[k];

v[k] += dist[k] - dist[j];

u[i] -= dist[k] - dist[j];

}

u[s] += dist[j];

while (dad[j] >= 0) {

const int d = dad[j];

Rmate[j] = Rmate[d];

Lmate[Rmate[j]] = j;

j = d;

}

Rmate[j] = s;

Lmate[s] = j;

mated++;

}

double value = 0;

for (int i = 0; i < n; i++)

value += cost[i][Lmate[i]];

return value;

}

## MaxBipartiteMatching

// This code performs maximum bipartite matching.

// Running time: O(|E| |V|) -- often much faster in practice

// INPUT: w[i][j] = edge between row node i and column node j

// OUTPUT: mr[i] = assignment for row node i, -1 if unassigned

// mc[j] = assignment for column node j, -1 if unassigned

// function returns number of matches made

typedef vector<int> VI;

typedef vector<VI> VVI;

bool FindMatch(int i, const VVI &w, VI &mr, VI &mc, VI &seen) {

for (int j = 0; j < w[i].size(); j++) {

if (w[i][j] && !seen[j]) {

seen[j] = true;

if (mc[j] < 0 || FindMatch(mc[j], w, mr, mc, seen)) {

mr[i] = j;

mc[j] = i;

return true;

}

}

}

return false;

}

int BipartiteMatching(const VVI &w, VI &mr, VI &mc) {

mr = VI(w.size(), -1);

mc = VI(w[0].size(), -1);

int ct = 0;

for (int i = 0; i < w.size(); i++) {

VI seen(w[0].size());

if (FindMatch(i, w, mr, mc, seen)) ct++;

}

return ct;

}

## MinCut

// Adjacency matrix implementation of Stoer-Wagner min cut algorithm.

// Running time:

// O(|V|^3)

// INPUT:

// - graph, constructed using AddEdge()

// OUTPUT:

// - (min cut value, nodes in half of min cut)

typedef vector<int> VI;

typedef vector<VI> VVI;

pair<int, VI> GetMinCut(VVI &weights) {

int N = weights.size();

VI used(N), cut, best\_cut;

int best\_weight = -1;

for (int phase = N-1; phase >= 0; phase--) {

VI w = weights[0];

VI added = used;

int prev, last = 0;

for (int i = 0; i < phase; i++) {

prev = last;

last = -1;

for (int j = 1; j < N; j++)

if (!added[j] && (last == -1 || w[j] > w[last])) last = j;

if (i == phase-1) {

for (int j = 0; j < N; j++) weights[prev][j] += weights[last][j];

for (int j = 0; j < N; j++) weights[j][prev] = weights[prev][j];

used[last] = true;

cut.push\_back(last);

if (best\_weight == -1 || w[last] < best\_weight) {

best\_cut = cut;

best\_weight = w[last];

}

} else {

for (int j = 0; j < N; j++)

w[j] += weights[last][j];

added[last] = true;

}

}

}

return make\_pair(best\_weight, best\_cut);

}

## Geometry

double INF = 1e100;

double EPS = 1e-12;

struct PT {

double x, y;

PT() {}

PT(double x, double y) : x(x), y(y) {}

PT(const PT &p) : x(p.x), y(p.y) {}

PT operator + (const PT &p) const { return PT(x+p.x, y+p.y); }

PT operator - (const PT &p) const { return PT(x-p.x, y-p.y); }

PT operator \* (double c) const { return PT(x\*c, y\*c ); }

PT operator / (double c) const { return PT(x/c, y/c ); }

};

double dot(PT p, PT q) { return p.x\*q.x+p.y\*q.y; }

double dist2(PT p, PT q) { return dot(p-q,p-q); }

double cross(PT p, PT q) { return p.x\*q.y-p.y\*q.x; }

ostream &operator<<(ostream &os, const PT &p) {

os << "(" << p.x << "," << p.y << ")"; }

// rotate a point CCW or CW around the origin

PT RotateCCW90(PT p) { return PT(-p.y,p.x); }

PT RotateCW90(PT p) { return PT(p.y,-p.x); }

PT RotateCCW(PT p, double t) {

return PT(p.x\*cos(t)-p.y\*sin(t), p.x\*sin(t)+p.y\*cos(t)); }

// project point c onto line through a and b

// assuming a != b

PT ProjectPointLine(PT a, PT b, PT c) {

return a + (b-a)\*dot(c-a, b-a)/dot(b-a, b-a); }

// project point c onto line segment through a and b

PT ProjectPointSegment(PT a, PT b, PT c) {

double r = dot(b-a,b-a);

if (fabs(r) < EPS) return a;

r = dot(c-a, b-a)/r;

if (r < 0) return a;

if (r > 1) return b;

return a + (b-a)\*r;

}

// compute distance from c to segment between a and b

double DistancePointSegment(PT a, PT b, PT c) {

return sqrt(dist2(c, ProjectPointSegment(a, b, c))); }

// compute distance between point (x,y,z) and plane ax+by+cz=d

double DistancePointPlane(double x, double y, double z,

double a, double b, double c, double d) {

return fabs(a\*x+b\*y+c\*z-d)/sqrt(a\*a+b\*b+c\*c); }

// determine if lines from a to b and c to d are parallel or collinear

bool LinesParallel(PT a, PT b, PT c, PT d) {

return fabs(cross(b-a, c-d)) < EPS; }

bool LinesCollinear(PT a, PT b, PT c, PT d) {

return LinesParallel(a, b, c, d)

&& fabs(cross(a-b, a-c)) < EPS

&& fabs(cross(c-d, c-a)) < EPS;

}

// determine if line segment from a to b intersects with

// line segment from c to d

bool SegmentsIntersect(PT a, PT b, PT c, PT d) {

if (LinesCollinear(a, b, c, d)) {

if (dist2(a, c) < EPS || dist2(a, d) < EPS ||

dist2(b, c) < EPS || dist2(b, d) < EPS) return true;

if (dot(c-a, c-b) > 0 && dot(d-a, d-b) > 0 && dot(c-b, d-b) > 0)

return false;

return true;

}

if (cross(d-a, b-a) \* cross(c-a, b-a) > 0) return false;

if (cross(a-c, d-c) \* cross(b-c, d-c) > 0) return false;

return true;

}

// compute intersection of line passing through a and b

// with line passing through c and d, assuming that unique

// intersection exists; for segment intersection, check if

// segments intersect first

PT ComputeLineIntersection(PT a, PT b, PT c, PT d) {

b=b-a; d=c-d; c=c-a;

assert(dot(b, b) > EPS && dot(d, d) > EPS);

return a + b\*cross(c, d)/cross(b, d);

}

// compute center of circle given three points

PT ComputeCircleCenter(PT a, PT b, PT c) {

b=(a+b)/2;

c=(a+c)/2;

return ComputeLineIntersection(b, b+RotateCW90(a-b), c, c+RotateCW90(a-c));

}

// determine if point is in a possibly non-convex polygon (by William

// Randolph Franklin); returns 1 for strictly interior points, 0 for

// strictly exterior points, and 0 or 1 for the remaining points.

// Note that it is possible to convert this into an \*exact\* test using

// integer arithmetic by taking care of the division appropriately

// (making sure to deal with signs properly) and then by writing exact

// tests for checking point on polygon boundary

bool PointInPolygon(const vector<PT> &p, PT q) {

bool c = 0;

for (int i = 0; i < p.size(); i++){

int j = (i+1)%p.size();

if ((p[i].y <= q.y && q.y < p[j].y ||

p[j].y <= q.y && q.y < p[i].y) &&

q.x < p[i].x + (p[j].x - p[i].x) \* (q.y - p[i].y) / (p[j].y - p[i].y))

c = !c;

}

return c;

}

// determine if point is on the boundary of a polygon

bool PointOnPolygon(const vector<PT> &p, PT q) {

for (int i = 0; i < p.size(); i++)

if (dist2(ProjectPointSegment(p[i], p[(i+1)%p.size()], q), q) < EPS)

return true;

return false;

}

// compute intersection of line through points a and b with

// circle centered at c with radius r > 0

vector<PT> CircleLineIntersection(PT a, PT b, PT c, double r) {

vector<PT> ret;

b = b-a;

a = a-c;

double A = dot(b, b);

double B = dot(a, b);

double C = dot(a, a) - r\*r;

double D = B\*B - A\*C;

if (D < -EPS) return ret;

ret.push\_back(c+a+b\*(-B+sqrt(D+EPS))/A);

if (D > EPS)

ret.push\_back(c+a+b\*(-B-sqrt(D))/A);

return ret;

}

// compute intersection of circle centered at a with radius r

// with circle centered at b with radius R

vector<PT> CircleCircleIntersection(PT a, PT b, double r, double R) {

vector<PT> ret;

double d = sqrt(dist2(a, b));

if (d > r+R || d+min(r, R) < max(r, R)) return ret;

double x = (d\*d-R\*R+r\*r)/(2\*d);

double y = sqrt(r\*r-x\*x);

PT v = (b-a)/d;

ret.push\_back(a+v\*x + RotateCCW90(v)\*y);

if (y > 0)

ret.push\_back(a+v\*x - RotateCCW90(v)\*y);

return ret;

}

// This code computes the area or centroid of a (possibly nonconvex)

// polygon, assuming that the coordinates are listed in a clockwise or

// counterclockwise fashion. Note that the centroid is often known as

// the "center of gravity" or "center of mass".

double ComputeSignedArea(const vector<PT> &p) {

double area = 0;

for(int i = 0; i < p.size(); i++) {

int j = (i+1) % p.size();

area += p[i].x\*p[j].y - p[j].x\*p[i].y;

}

return area / 2.0;

}

double ComputeArea(const vector<PT> &p) {

return fabs(ComputeSignedArea(p)); }

PT ComputeCentroid(const vector<PT> &p) {

PT c(0,0);

double scale = 6.0 \* ComputeSignedArea(p);

for (int i = 0; i < p.size(); i++){

int j = (i+1) % p.size();

c = c + (p[i]+p[j])\*(p[i].x\*p[j].y - p[j].x\*p[i].y);

}

return c / scale;

}

// tests whether or not a given polygon (in CW or CCW order) is simple

bool IsSimple(const vector<PT> &p) {

for (int i = 0; i < p.size(); i++) {

for (int k = i+1; k < p.size(); k++) {

int j = (i+1) % p.size();

int l = (k+1) % p.size();

if (i == l || j == k) continue;

if (SegmentsIntersect(p[i], p[j], p[k], p[l]))

return false;

}

}

return true;

}

int main() {

// expected: (-5,2)

cerr << RotateCCW90(PT(2,5)) << endl;

// expected: (5,-2)

cerr << RotateCW90(PT(2,5)) << endl;

// expected: (-5,2)

cerr << RotateCCW(PT(2,5),M\_PI/2) << endl;

// expected: (5,2)

cerr << ProjectPointLine(PT(-5,-2), PT(10,4), PT(3,7)) << endl;

// expected: (5,2) (7.5,3) (2.5,1)

cerr << ProjectPointSegment(PT(-5,-2), PT(10,4), PT(3,7)) << " "

<< ProjectPointSegment(PT(7.5,3), PT(10,4), PT(3,7)) << " "

<< ProjectPointSegment(PT(-5,-2), PT(2.5,1), PT(3,7)) << endl;

// expected: 6.78903

cerr << DistancePointPlane(4,-4,3,2,-2,5,-8) << endl;

// expected: 1 0 1

cerr << LinesParallel(PT(1,1), PT(3,5), PT(2,1), PT(4,5)) << " "

<< LinesParallel(PT(1,1), PT(3,5), PT(2,0), PT(4,5)) << " "

<< LinesParallel(PT(1,1), PT(3,5), PT(5,9), PT(7,13)) << endl;

// expected: 0 0 1

cerr << LinesCollinear(PT(1,1), PT(3,5), PT(2,1), PT(4,5)) << " "

<< LinesCollinear(PT(1,1), PT(3,5), PT(2,0), PT(4,5)) << " "

<< LinesCollinear(PT(1,1), PT(3,5), PT(5,9), PT(7,13)) << endl;

// expected: 1 1 1 0

cerr << SegmentsIntersect(PT(0,0), PT(2,4), PT(3,1), PT(-1,3)) << " "

<< SegmentsIntersect(PT(0,0), PT(2,4), PT(4,3), PT(0,5)) << " "

<< SegmentsIntersect(PT(0,0), PT(2,4), PT(2,-1), PT(-2,1)) << " "

<< SegmentsIntersect(PT(0,0), PT(2,4), PT(5,5), PT(1,7)) << endl;

// expected: (1,2)

cerr << ComputeLineIntersection(PT(0,0), PT(2,4), PT(3,1), PT(-1,3)) << endl;

// expected: (1,1)

cerr << ComputeCircleCenter(PT(-3,4), PT(6,1), PT(4,5)) << endl;

vector<PT> v;

v.push\_back(PT(0,0));

v.push\_back(PT(5,0));

v.push\_back(PT(5,5));

v.push\_back(PT(0,5));

// expected: 1 1 1 0 0

cerr << PointInPolygon(v, PT(2,2)) << " "

<< PointInPolygon(v, PT(2,0)) << " "

<< PointInPolygon(v, PT(0,2)) << " "

<< PointInPolygon(v, PT(5,2)) << " "

<< PointInPolygon(v, PT(2,5)) << endl;

// expected: 0 1 1 1 1

cerr << PointOnPolygon(v, PT(2,2)) << " "

<< PointOnPolygon(v, PT(2,0)) << " "

<< PointOnPolygon(v, PT(0,2)) << " "

<< PointOnPolygon(v, PT(5,2)) << " "

<< PointOnPolygon(v, PT(2,5)) << endl;

// expected: (1,6)

// (5,4) (4,5)

// blank line

// (4,5) (5,4)

// blank line

// (4,5) (5,4)

vector<PT> u = CircleLineIntersection(PT(0,6), PT(2,6), PT(1,1), 5);

for (int i = 0; i < u.size(); i++) cerr << u[i] << " "; cerr << endl;

u = CircleLineIntersection(PT(0,9), PT(9,0), PT(1,1), 5);

for (int i = 0; i < u.size(); i++) cerr << u[i] << " "; cerr << endl;

u = CircleCircleIntersection(PT(1,1), PT(10,10), 5, 5);

for (int i = 0; i < u.size(); i++) cerr << u[i] << " "; cerr << endl;

u = CircleCircleIntersection(PT(1,1), PT(8,8), 5, 5);

for (int i = 0; i < u.size(); i++) cerr << u[i] << " "; cerr << endl;

u = CircleCircleIntersection(PT(1,1), PT(4.5,4.5), 10, sqrt(2.0)/2.0);

for (int i = 0; i < u.size(); i++) cerr << u[i] << " "; cerr << endl;

u = CircleCircleIntersection(PT(1,1), PT(4.5,4.5), 5, sqrt(2.0)/2.0);

for (int i = 0; i < u.size(); i++) cerr << u[i] << " "; cerr << endl;

// area should be 5.0

// centroid should be (1.1666666, 1.166666)

PT pa[] = { PT(0,0), PT(5,0), PT(1,1), PT(0,5) };

vector<PT> p(pa, pa+4);

PT c = ComputeCentroid(p);

cerr << "Area: " << ComputeArea(p) << endl;

cerr << "Centroid: " << c << endl;

}
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// In this example, we read an input file containing three lines, each

// containing an even number of doubles, separated by commas. The first two

// lines represent the coordinates of two polygons, given in counterclockwise

// (or clockwise) order, which we will call "A" and "B". The last line

// contains a list of points, p[1], p[2], ...

// Our goal is to determine:

// (1) whether B - A is a single closed shape (as opposed to multiple shapes)

// (2) the area of B - A

// (3) whether each p[i] is in the interior of B - A

// INPUT:

// 0 0 10 0 0 10

// 0 0 10 10 10 0

// 8 6

// 5 1

// OUTPUT:

// The area is singular.

// The area is 25.0

// Point belongs to the area.

// Point does not belong to the area.

import java.util.\*;

import java.awt.geom.\*;

import java.io.\*;

public class JavaGeometry {

// make an array of doubles from a string

static double[] readPoints(String s) {

String[] arr = s.trim().split("\\s++");

double[] ret = new double[arr.length];

for (int i = 0; i < arr.length; i++) ret[i] = Double.parseDouble(arr[i]);

return ret;

}

// make an Area object from the coordinates of a polygon

static Area makeArea(double[] pts) {

Path2D.Double p = new Path2D.Double();

p.moveTo(pts[0], pts[1]);

for (int i = 2; i < pts.length; i += 2) p.lineTo(pts[i], pts[i+1]);

p.closePath();

return new Area(p);

}

// compute area of polygon

static double computePolygonArea(ArrayList<Point2D.Double> points) {

Point2D.Double[] pts = points.toArray(new Point2D.Double[points.size()]);

double area = 0;

for (int i = 0; i < pts.length; i++){

int j = (i+1) % pts.length;

area += pts[i].x \* pts[j].y - pts[j].x \* pts[i].y;

}

return Math.abs(area)/2;

}

// compute the area of an Area object containing several disjoint polygons

static double computeArea(Area area) {

double totArea = 0;

PathIterator iter = area.getPathIterator(null);

ArrayList<Point2D.Double> points = new ArrayList<Point2D.Double>();

while (!iter.isDone()) {

double[] buffer = new double[6];

switch (iter.currentSegment(buffer)) {

case PathIterator.SEG\_MOVETO:

case PathIterator.SEG\_LINETO:

points.add(new Point2D.Double(buffer[0], buffer[1]));

break;

case PathIterator.SEG\_CLOSE:

totArea += computePolygonArea(points);

points.clear();

break;

}

iter.next();

}

return totArea;

}

// notice that the main() throws an Exception -- necessary to

// avoid wrapping the Scanner object for file reading in a

// try { ... } catch block.

public static void main(String args[]) throws Exception {

Scanner scanner = new Scanner(new File("input.txt"));

// also,

// Scanner scanner = new Scanner (System.in);

double[] pointsA = readPoints(scanner.nextLine());

double[] pointsB = readPoints(scanner.nextLine());

Area areaA = makeArea(pointsA);

Area areaB = makeArea(pointsB);

areaB.subtract(areaA);

// also,

// areaB.exclusiveOr (areaA);

// areaB.add (areaA);

// areaB.intersect (areaA);

// (1) determine whether B - A is a single closed shape (as

// opposed to multiple shapes)

boolean isSingle = areaB.isSingular();

// also,

// areaB.isEmpty();

if (isSingle)

System.out.println("The area is singular.");

else

System.out.println("The area is not singular.");

// (2) compute the area of B - A

System.out.println("The area is " + computeArea(areaB) + ".");

// (3) determine whether each p[i] is in the interior of B - A

while (scanner.hasNextDouble()) {

double x = scanner.nextDouble();

assert(scanner.hasNextDouble());

double y = scanner.nextDouble();

if (areaB.contains(x,y)) {

System.out.println ("Point belongs to the area.");

} else {

System.out.println ("Point does not belong to the area.");

}

}

// Finally, some useful things we didn't use in this example:

// Ellipse2D.Double ellipse = new Ellipse2D.Double (double x, double y,

// double w, double h);

// creates an ellipse inscribed in box with bottom-left corner (x,y)

// and upper-right corner (x+y,w+h)

//

// Rectangle2D.Double rect = new Rectangle2D.Double (double x, double y,

// double w, double h);

// creates a box with bottom-left corner (x,y) and upper-right

// corner (x+y,w+h)

// Each of these can be embedded in an Area object (e.g., new Area (rect)).

}

}

## Geom3D.java

public class Geom3D {

// distance from point (x, y, z) to plane aX + bY + cZ + d = 0

public static double ptPlaneDist(double x, double y, double z,

double a, double b, double c, double d) {

return Math.abs(a\*x + b\*y + c\*z + d) / Math.sqrt(a\*a + b\*b + c\*c); }

// distance between parallel planes aX + bY + cZ + d1 = 0 and

// aX + bY + cZ + d2 = 0

public static double planePlaneDist(double a, double b, double c,

double d1, double d2) {

return Math.abs(d1 - d2) / Math.sqrt(a\*a + b\*b + c\*c); }

// distance from point (px, py, pz) to line (x1, y1, z1)-(x2, y2, z2)

// (or ray, or segment; in the case of the ray, the endpoint is the

// first point)

public static final int LINE = 0;

public static final int SEGMENT = 1;

public static final int RAY = 2;

public static double ptLineDistSq(double x1, double y1, double z1,

double x2, double y2, double z2, double px, double py, double pz,

int type) {

double pd2 = (x1-x2)\*(x1-x2) + (y1-y2)\*(y1-y2) + (z1-z2)\*(z1-z2);

double x, y, z;

if (pd2 == 0) {

x = x1;

y = y1;

z = z1;

} else {

double u = ((px-x1)\*(x2-x1) + (py-y1)\*(y2-y1) + (pz-z1)\*(z2-z1)) / pd2;

x = x1 + u \* (x2 - x1);

y = y1 + u \* (y2 - y1);

z = z1 + u \* (z2 - z1);

if (type != LINE && u < 0) {

x = x1;

y = y1;

z = z1;

}

if (type == SEGMENT && u > 1.0) {

x = x2;

y = y2;

z = z2;

}

}

return (x-px)\*(x-px) + (y-py)\*(y-py) + (z-pz)\*(z-pz);

}

public static double ptLineDist(double x1, double y1, double z1,

double x2, double y2, double z2, double px, double py, double pz,

int type) {

return Math.sqrt(ptLineDistSq(x1, y1, z1, x2, y2, z2, px, py, pz, type)); }

}

## Delaunay Triangulation

// Slow but simple Delaunay triangulation. Does not handle

// degenerate cases (from O'Rourke, Computational Geometry in C)

// Running time: O(n^4)

// INPUT: x[] = x-coordinates

// y[] = y-coordinates

// OUTPUT: triples = a vector containing m triples of indices

// corresponding to triangle vertices

typedef double T;

struct triple {

int i, j, k;

triple() {}

triple(int i, int j, int k) : i(i), j(j), k(k) {}

};

vector<triple> delaunayTriangulation(vector<T>& x, vector<T>& y) {

int n = x.size();

vector<T> z(n);

vector<triple> ret;

for (int i = 0; i < n; i++)

z[i] = x[i] \* x[i] + y[i] \* y[i];

for (int i = 0; i < n-2; i++) {

for (int j = i+1; j < n; j++) {

for (int k = i+1; k < n; k++) {

if (j == k) continue;

double xn = (y[j]-y[i])\*(z[k]-z[i]) - (y[k]-y[i])\*(z[j]-z[i]);

double yn = (x[k]-x[i])\*(z[j]-z[i]) - (x[j]-x[i])\*(z[k]-z[i]);

double zn = (x[j]-x[i])\*(y[k]-y[i]) - (x[k]-x[i])\*(y[j]-y[i]);

bool flag = zn < 0;

for (int m = 0; flag && m < n; m++)

flag = flag && ((x[m]-x[i])\*xn +

(y[m]-y[i])\*yn +

(z[m]-z[i])\*zn <= 0);

if (flag) ret.push\_back(triple(i, j, k));

}

}

}

return ret;

}

int main() {

T xs[]={0, 0, 1, 0.9};

T ys[]={0, 1, 0, 0.9};

vector<T> x(&xs[0], &xs[4]), y(&ys[0], &ys[4]);

vector<triple> tri = delaunayTriangulation(x, y);

//expected: 0 1 3

// 0 3 2

int i;

for(i = 0; i < tri.size(); i++)

printf("%d %d %d\n", tri[i].i, tri[i].j, tri[i].k);

return 0;

}
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struct cpx {

cpx(){}

cpx(double aa):a(aa){}

cpx(double aa, double bb):a(aa),b(bb){}

double a;

double b;

double modsq(void) const { return a \* a + b \* b; }

cpx bar(void) const { return cpx(a, -b); }

};

cpx operator +(cpx a, cpx b) { return cpx(a.a + b.a, a.b + b.b); }

cpx operator \*(cpx a, cpx b) { return cpx(a.a \* b.a - a.b \* b.b, a.a \* b.b + a.b \* b.a); }

cpx operator /(cpx a, cpx b) {

cpx r = a \* b.bar();

return cpx(r.a / b.modsq(), r.b / b.modsq());

}

cpx EXP(double theta) { return cpx(cos(theta),sin(theta)); }

const double two\_pi = 4 \* acos(0);

// in: input array

// out: output array

// step: {SET TO 1} (used internally)

// size: length of the input/output {MUST BE A POWER OF 2}

// dir: either plus or minus one (direction of the FFT)

// RESULT: out[k] = \sum\_{j=0}^{size - 1} in[j] \* exp(dir \* 2pi \* i \* j \* k / size)

void FFT(cpx \*in, cpx \*out, int step, int size, int dir) {

if(size < 1) return;

if(size == 1) {

out[0] = in[0];

return;

}

FFT(in, out, step \* 2, size / 2, dir);

FFT(in + step, out + size / 2, step \* 2, size / 2, dir);

for(int i = 0 ; i < size / 2 ; i++) {

cpx even = out[i];

cpx odd = out[i + size / 2];

out[i] = even + EXP(dir \* two\_pi \* i / size) \* odd;

out[i + size / 2] = even + EXP(dir \* two\_pi \* (i + size / 2) / size) \* odd;

}

}

// Usage:

// f[0...N-1] and g[0..N-1] are numbers

// Want to compute the convolution h, defined by

// h[n] = sum of f[k]g[n-k] (k = 0, ..., N-1).

// Here, the index is cyclic; f[-1] = f[N-1], f[-2] = f[N-2], etc.

// Let F[0...N-1] be FFT(f), and similarly, define G and H.

// The convolution theorem says H[n] = F[n]G[n] (element-wise product).

// To compute h[] in O(N log N) time, do the following:

// 1. Compute F and G (pass dir = 1 as the argument).

// 2. Get H by element-wise multiplying F and G.

// 3. Get h by taking the inverse FFT (use dir = -1 as the argument)

// and \*dividing by N\*. DO NOT FORGET THIS SCALING FACTOR.

int main() {

printf("If rows come in identical pairs, then everything works.\n");

cpx a[8] = {0, 1, cpx(1,3), cpx(0,5), 1, 0, 2, 0};

cpx b[8] = {1, cpx(0,-2), cpx(0,1), 3, -1, -3, 1, -2};

cpx A[8];

cpx B[8];

FFT(a, A, 1, 8, 1);

FFT(b, B, 1, 8, 1);

for(int i = 0 ; i < 8 ; i++)

printf("%7.2lf%7.2lf", A[i].a, A[i].b);

printf("\n");

for(int i = 0 ; i < 8 ; i++)

{

cpx Ai(0,0);

for(int j = 0 ; j < 8 ; j++)

Ai = Ai + a[j] \* EXP(j \* i \* two\_pi / 8);

printf("%7.2lf%7.2lf", Ai.a, Ai.b);

}

printf("\n");

cpx AB[8];

for(int i = 0 ; i < 8 ; i++)

AB[i] = A[i] \* B[i];

cpx aconvb[8];

FFT(AB, aconvb, 1, 8, -1);

for(int i = 0 ; i < 8 ; i++)

aconvb[i] = aconvb[i] / 8;

for(int i = 0 ; i < 8 ; i++)

printf("%7.2lf%7.2lf", aconvb[i].a, aconvb[i].b);

printf("\n");

for(int i = 0 ; i < 8 ; i++)

{

cpx aconvbi(0,0);

for(int j = 0 ; j < 8 ; j++)

aconvbi = aconvbi + a[j] \* b[(8 + i - j) % 8];

printf("%7.2lf%7.2lf", aconvbi.a, aconvbi.b);

}

printf("\n");

}

## Simplex

// Two-phase simplex algorithm for solving linear programs of the form

// maximize c^T x

// subject to Ax <= b

// x >= 0

// INPUT: A -- an m x n matrix

// b -- an m-dimensional vector

// c -- an n-dimensional vector

// x -- a vector where the optimal solution will be stored

// OUTPUT: value of the optimal solution (infinity if unbounded

// above, nan if infeasible)

// To use this code, create an LPSolver object with A, b, and c as

// arguments. Then, call Solve(x).

#include <limits>

typedef long double DOUBLE;

typedef vector<DOUBLE> VD;

typedef vector<VD> VVD;

typedef vector<int> VI;

const DOUBLE EPS = 1e-9;

struct LPSolver {

int m, n;

VI B, N;

VVD D;

LPSolver(const VVD &A, const VD &b, const VD &c) :

m(b.size()), n(c.size()), N(n+1), B(m), D(m+2, VD(n+2)) {

for (int i = 0; i < m; i++) for (int j = 0; j < n; j++) D[i][j] = A[i][j];

for (int i = 0; i < m; i++) { B[i] = n+i; D[i][n] = -1; D[i][n+1] = b[i]; }

for (int j = 0; j < n; j++) { N[j] = j; D[m][j] = -c[j]; }

N[n] = -1; D[m+1][n] = 1;

}

void Pivot(int r, int s) {

for (int i = 0; i < m+2; i++) if (i != r)

for (int j = 0; j < n+2; j++) if (j != s)

D[i][j] -= D[r][j] \* D[i][s] / D[r][s];

for (int j = 0; j < n+2; j++) if (j != s) D[r][j] /= D[r][s];

for (int i = 0; i < m+2; i++) if (i != r) D[i][s] /= -D[r][s];

D[r][s] = 1.0 / D[r][s];

swap(B[r], N[s]);

}

bool Simplex(int phase) {

int x = phase == 1 ? m+1 : m;

while (true) {

int s = -1;

for (int j = 0; j <= n; j++) {

if (phase == 2 && N[j] == -1) continue;

if (s == -1 || D[x][j] < D[x][s] || D[x][j] == D[x][s] && N[j] < N[s]) s = j;

}

if (D[x][s] >= -EPS) return true;

int r = -1;

for (int i = 0; i < m; i++) {

if (D[i][s] <= 0) continue;

if (r == -1 || D[i][n+1] / D[i][s] < D[r][n+1] / D[r][s] ||

D[i][n+1] / D[i][s] == D[r][n+1] / D[r][s] && B[i] < B[r]) r = i;

}

if (r == -1) return false;

Pivot(r, s);

}

}

DOUBLE Solve(VD &x) {

int r = 0;

for (int i = 1; i < m; i++) if (D[i][n+1] < D[r][n+1]) r = i;

if (D[r][n+1] <= -EPS) {

Pivot(r, n);

if (!Simplex(1) || D[m+1][n+1] < -EPS) return -numeric\_limits<DOUBLE>::infinity();

for (int i = 0; i < m; i++) if (B[i] == -1) {

int s = -1;

for (int j = 0; j <= n; j++)

if (s == -1 || D[i][j] < D[i][s] || D[i][j] == D[i][s] && N[j] < N[s]) s = j;

Pivot(i, s);

}

}

if (!Simplex(2)) return numeric\_limits<DOUBLE>::infinity();

x = VD(n);

for (int i = 0; i < m; i++) if (B[i] < n) x[B[i]] = D[i][n+1];

return D[m][n+1];

}

};

int main() {

const int m = 4;

const int n = 3;

DOUBLE \_A[m][n] = {

{ 6, -1, 0 },

{ -1, -5, 0 },

{ 1, 5, 1 },

{ -1, -5, -1 }

};

DOUBLE \_b[m] = { 10, -4, 5, -5 };

DOUBLE \_c[n] = { 1, -1, 0 };

VVD A(m);

VD b(\_b, \_b + m);

VD c(\_c, \_c + n);

for (int i = 0; i < m; i++) A[i] = VD(\_A[i], \_A[i] + n);

LPSolver solver(A, b, c);

VD x;

DOUBLE value = solver.Solve(x);

cerr << "VALUE: "<< value << endl;

cerr << "SOLUTION:";

for (size\_t i = 0; i < x.size(); i++) cerr << " " << x[i];

cerr << endl;

return 0;

}

## KDTree

// --------------------------------------------------------------------------

// A straightforward, but probably sub-optimal KD-tree implmentation that's

// probably good enough for most things (current it's a 2D-tree)

// - constructs from n points in O(n lg^2 n) time

// - handles nearest-neighbor query in O(lg n) if points are well distributed

// - worst case for nearest-neighbor may be linear in pathological case

// --------------------------------------------------------------------------

#include <limits>

typedef long long ntype;

const ntype sentry = numeric\_limits<ntype>::max();

// point structure for 2D-tree, can be extended to 3D

struct point {

ntype x, y;

point(ntype xx = 0, ntype yy = 0) : x(xx), y(yy) {}

};

bool operator==(const point &a, const point &b) {

return a.x == b.x && a.y == b.y; }

bool on\_x(const point &a, const point &b) {

return a.x < b.x; }

bool on\_y(const point &a, const point &b) {

return a.y < b.y; }

ntype pdist2(const point &a, const point &b) {

ntype dx = a.x-b.x, dy = a.y-b.y;

return dx\*dx + dy\*dy;

}

struct bbox {

ntype x0, x1, y0, y1;

bbox() : x0(sentry), x1(-sentry), y0(sentry), y1(-sentry) {}

void compute(const vector<point> &v) {

for (int i = 0; i < v.size(); ++i) {

x0 = min(x0, v[i].x); x1 = max(x1, v[i].x);

y0 = min(y0, v[i].y); y1 = max(y1, v[i].y);

}

}

ntype distance(const point &p) {

if (p.x < x0) {

if (p.y < y0) return pdist2(point(x0, y0), p);

else if (p.y > y1) return pdist2(point(x0, y1), p);

else return pdist2(point(x0, p.y), p);

}

else if (p.x > x1) {

if (p.y < y0) return pdist2(point(x1, y0), p);

else if (p.y > y1) return pdist2(point(x1, y1), p);

else return pdist2(point(x1, p.y), p);

}

else {

if (p.y < y0) return pdist2(point(p.x, y0), p);

else if (p.y > y1) return pdist2(point(p.x, y1), p);

else return 0;

}

}

};

struct kdnode {

bool leaf; // true if this is a leaf node (has one point)

point pt; // the single point of this is a leaf

bbox bound; // bounding box for set of points in children

kdnode \*first, \*second; // two children of this kd-node

kdnode() : leaf(false), first(0), second(0) {}

~kdnode() { if (first) delete first; if (second) delete second; }

// intersect a point with this node (returns squared distance)

ntype intersect(const point &p) {

return bound.distance(p); }

// recursively builds a kd-tree from a given cloud of points

void construct(vector<point> &vp) {

// compute bounding box for points at this node

bound.compute(vp);

// if we're down to one point, then we're a leaf node

if (vp.size() == 1) {

leaf = true;

pt = vp[0];

}

else {

// split on x if the bbox is wider than high (not best heuristic...)

if (bound.x1-bound.x0 >= bound.y1-bound.y0)

sort(vp.begin(), vp.end(), on\_x);

// otherwise split on y-coordinate

else

sort(vp.begin(), vp.end(), on\_y);

// divide by taking half the array for each child

// (not best performance if many duplicates in the middle)

int half = vp.size()/2;

vector<point> vl(vp.begin(), vp.begin()+half);

vector<point> vr(vp.begin()+half, vp.end());

first = new kdnode(); first->construct(vl);

second = new kdnode(); second->construct(vr);

}

}

};

// simple kd-tree class to hold the tree and handle queries

struct kdtree {

kdnode \*root;

// constructs a kd-tree from a points (copied here, as it sorts them)

kdtree(const vector<point> &vp) {

vector<point> v(vp.begin(), vp.end());

root = new kdnode();

root->construct(v);

}

~kdtree() { delete root; }

// recursive search method returns squared distance to nearest point

ntype search(kdnode \*node, const point &p) {

if (node->leaf) {

// commented special case tells a point not to find itself

// if (p == node->pt) return sentry;

// else

return pdist2(p, node->pt);

}

ntype bfirst = node->first->intersect(p);

ntype bsecond = node->second->intersect(p);

// choose the side with the closest bounding box to search first

// (note that the other side is also searched if needed)

if (bfirst < bsecond) {

ntype best = search(node->first, p);

if (bsecond < best)

best = min(best, search(node->second, p));

return best;

} else {

ntype best = search(node->second, p);

if (bfirst < best)

best = min(best, search(node->first, p));

return best;

}

}

// squared distance to the nearest

ntype nearest(const point &p) {

return search(root, p); }

};

int main(){

vector<point> vp;

for (int i = 0; i < 100000; ++i) {

vp.push\_back(point(rand()%100000, rand()%100000));

}

kdtree tree(vp);

for (int i = 0; i < 10; ++i) {

point q(rand()%100000, rand()%100000);

cout << "Closest squared distance to (" << q.x << ", " << q.y << ")"

<< " is " << tree.nearest(q) << endl;

}

}

// Primes less than 1000:

// 2 3 5 7 11 13 17 19 23 29 31 37

// 41 43 47 53 59 61 67 71 73 79 83 89

// 97 101 103 107 109 113 127 131 137 139 149 151

// 157 163 167 173 179 181 191 193 197 199 211 223

// 227 229 233 239 241 251 257 263 269 271 277 281

// 283 293 307 311 313 317 331 337 347 349 353 359

// 367 373 379 383 389 397 401 409 419 421 431 433

// 439 443 449 457 461 463 467 479 487 491 499 503

// 509 521 523 541 547 557 563 569 571 577 587 593

// 599 601 607 613 617 619 631 641 643 647 653 659

// 661 673 677 683 691 701 709 719 727 733 739 743

// 751 757 761 769 773 787 797 809 811 821 823 827

// 829 839 853 857 859 863 877 881 883 887 907 911

// 919 929 937 941 947 953 967 971 977 983 991 997

// Other primes:

// The largest prime smaller than 10 is 7.

// The largest prime smaller than 100 is 97.

// The largest prime smaller than 1000 is 997.

// The largest prime smaller than 10000 is 9973.

// The largest prime smaller than 100000 is 99991.

// The largest prime smaller than 1000000 is 999983.

// The largest prime smaller than 10000000 is 9999991.

// The largest prime smaller than 100000000 is 99999989.

// The largest prime smaller than 1000000000 is 999999937.

// The largest prime smaller than 10000000000 is 9999999967.

// The largest prime smaller than 100000000000 is 99999999977.

// The largest prime smaller than 1000000000000 is 999999999989.

// The largest prime smaller than 10000000000000 is 9999999999971.

// The largest prime smaller than 100000000000000 is 99999999999973.

// The largest prime smaller than 1000000000000000 is 999999999999989.

// The largest prime smaller than 10000000000000000 is 9999999999999937.

// The largest prime smaller than 100000000000000000 is 99999999999999997.

// The largest prime smaller than 1000000000000000000 is 999999999999999989.

## Edmonds Graph Matching

struct edge {

int v, nx;

};

const int MAXN = 1000, MAXE = 2000;

edge graph[MAXE];

int last[MAXN], match[MAXN], px[MAXN], base[MAXN], N, edges;

bool used[MAXN], blossom[MAXN], lused[MAXN];

inline void add\_edge(int u, int v) {

graph[edges] = (edge) {v, last[u]};

last[u] = edges++;

graph[edges] = (edge) {u, last[v]};

last[v] = edges++;

}

void mark\_path(int v, int b, int children) {

while (base[v] != b) {

blossom[base[v]] = blossom[base[match[v]]] = true;

px[v] = children;

children = match[v];

v = px[match[v]];

}

}

int lca(int a, int b) {

memset(lused, 0, N);

while (1) {

lused[a = base[a]] = true;

if (match[a] == -1)

break;

a = px[match[a]];

}

while (1) {

b = base[b];

if (lused[b])

return b;

b = px[match[b]];

}

}

int find\_path(int root) {

memset(used, 0, N);

memset(px, -1, sizeof(int) \* N);

for (int i = 0; i < N; ++i)

base[i] = i;

used[root] = true;

queue<int> q;

q.push(root);

int v, e, to, i;

while (!q.empty()) {

v = q.front(); q.pop();

for (e = last[v]; e >= 0; e = graph[e].nx) {

to = graph[e].v;

if (base[v] == base[to] || match[v] == to)

continue;

if (to == root || (match[to] != -1 && px[match[to]] != -1)) {

int curbase = lca(v, to);

memset(blossom, 0, N);

mark\_path(v, curbase, to);

mark\_path(to, curbase, v);

for (i = 0; i < N; ++i)

if (blossom[base[i]]) {

base[i] = curbase;

if (!used[i]) {

used[i] = true;

q.push(i);

}

}

} else if (px[to] == -1) {

px[to] = v;

if (match[to] == -1)

return to;

to = match[to];

used[to] = true;

q.push(to);

}

}

}

return -1;

}

void build\_pre\_matching() {

int u, e, v;

for (u = 0; u < N; ++u)

if (match[u] == -1)

for (e = last[u]; e >= 0; e = graph[e].nx) {

v = graph[e].v;

if (match[v] == -1) {

match[u] = v;

match[v] = u;

break;

}

}

}

void edmonds() {

memset(match, 0xff, sizeof(int) \* N);

build\_pre\_matching();

int i, v, pv, ppv;

for (i = 0; i < N; ++i)

if (match[i] == -1) {

v = find\_path(i);

while (v != -1) {

pv = px[v], ppv = match[pv];

match[v] = pv, match[pv] = v;

v = ppv;

}

}

}

## Roman Numerals

string fill( char c, int n )

{

string s;

while( n-- ) s += c;

return s;

}

string toRoman( int n )

{

if( n < 4 ) return fill( 'i', n );

if( n < 6 ) return fill( 'i', 5 - n ) + "v";

if( n < 9 ) return string( "v" ) + fill( 'i', n - 5 );

if( n < 11 ) return fill( 'i', 10 - n ) + "x";

if( n < 40 ) return fill( 'x', n / 10 ) + toRoman( n % 10 );

if( n < 60 ) return fill( 'x', 5 - n / 10 ) + 'l' + toRoman( n % 10 );

if( n < 90 ) return string( "l" ) + fill( 'x', n / 10 - 5 ) + toRoman( n % 10 );

if( n < 110 ) return fill( 'x', 10 - n / 10 ) + "c" + toRoman( n % 10 );

if( n < 400 ) return fill( 'c', n / 100 ) + toRoman( n % 100 );

if( n < 600 ) return fill( 'c', 5 - n / 100 ) + 'd' + toRoman( n % 100 );

if( n < 900 ) return string( "d" ) + fill( 'c', n / 100 - 5 ) + toRoman( n % 100 );

if( n < 1100 ) return fill( 'c', 10 - n / 100 ) + "m" + toRoman( n % 100 );

if( n < 4000 ) return fill( 'm', n / 1000 ) + toRoman( n % 1000 );

return "?";

}

## Hamiltonian Path

**DP over subsets**  
Consider a set of elements numbered from 0 to *N* - 1. Each subset of this set can be encoded by a sequence of *N* bits (we will call this sequence "a mask"). The *i*-th element belongs to the subset if and only if the *i*-th bit of the mask equals 1. For instance, the mask00010011 means that the subset of the set [0... 7] consists of elements 0, 1 and 4. There are totally 2*N* masks, and so 2*N* subsets. Each mask is in fact an integer number written in binary notation.  
  
The method is to assign a value to each mask (and, therefore, to each subset) and compute the values for new masks using already computed values. As a rule, to find the value for a subset *A* we remove an element in every possible way and use values for obtained subsets *A*'1, *A*'2, ... , *A*'*k* to compute the value for *A*. This means that the values for *Ai*' must have been computed already, so we need to establish an ordering in which masks will be considered. It's easy to see that the natural ordering will do: go over masks in increasing order of corresponding numbers.  
  
We will use the following notation:  
*bit*(*i*, *mask*) - the *i*-th bit of *mask*  
*count*(*mask*) - the number of non-zero bits in *mask*  
*first*(*mask*) - the number of the lowest non-zero bit in *mask*  
(*a*?*b*: *c*) - returns *b* if *a* holds, or *c* otherwise.  
The elements of our set will be vertices of the graph. For the sake of simplicity we'll assume that the graph is undirected. Modification of the algorithms for directed graphs is left as an exercise for the reader.  
**1. Search for the shortest Hamiltonian walk**  
Let the graph *G* = (*V*, *E*) have *n* vertices, and each edge ![http://codeforces.ru/renderer/fb97fc98861a658734b29d8cc24d171bea427581.png](data:image/png;base64,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) have a weight *d*(*i*, *j*). We want to find a Hamiltonian walk for which the sum of weights of its edges is minimal.  
  
Let *dp*[*mask*][*i*] be the length of the shortest Hamiltonian walk in the subgraph generated by vertices in *mask*, that ends in the vertex*i*.  
  
The DP can be calculated by the following formulas:  
*dp*[*mask*][*i*] = 0, if *count*(*mask*) = 1 and *bit*(*i*, *mask*) = 1;  
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*dp*[*mask*][*i*] = ∞ in other cases.  
  
Now the desired minimal length is ![http://codeforces.ru/renderer/08eb43b83b4ebb0f7c8ed636fc97b5e75b147027.png](data:image/png;base64,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). If *pmin* = ∞, then there is no Hamiltonian walk in the graph. Otherwise it's easy to recover the walk itself. Let the minimal walk end in the vertex *i*. Then the vertex *j* ≠ *i*, for which ![http://codeforces.ru/renderer/9ca73bb90455f811deac9b96bd79fc78cbbff63a.png](data:image/png;base64,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), is the previous vertex in the path. Now remove *i* from the set and find the vertex previous to *j* in the same way. Continuing this process until only one vertex is left, we'll find the whole Hamiltonian walk.  
  
This solution requires *O*(2*nn*) of memory and *O*(2*nn*2) of time.  
**2. Finding the number of Hamiltonian walks**  
Let the graph *G* = (*V*, *E*) be unweighted. We'll modify the previous algorithm. Let *dp*[*mask*][*i*] be the number of Hamiltonian walks on the subset *mask*, which end in the vertex *i*. The DP is rewritten in the following way:  
*dp*[*mask*][*i*] = 1, if *count*(*mask*) = 1 and *bit*(*i*, *mask*) = 1;  
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*dp*[*mask*][*i*] = 0 in other cases.  
  
The answer is ![http://codeforces.ru/renderer/4c5a229855b809f2f3171898869f4d703c5e73ca.png](data:image/png;base64,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).  
  
This solution requires *O*(2*nn*) of memory and *O*(2*nn*2) of time.  
  
**3. Finding the number of simple paths**  
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This solution requires *O*(2*nn*) of memory and *O*(2*nn*2) of time.  
**4. Check for existence of Hamiltonian walk**  
We can use solution 2 replacing the sum with bitwise OR. *dp*[*mask*][*i*] will contain a boolean value - whether there exists a Hamiltonian walk over the subset *mask* which ends in the vertex *i*. DP is the following:  
*dp*[*mask*][*i*] = 1, if *count*(*mask*) = 1 and *bit*(*i*, *mask*) = 1;  
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*dp*[*mask*][*i*] = 0 in other cases.  
  
This solution, like solution 2, requires *O*(2*nn*) of memory and *O*(2*nn*2) of time. It can be improved in the following way.  
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DP will be rewritten in the following way:  
*dp*'[*mask*] = 2*i*, if *count*(*mask*) = 1 and *bit*(*i*, *mask*) = 1;  
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*dp*'[*mask*] = 0 in other cases.  
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The final test is to compare *dp*[2*n* - 1] to 0.  
This solution uses *O*(2*n*) of memory and *O*(2*nn*) of time.  
**5. Finding the shortest Hamiltonian cycle**  
Since we don't care at which vertex the cycle starts, assume that it starts at 0. Now use solution 1 for the subset of vertices, changing the formulas in the following way:  
*dp*[1][0] = 0;  
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*dp*[*mask*][*i*] = ∞ in other cases.  
  
So *dp*[*mask*][*i*] contains the length of the shortest Hamiltonian walk over the subset *mask*, starting at 0 and ending at *i*.  
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**6. Finding the number of Hamiltonian cycles**  
Using ideas from solutions 5 and 2 one can derive a DP calculating the number of Hamiltonian cycles requiring *O*(2*nn*2) of time and*O*(2*nn*) of memory.  
**7. Finding the number of simple cycles**  
Let *dp*[*mask*][*i*] be the number of Hamiltonian walks over the subset *mask*, starting at the vertex *first*(*mask*) and ending at the vertex*i*. DP looks like this:  
*dp*[*mask*][*i*] = 1, if *count*(*mask*) = 1 and *bit*(*i*, *mask*) = 1;  
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*dp*[*mask*][*i*] = 0 otherwise.  
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This solution requres *O*(2*nn*2) of time and *O*(2*nn*) of memory.  
  
**8. Checking for existence of Hamiltonian cycle**  
We can modify solution 5 and, using the trick from solution 4, obtain an algorithm requiring *O*(2*nn*) of time and *O*(2*n*) of memory.

## Factorial Modulo

int factmod (int n, int p) {

long long res = 1;

while (n > 1) {

res = (res \* modpow (p-1, n/p, p)) % p;

for (int i=2; i<=n %p; ++i)

res = (res \* i) % p;

n /= p;

}

return int (res % p);

}