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**摘要：**

太阳系高精度行星历表由来已久。美国喷气推进实验室
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## 引言

大行星历表的构建是一个基本的动力学时空框架工作，深受各个天文与航空航天大国的重视，其用途极为广泛。从早期的观天授时，到近现代的深空探测，都需要太阳、月球和行星的精确空间位置信息作为支撑。

来自不同国家的多个团队都开展过月球和大行星历表的独立研究和构建。目前，世界上使用非常广泛的、精度很高的数值星历表有三个，包括美国喷气推进实验室研发的DE系列行星历表、法国巴黎天文台研发的INPOP系列行星历表以及俄罗斯科学院应用天文研究所研发的EPM系列行星历表。在三种行星历表中，美国的DE历表因开发的时间比较早而被广泛使用，除了用于不同国家的月球深空探测任务之外，还被嵌入各类天体测量、卫星导航等需要高精度计算行星位置的软件中。但是这并不能说明DE历表比INPOP和EPM历表更精确；由于观测数据的公开化，INPOP历表和EPM历表在使用的数据和模型上与DE历表基本相同，只是在处理方法上有些差别，三者的精度是很接近的。由于DE历表进入国内较早，大量航空航天程序均使用DE历表，其接口格式都为DE历表所规定的接口格式，这导致其难以使用INPOP历表和EPM历表。近年来，由于中美关系变化，我们已经不能轻松下载并使用新版DE历表，因此我们需要寻求DE历表的替代品，那就是与之精度相近的INPOP历表和EPM历表。本文尝试统一DE系列行星历表、INPOP行星历表和EPM行星历表的接口格式为最新版本的DE历表——DE436所规定的格式，令以前使用DE历表的程序同样可以很方便地使用INPOP历表和EPM历表正常工作。

## 第一节：DE历表简介

DE436历表是最新版本DE历表，其对之前的DE历表做了精度校正，也加入了之前DE历表所不具备的一些功能。

DE历表主要由四部分构成，其分别为头文件（header文件）、数据文件（asc文件）、测试文件（testpo文件）和程序文件（.f文件）。其中，头文件中包含了DE历表的单位数据长度、起止时间、常数值和插值系数；数据文件包含具体的，记载大行星位置、章动、月球天平动等的数据；测试文件包含了一些参考结果，可以测试生成的二进制历表文件的正确性；程序文件用来生成二进制历表文件，并且对其进行测试。

DE历表的使用方法如下：

1. 访问喷气推进实验室官方网站，下载DE436历表（所有以.436结尾的文件，包括header.436，所有的ascp\*.436和testpo.436）和所需的fortran程序文件（包括asc2eph.f和testeph.f）。
2. 将其中header.436文件和所有ascp\*.436文件拼接成为in文件。
3. 使用asc2eph.f将in文件转换为二进制格式的JPLEPH文件。
4. JPLEPH文件已经可以使用。可以使用testeph.f和testpo.436测试生成的JPLEPH文件。

testeph.f提供许多函数，其中最重要的函数是PLEPH函数，可以用其查询在国际天球参考架下，给定儒略日T时指定天体A相对于指定天体B的相对位置和速度。下表给出testeph.f提供的所有函数和其功能

|  |  |  |
| --- | --- | --- |
| **函数** | **功能** | **说明** |
| PLEPH | 计算天体之间的相对位置和速度 |  |
| READHD | 读取二进制历表的表头 |  |
| INTCHB | 插值函数，计算两条记录中间时刻的天体位置 |  |
| DPLEPH | 可以提供小数的时间 | PLEPH的另一入口 |
| CONST | 读取常数 | PLEPH的另一入口 |
| PL\_UNITS | 确定输出的单位 | PLEPH的另一入口 |

INPOP历表和EPM历表都有和DE历表格式相似的文件，但是其内部存在差别。不同版本的DE历表内部也存在细微差别。为了统一这些差别，我们特此撰写本程序，可以用同样的步骤来针对不同的历表生成可以被testeph.f读取的二进制文件。

## 第二节：统一工作

为了统一三大行星历表的接口为DE历表所规定的格式，首先我们需要了解DE历表的组成。DE历表由表头和若干组（GROUP）组成，按照顺序依次如下表：

|  |  |  |
| --- | --- | --- |
| **GROUP编号** | **含义** | **说明** |
| 无 |  | 每一条记录的长度 |
| 1010 | 标题 |  |
| 1030 | 时间轴 | 历表的开始时间、结束时间和两条记录之间的时间差 |
| 1040 | 常数名 |  |
| 1041 | 常数值 |  |
| 1050 | 系数 | 拟合时所用的插值多项式系数 |
| 1070 | 具体记录 | 历表主体 |

不同版本的DE历表，以及INPOP和EPM提供的类似DE格式的历表，其差别主要有以下几点：

1. 每一条记录的长度不同。

2. 常数个数不同。

3. 插值多项式系数个数不同。

为了为不同的历表生成DE历表格式的二进制历表文件，我们需要统一其中的差别。由于fortran语言对文件格式要求非常严格，我们不便于直接修改fortran程序来适应所有情况，因此我们使用C++语言重新编写了asc2eph.f，使用std::cin进行读入，忽略历表内的具体格式，得到了与asc2eph.f功能一样的asc2eph.cpp。该程序按以下步骤工作：

|  |  |
| --- | --- |
| **步骤** | **说明** |
| 读入每一条记录的长度 | 消除空格的差异 |
| 读入历表的标题 | 根据是否读到下一GROUP判断是否读完，消除标题长度的差异 |
| 读入时间轴 | 消除空格的差异 |
| 读入常数名 | 消除空格的差异；消除常数个数的差异 |
| 读入常数值 | 消除空格的差异 |
| 读入插值多项式系数 | 根据是否读到下一GROUP判断是否读完，消除系数个数不同的差异 |
| 将以上读到的内容写入目标文件 | 需要用户自定义目标文件名 |
| 依次读入每一条记录并写入目标文件 |  |

每一条记录的长度需要用户输入，也可以通过用户提供的header文件分析出来，其余的因素均可以通过给定的文件分析出来。具体实现详见asc2eph.cpp。

## 第三节：环境准备

运行本项目之前需要先配置环境并下载程序源代码和所需的历表文件。本项目包含C++、Fortran、Python3三种编程语言，因此需要配置三种编程语言运行所需要的环境。这里我们选用GCC（GNU Compiler Collections）运行C++和Fortran。现分别说明如下（注：后文中出现的`XX`表示需要在命令行窗口中执行XX，并且注意执行时不要键入`）。：

1. 若你使用类Unix操作系统（Mac OS X、Ubuntu、Fedora等），则直接在命令行窗口内依次输入`sudo XXX install gcc`，`sudo XXX install python3`即可完成安装。根据你的操作系统将XXX替换为以下内容：

|  |  |
| --- | --- |
| Mac OS X | brew |
| Ubuntu | apt-get |
| Fedora | yum |

注：若你使用Mac OS X操作系统，你可能需要先下载HomeBrew以使用brew。下载HomeBrew只需要在命令行窗口内输入`/usr/bin/ruby -e "$(curl -fsSL [https://raw.githubusercontent.com/Homebrew/install/master/install)"`](https://raw.githubusercontent.com/Homebrew/install/master/install)%22%60)即可。

2. 若你使用Windows操作系统，则需要手动下载对应文件并配置环境，现分述如下：

2.1. 下载GCC

下载MinGW-W64。MinGW-W64是一个运行在Windows上的移植版GCC，其有多个版本。MinGW-W64可以在SourceForge下载，建议选择x86\_64-win32-sjlj-rev0来运行本程序。

2.2 安装GCC

直接解压下载所得到的压缩包即可。（假设你将MinGW-W64解压到了mingw-w64/目录下）。

2.3 下载安装Python3

访问Python官方网站，下载最新版Python3。下载时选择executable installer即可。

2.4 安装Python3

运行下载的可执行程序，全部按照默认的配置进行安装即可（假设你将Python安装到了Python/目录下）。

2.5 配置环境

同时按下<Windows徽标键>和<R>启动运行，在运行窗口中输入sysdm.cpl打开系统属性页面。在系统属性页面中选择“高级”，点击“环境变量”，在“系统变量”中找到Path变量，对其进行编辑。对于Windows10操作系统，直接在弹出窗口中点“新建”，并输入“mingw-w64\bin”；再点击“新建”，并输入“Python”；最后点击“确定”即可。对于其他版本的Windows操作系统，在原有的Path变量的内容最后追加“;mingw-w64\bin;Python”即可。（注：需要将mingw-w64和Python换成你自己安装时文件所在的位置）。

3. 在你的电脑上将环境配置好后，打开新的命令行窗口，分别键入`gcc –version`和`python --version`，若均能输出，说明环境配置完成。

环境配置完成后，需要下载本项目源代码。本项目完整源代码已经托管到github，可以从github上直接下载。若已经安装git，也可以通过在命令行窗口内输入`git clone [https://github.com/frokaikan/bysj.git`](https://github.com/frokaikan/bysj.git%60)来下载。

4. 配置好环境后，需要下载对应的历表。每个历表所需下载的DE格式文件如下表所示：

|  |  |
| --- | --- |
| DE（以DE436为例） | 1. header.436  2. ascp\*.436  3. testpo.436 |
| INPOP（以INPOP17a为例） | 1. inpop17a\_TDB\_m1000\_p1000\_littleendian.dat或inpop17a\_TDB\_m1000\_p1000\_bigendian.dat  2. inpop17a\_TDB\_m1000\_p1000.header  3. testpo.INPOP17A\_TDB |
| EPM（以EPM17为例） | 1. header.17  2. epm2017\_de\_ascii.txt |

注：

1. INPOP直接提供编译好的二进制历表文件，我们只需对其进行检测。至于littleendian和bigendian应该选择哪一个，可以将命令行窗口cd到本项目所在目录，然后运行`python makeit.py endian`，根据输出即可判断。

2. EPM不提供testpo，因此无法利用testeph.exe（见后文）对其进行检测。

## 第四节：运行程序

当你配置好所需要的环境，并下载好所需要的历表后，你便可以运行本项目。具体步骤可以参阅本项目根目录下的README.md，也可以阅读以下的使用说明。后文中所有在路径或文件名中出现的xxx均需要用户替换为任意英文字符。

1. 打开命令行窗口，cd到你的工作目录。不要关闭这个窗口，以下所述所有有关命令行的操作均在这个窗口内执行。

2. 在你的工作目录下建立新目录source/，然后将你的历表文件重命名后移动到该目录下。按照你所选历表的不同，执行如下操作：

|  |  |
| --- | --- |
| 所选历表 | 具体操作 |
| DE | 1. 将header文件重命名为xxx.header  2. 将所有asc文件（以asc开头）重命名为xxx.asc，并保证所有年份在前的子历表对应的asc文件，其文件名字典序小于年份在后的子历表对应的asc文件。  3. 将testpo文件重命名为xxx.testpo |
| INPOP | 1. 将二进制历表文件重命名为xxxEPH  2. 将header文件重命名为xxx.header  3. 将testpo文件重命名为xxx.testpo |
| EPM | 1. 将header文件重命名为xxx.header  2. 将asc文件重命名为xxx.asc（EPM历表仅有一个asc历表文件）  3. 将testpo文件重命名为xxx.testpo |

3. 在命令行窗口内键入`python makeit.py make -n MY\_EPH`，将MY\_EPH替换为你想生成的二进制历表文件名称。注意，该名称必须以“EPH”结尾，若使用INPOP历表，则该文件名必须和提供的INPOP历表的文件名相同（使用INPOP历表时可以不写-n MY\_EPH）。如果一切顺利的话，你可以在工作目录下找到output/文件夹，其中包含所生成的二进制历表文件和一些中间文件，如下表：

|  |  |
| --- | --- |
| asc2eph\_struct.o | asc2eph.exe所需中间文件 |
| asc2eph.exe | 将full\_asc.in转换为二进制历表文件的可执行程序（可单独使用） |
| full\_asc.in | 拼接后的纯文本历表文件。会将Fortran格式的浮点数(如1.2D+03)转换为C格式浮点数(如1.2E+03) |
| fsizer3.o | testeph.exe所需中间文件 |
| libeph.o | testeph.exe所需中间文件 |
| testeph.exe | 用来测试所生成二进制历表文件的可执行程序（可单独使用） |
| MY\_EPH | 二进制历表文件（可单独使用） |

注：fsizer3.o和libeph.o已经包含所有需要的查询函数，将其和含有PLEPH等函数的主程序链接在一起，即可生成可以执行的程序。

在执行过程中可能会出现一些错误，现在将目前发现的可能出现的错误列举如下，并给出错误原因：

|  |  |
| --- | --- |
| Invalid ksize | header文件不合法 |
| eph file must ends with EPH. | 用户输入的二进制历表文件名不以EPH结尾 |
| Invalid namfil | 用户输入的二进制历表文件名存在非法字符 |
| You can just set ONE operation in <make> <test> <clean> <endian> | 输入了makeit.py无法识别的命令。makeit.py仅能识别上述四个命令。 |
| Invalid input. Please check "source/" directory. | 未按要求提供输入文件，需要检查source/目录。 |
| Found eph : XXX, but namfil == XXX. | 在测试INPOP历表时，提供的二进制历表文件名和INPOP历表自身的名称不一致 |
| No .testpo file | 在检测历表文件时，source/目录内未找到testpo文件 |
| At most ONE .testpo file | source/目录内找到了多个testpo文件，最多只能提供一个。 |
| Unknwon error | 未知的错误，你可以把你的错误通过issue或邮件告诉我，我会帮你解决问题。 |

4. 如果需要测试所生成的二进制历表文件，可以在命令行窗口内输入`python makeit.py test`，会自动调用testeph.exe读取source/目录下的xxx.testpo对所生成的二进制历表文件进行测试。本步会将source/目录下的xxx.testpo复制到output/目录下，并将其重命名为TESTPO。

如果运行得到下图结果，
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并且下图所示输出之后有至少一行内容，

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtoAAAAYCAIAAABLM83yAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAABJNJREFUeF7tmmuO3SAMRqdd2V36LK2RkFwLsDEhkHBz5leb6/hxPmNIlJ8f/iAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIOAT+P39LQ2Oi9Xrz4S5V7aDDEWXxQK9Le6gTPr2rv6cLets/xdyw9WFBND9Wpjw7OL5t2ndNSWb3vYyeHPteyn1nmxn9+Rs/+9Raq9K0X1cry6GlnGXk/Gct/Tw2lPewwu30nvbW4q76r1rMc9uy9n+7+JG3BNvwYEWJxBcONa8etscy8C2347ElcDyCQTkcL34lP22uE/QmhwgAIGtCXw+n2r+1vWti20m/6dpkQyOzSYDJOc4fT1dPK44vyaHi3F35ZOdcBenGldEW2YqpP+WqgWdN80snvPi6ojSZllzzqu3CWTQIOOZraOyA4OVltD00quKWF3vJfCqn/XrehD77Nvj3Hyevo5lFeg+W1ntv7pfWIvL2lycTUf/JANWttEykGVv7ctppyj35dLPbKrnjyPVsSWFyQCVuZkN0OY8zeSR5Wpdj5DSQa18npBnpBaLvz6FNCHHA2XLr9R3Zdygdueqy+7q7cML+1P3fPkwEDwlWz3vrAUtpdAIMm+23EqekQaYnU8vN2f+pFSDJ/7ddY9oN2LTq7sVy98vrOUQv97bD06/ZUferhl++boe0e7/6ak5rDOZ5b/W9aG0Om/WOTw5z3hZ5aLSR93qr3HnVUvHp6X1YMTsJFQmsCDuhSU4riL9KcfQYEqOT3HlINXHkUyIaiYzWi5Y6TPNgnOmyVmv60il6B6hNG7j72vWcohfd/z7wz9bnhf24Tg0y8PSb0cOIvI3r6S456flE8+8uaWl0npH2EgCEu4lcUdYrbxX3tAeupSvWMqLJ3L7ynV0gkPXLUmX6jy8hCe6d8nxZOPefui1t2q/ys/1bMdPc5aH63O1PTafGMr9+wlpNw8fmYHkPCN5x+fUuHLYLxNYEHdNlzr9mVXdpWz1gOivBQey/9S1BtRGUYLCRXq4S3QZZU4CTZWdedibzEaSdaXq6xvfN7NlJTlE5q1OOBix2W+36Lv07UiEWlcrXGhcpX+LJOeKWpaq/h5q5duXFOuIniVwDtcWd+mREfxSpFpXImZ5ONE5vSNyC9oLkvSPgNUETqgjftB9gaaLN7XefmjaB+d5088lqNufsmZ56O9fdAblF796r8p+PX4aGa+nK8+Gsi5N5yPXRapbsg2WmbLN8g9+7xYMUZppRPogPy+ulFmGFlmdTfd0pStv1Pmnf1fFLdddM8kqmQxpuUjLvkqBssSsddTM6iUG1XlizVU9NoW/Y+wzRPcFPdalb9d+mpIv15ffD459dZsud2or7gKYXx7ixBPJlxOhvCcRsPpzzePIk0iQCwQg8GoC7bcju+Ph0W13Bb87/2p/Vl8+fTcHqoMABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEBgNYF/PYHEiR8R1NMAAAAASUVORK5CYII=)

说明测试通过，生成的二进制历表文件是正确的。

如果运行得到下图结果，

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZUAAAAbCAIAAAA79IVwAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAABG1JREFUeF7tXMttHDEMXU8BPjtAGnAayNV1pIIATgN7yCmACwiQPlzBwpfUkAZiIGdXkAFoEzQlSqRm5B2Nnw+LHQ0/j48UxVns+nA6na5+/DngDwyAATAwGgPTaICBFwyAATDwzAD6F0oBDICBURlA/xo1c8ANBsAA+hdqAAyAgVEZQP8aNXPADQbAAPoXagAMgIFRGUD/GjVzwA0GwMDF/P2vL78//Pt+PQQXDw8PM86bm5v5Db3SJYOndXmp4qK7SpEu2bJUqcqzNbYwBJNLQKa0L7G2cV1VUcvRegxyQTYUVWpfWpO7Y3ks57egvr+qiCs0Arq1lryfCPIoX6Vuiket8OX8Rt6yxCQDWfmCEX9QG5dMubLyTqnJ3rXWNx57ocijyImBAnVWJftVUvvVwg5FsdZ+j9qxQO7w+dGZ7FDadiPcRo46tOdL6xif7dPddNtk14cgNg2nDXaBt7JBJ4Bm+23hbEHruX9ZB2zv9XUpoM3jt+ksCzZobUsp4PTuP4edBrcmZiUilKDtBJVNPc9TW87mKoT37gOhAV9WxcX96fT15fMvPjNVzL3XQ2VKTUq+ykc8viUXpX0OTVlQvS9thVn5aMdUqKq1RczLzSNV5Iwj4yIvrEW31EBUdW2pVIuBvdObgt8UvzSeOrLkLX6k9ypvniJsTrc07jRSLUgLcMG+03XBskquSnGnvlFKzfHXPf9+m88TpdB73VM6audTKau9wZdyPbsodcum0j4o5RWAUCBOYSLfgpGup6GpzeP3W1C0AvevW7kj/GnWCrnO8qPKo1oGbbQ4tRpSUI6Xt2RKeDYFqooaYHNesh6z9tfqGwW00+HvIyOj9kmnGe/S+U2/9WYerUe/VfLUjKqTd8+sJDFzBqOKbYH30GLknhCyMly3BM9jpxqItCk7SKe8Z/HMgai/KmwK39oyHnUKsF8fsOzXsR1vj/L/52SbtzrKPIdJ1E4dqJDg3mohaTiQreOOXagDvIohFFFBuO0ctnaUlZcUQJmQaH4Lh3Z6SmeNW/2iwE+W1ea+46eunHqnnWpBWl7K9p3eo8aX1wN5jMKbng5Pa+207dgJHTUhYTrKmOWo7roUNZzD6wJYaC2KPypvwWuww9PHwpDfXj3aEd4e4RKP0+VrbWvM7r2+JAa/7nnbjZoW1y0sNXJWnxdC3kPC/nR4BvnoIMDyKtfRAUFhW+XxszAPVke2fgBC+erdB6JhXtzd3v68+jbK9+95yKTq5GjlQJSdQlNJMiXX6b0qdLWYyksVP/vkpSpvxZVCVQGqITHtFFXXKi4GnOXH4q2wrm4VyGfw0nU2L4ouKzWpncIeXnHyKpSWSodFcrXNSYFszXvyHupoZxa+e/3515nRwD0YAANgwM3A9Hj50S0MQTAABsDAhhiYPn0e45fbG+IMUMAAGNgGA9O1+gB/G7CAAgyAATBQZWCHv9+uxgwBMAAG9sEA+tc+8ogowMB7ZAD96z1mHTGDgX0wgP61jzwiCjDwHhn4D1Lem+Q3kBpiAAAAAElFTkSuQmCC)
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说明测试不通过，生成的二进制历表文件存在问题。需要检查source/文件夹中的文件是否符合规范，然后重新生成。

5. 如果需要清除所有所生成的文件，可以在命令行窗口内输入`python makeit.py clean`，会清除所有程序运行过程中生成的文件，将项目恢复为初始状态（不会清除source/文件夹中的内容）。

## 第五节：历表比较

DE历表以儒略日计量时间，为了使用DE历表，我们需要了解如何在公历和儒略日之间进行转换。

儒略日的本质是积日，从公元前4213年1月1日12:00 UTC+0到当前时刻所经过的天数，即为当前时刻对应的儒略日。经过数学推导，我们有：公元Y年M月D日12:00 UTC+0对应的儒略日JD为（下式中括号[]表示向下取整）：

我们计算2000年1月1日至2000年12月31日共366天的12:00 UTC+0时刻（儒略日2451545到2451910）的太阳相对于地球的位置和速度，对三个历表给出的位置矢量（单位：AU）和速度矢量（单位：AU/Day）分别作差，计算其最大模长，并以此衡量三个历表的差异大小。为此，我们在output/目录下编写cmp.cpp文件，调用fsizer3.o和libeph.o计算在该时刻的地日相对位置。由于cmp.cpp文件由C++语言编写，其不能直接与用fortran语言编写的fsizer3.o和libeph.o生成可执行文件，为生成cmp.exe可执行文件，我们把命令行窗口切换到output/文件夹下，并依次执行：

1. `g++ -O3 -std=gnu++14 -o cmp.o -c cmp.cpp`

2. `gfortran cmp.o libeph.o fsizer3.o -lstdc++-6 -o cmp.exe`

即可生成可执行文件cmp.exe（注意：切换历表时需要重新生成cmp.exe）。执行cmp.exe，其会将每日得出的结果写入当前目录下的ans.csv文件。通过比较三个历表生成的ans.csv文件，我们可以得到如下结果：（左下部分给出速度矢量最大差值，右上部分给出位置矢量最大差值）

|  |  |  |  |
| --- | --- | --- | --- |
|  | DE436 | INPOP17a | EPM2017 |
| DE436 | x |  |  |
| INPOP17a |  | x |  |
| EPM2017 |  |  | x |

可以发现，三个历表给出的结果虽存在差距，但并不大。印证了这三个历表并不存在精度上的差别。

## 第六节：项目应用

当地球-月球-太阳三者共线，且月球位于地球和太阳中间时，月球便可以遮住一部分太阳，形成日食。如果以地球为原点建立坐标系，则月球的坐标

和太阳的坐标

应该满足

我们利用这一点来用三个历表预测日食。在2009年7月22日，中国南方可以观测到日全食。以上海为例，上海的食甚时刻在9:39:16，时区为UTC+8，换算成儒略日约为2455034.569。我们使用三个历表分别计算此刻月球和太阳相对于地球的位置和速度。为此，我们在output/目录下编写ask.cpp文件，调用fsizer3.o和libeph.o计算在该时刻的地月、地日相对位置。和cmp.cpp类似，由于ask.cpp文件也由C++语言编写，其也不能直接与用fortran语言编写的fsizer3.o和libeph.o生成可执行文件，为生成ask.exe可执行文件，我们把命令行窗口切换到output/文件夹下，并依次执行：

1. `g++ -O3 -std=gnu++14 -o ask.o -c ask.cpp`

2. `gfortran ask.o libeph.o fsizer3.o -lstdc++-6 -o ask.exe`

（即将上一步的cmp替换为ask）即可生成可执行文件ask.exe（注意：切换历表时也需要重新生成ask.exe）。用三个历表分别执行ask.exe，并输入2455034.569，结果如下表：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 历表 | | 地-日（AU） | 地-月（AU） | 比率 |
| DE | x | -0.4967962790 | -0.0011479920 | 432.7523922806 |
| y | 0.8131564507 | 0.0019209828 | 423.3022962541 |
| z | 0.3525268545 | -0.0033226357 | 420.3969785065 |
| INPOP | x | -0.4967972333 | -0.0011480281 | 432.7396204144 |
| y | 0.8131559545 | 0.0019209664 | 423.3056548287 |
| z | 0.3525266391 | 0.0008385458 | 420.4023665975 |
| EPM | x | -0.4967972348 | -0.0011480281 | 432.7396201743 |
| y | 0.8131559537 | 0.0019209664 | 423.3056551300 |
| z | 0.3525266388 | 0.0008385458 | 420.4023669959 |

我们发现，虽说三个历表在计算地-日，地-月相对位置上存在微小的差异，但三个历表得出的三个坐标比都很接近。换言之，三个历表都指示了此刻很有可能在发生日食。

## 总结

在本项目中，我们统一了DE历表、INPOP历表和EPM历表的接口格式为DE436历表所规定的接口格式，并且可以自动化生成并验证二进制格式的历表。同时，我们对三个历表进行了比较，发现其不存在本质上的差别；也用这三个历表验证了2009年7月22日发生的日全食，发现三个历表均预测此刻很有可能正在发生日全食。这说明DE历表、INPOP历表和EPM历表不存在精度上的差别，INPOP历表和EPM历表均可以作为DE历表的替代品。

## 附录

1. DE历表下载地址：

<ftp://ssd.jpl.nasa.gov/pub/eph/planets/>

2. INPOP历表下载地址：<https://www.imcce.fr/recherche/equipes/asd/inpop/download17a>

3. EPM历表下载地址：

<ftp://ftp.iaaras.ru/pub/epm/>

4. 本项目github网址和zip压缩包下载地址：

<https://github.com/frokaikan/bysj>

https://github.com/frokaikan/bysj/archive/master.zip

5. 本项目说明文件README.md：

6. 本项目asc2eph.cpp：

7. 如何打开命令行窗口：

8. 什么是字典序：

9. gcc官方网站下载页：

<https://gcc.gnu.org/install/binaries.html>

10. MinGW-W64 x86\_64-win32-sjlj-rev0下载地址：

<https://jaist.dl.sourceforge.net/project/mingw-w64/Toolchains%20targetting%20Win64/Personal%20Builds/mingw-builds/8.1.0/threads-win32/sjlj/x86_64-8.1.0-release-win32-sjlj-rt_v6-rev0.7z>

11.查询程序ask.f:
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