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# Связывание данных. Триггеры. Обработка исключений.ListView.Виртуализация.

1. Связывание данных

Привязка данных Windows Presentation Foundation (WPF) предоставляет приложениям простой и последовательный способ представления и взаимодействия с данными. Элементы можно связать с данными из разнообразных источников данных в форме объектов среды CLR и XML.

* 1. Основные понятия связывания данных

Вне зависимости от того, какие элементы связываются и какой источник данных используется, каждая привязка всегда соответствует следующей модели:

![Основная схема привязки данных](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbYAAAB/CAMAAAC0RxeKAAAABGdBTUEAAK/INwWK6QAAABl0RVh0U29mdHdhcmUAQWRvYmUgSW1hZ2VSZWFkeXHJZTwAAAGAUExURcLK1v39/Zas1ezs7OPp8H+ZzJ2x1+bm5vT09FFUVvDw8B4eH7LBz9fc42BhYrCxst/f373O45ilscfS273P3RESEwAAAIyZpqWutigqLdfj7c7Z5HBwcMDAwNLe6NDQ0IGcyOLo78PO2LS9xMvW4PLy9L/K1J2dndvi7tjk75OmxPf394qRl2VudoShz9Tg6uLi4m90eff3+ai61rq6u7XC3eDg4Hp6e/j4+LzH0FlhZ5ifp+np6eDm7ExTWMTO49vg53F8hXyCicPIzqirrcrKyq2zuYWGh6OnrLO2uH2MqDc5PNzl7YuNjtHW277P5dzi75OWmjg6PP7+/tzn8trm8Pr6+tvb24CAgEBAQG6Nxvv7+8TU6PT09jM2OzAwMKCgoNrm8X6KlLPI4uPj49ff6+vr7efn6JCQkN/l69vn8dPZ3z9FSaSzwEVIS+Hh4tLb56vA3pCettvm8Nnl793j8Nvm8eDo8cjN0dnf7Nnh6d3j6fX19tzo8src7P////0A3/UAABAGSURBVHja7J2NQ9vGFcBNPgDpHJkKn5AiCzVAmhFQmLtWozijxelKMjdZ05BUKq2leGz1MqDZStt9YOtf33t3ks1HCKYN8onoEiFL9yS/e797d+8knVWI8pTBVMhNkF1sboh/vYGOaFeiwD68K/SpdnFNZFfgj+ULiI0rNZjpZaVyhK8nleQLXLPRODLRRMYme76CruRB6m3B5zZwcRXfk5lj2mFMEPLdKKKyBVKh5yW+J5XglBZkWyGeiEt7/Jyhpfg8OypZkRtnhyyv4vvt5MgohDO3XUGwVSpgHNvXqAc6+n4lKhHNt5kj4oLmQyk7kiU7CkMQDWNbQIJNRdGIzWRsn5UTbVBieSHBv+xwn50srJwZm+9ZbYIfLau/pXmeJEUybYPFUVQmcYvhK1abyjYhPuwJPS32PatEXaAUBRXA5vsxNjgLSoDCcbateZFFPC9og8IsDyqH1I6PjHwramuWGNgsIoN6pB1BBbUUxbJdCnQIsxsuWmw9K6qAyp4n0xKvcJ5iWQoWEwojMZkA5dpWSYtsUsI8oIkn19BweDKX+mfF5hLLsgKLnb+/pbEaECogQlwQrUj8xC4CVkIrgC/GCgOsQVlQBrUBD/W5k8Xf1C9aVOFsJI99sVKKpDBuomX4FB/pW24QiIFNJmgEO4j7BI918EDAxqIzbBav5pblQ/k8RUkcBmU9XkxuU1512xZY0+XYItfy8BQl4rKT+d6ZsVkUndoG4ge3NEglbn9UDP/1j/K8eAVH+D4N8S96vadxV3kVNs/jTSaUB04NrYcdwBrzNSInR7LvEQNbpcLM4R9CgRrKQeCjc2CZsWylwEVshIYnYAP0KBfAPzkq0YBgt+EHeP4gkPG72hXrF3gb31vyD27BF7laz9vg9NYhb5OpjCsmBweSuHnwQmqfgA2EPfDYuDwhLOB4vImFpiQ+0od9YmCjUJdAPVbOuERoILYNbnagkQxKqLLn2Qm3A9jQMzXfTWwADUkYJNZhTZoC3CziR2fARrDuayHYyrI88P02V4Ntsb4tAC09C2xtgeMlJ4Z8D3RXJOgCZdZ7BeBHQclqM+dk1j+GrYL9YeTx/o31bZWozYpue5YlKcmRfhAJgo05P6heIV5FiUsU+B6p9Kp8UjYp4tiihFuCjVY8CkGIFtsVvC2AmICZQFE8BQwCu4GbpdlnwOayJgsCDrkNYZJshXwUx7eORJLtZJjXiyTjFcqVMHqSMP5koSKPC+OKxxdfYdGpxaNJHknKcF7IkyHCgk/xkSFGpyJEkjIbpWIxLA9DW5cpFXpWP9viArbMFhRwea7L5a0g9OyoL2dhGW2e57aZdVmWiyeT7bNdJUllSCmEAw1jDHFuF7cGwfyrU8V+C7FNhOeF7YkgSUy7i2acQqzViDBJPHICWScxDsN25ccfv/jiN0KkLzZBN6GggXHAPGIY59uR2DqI7cnoJWHS1YXlTaG4iWScO/9Zfsa5AbYnI6PfdERJV+XxBaG4PRHIOJde3txfFhPb3cvjywJhE8o4l+Yuy/vP0DqAbWRTJGxbd2VwtxzbK7FNjsWVugCKPRMJ28TYZV6hcmzHsc1s3b0pLLbxHNsJ2ArfQ1skJLavtsTCtikUNvc76EJybDm2HFsK2CaOYTPrjYZSgA8FydCqp52hUK1WF80BvqqhXwhsutTYXcQPiw2qiYTN2K3pCi10TFKfPf0MOqlWd2ntbcFWo3V90VA6nepuzRTJ2xYbmFGVOnWloJvoTdzeZrUhAUZwv1oVXaxaLTBsKD5LTTxwF+gtQnWs9aTjrU69IRH9iAhsNeomurNeyww2LEXHhEpNTR3LV42bo7hkhc5sbBw9ZWy7zIYm7ewaRoPWCtUG16xR1euk09E6NQM10w5i60iLUP30GhSn0aixFZduGLWaVuhUDb0GBU5Ekp3g1cwOjcxgmzWYckp9lpAGaQA23lAmJdMLBI1DpNSxxY2ZxoxZI+h4OuwqEF3XDb2jmazCdZJ2nWODSkdqui5V2eFKPZHGLVhIga/6IvFOqKC7nVmSmUaSlxaKqwM/swGdnKbrUI5eyXarv6BDeKPexr4b6FRJwzBMnTYgzXY0rdE5jg28TcP8RXYUlCqWjglpvCgHROKdrMGR6p3MeRsrNraQUCbaL7xGzSFh6/VtShV9jCtn6IXYJTTTkI5hmyVm7DxMY2kxkY4JYWF6/nXY2zqKRM2zYJOTZ4ns0HOH1reZqLS0yOxQa/RLJhnmcLD1IskCXdQNcATo3BRQsrGr61Xwtg7nph2KJDFWga6qXus0FL3el44JSbt6leo9Eb6T922dgiadJZKsaH6AD7HJPlGGgK0XSUKR6lBZO9DHG9UDJWPchoGtN27Td7Hx7ujVar0Q7zYxkjSrPKI8Mm5b3MXgsSGxEDKWhtAKF1Nq1NlHJhLvZJEkVuDCGbCF+MiuzZ+tPJTs1z8IJlsnzgWyLPkXjNswVC6whrJa6xwsWZ1HlKlj+3XpzBUNYpIzYOOTAbxKFLSlA0+qy37gc5ah5nn40Dt/ttnHT1bkBSzb4rNZ8KF4cFjZZ3mS4gUhZtmUPR8dBV4mr5L8uqTMnvEAST8LNi153FCrWCUSJo9btnEWBT7H7LIHvXuPI2Ium0PBUOOUGeonD7vjTsiT+VQaPyLxpAT6NmI752uSfWwRfwAf3EzCB859+B95fhBGr8LmxWzkACcagEP6Nnt+HVGFXlCCDUlhz1PbgZdje+PYeo0k5V6Cc43aFP9alo3YlNdiq4QWx6YEQJ3G2IAYYMNeE3nm2N48tl5IghPCpDaDYlM21S/CSQoy4/YqbCBsUSmZYGHjxMAwbiRlNvkJJ7p4tB3l2M7hxk0yAHAJhBk86CAYXhCf4NSqiHE7hk3DmS2ATebYWEii8L6NQrQST4sMZJwJmGM7j/ttveG2dWgSgWu9Zk4BdFkn57Kpr9m/33YBb5N63psabufYUsTmum8Tto30U2YeStgYpnFeh23jxTDSRiawDcc2PeOcjG0DNXv6/PnT9BJ8Gaq2ITw2ZpsfnqZpG/iyH/rGeQ22pT9DeifVZO7tPU2qlNDYXiylbpt3vjlgnBOxbbz489d3Uk5XR5euz4NqM7OfvQRspQcffHD5CfvpCHaNfrjrJ5tT+megF28hh2CcO9w4G6/FBprd6aacRkfN6aX5Hx4+vP/g2pUPt0oPHnww9u3+/geQxvaHvP52fPw+KHTtys+dJeg80jfOX+68nGbcXodtYzjYJs3pz29cu4Lpw63v/ibfHAdsQiTA9vFfmWL31j968fSdIWCbM5eux+52MrYhVKjRSzOz1/5w44bY2IDb7N4QsL07OTd9fe+nU7A9T1+z0dufrT/6u/DYrjxanxwGtpm5l0vzz0XEtm59kgFsV659PgxshUnzdGxDaL5H/3TrWiaw3bgxDGzviYrt9r+zgu3jHFsf24f/yAq2++/m2HrYCpnB9ulUji1Jv8sOtlKOrZf0T3NsObbzxHbvdo4tg9heXsqx5diyHZIUc2wZxPbP7ESSs//KLDZ1u7ndOrpzbaVr7Fx8bNmNJFeMltoy1CN7y6srTjfHJiy2Ii0zTF3HcdbKzPfA9Yqw7OB6tbm642BSi/Cn1U0E8nHbcLGtrcYfNMfZ3u6qdEo1nK7a7JYJLNRRW1OOQ1YdVSWOY6wlAvm4bbjYnASB1u22Vrqr6GIEsa1sN7utmGkT2lDY1V2dSgTyAYAo3gZpigECgmoT//WYMmz4rqidRCDHJkjfBiiKWs/bDKOsHve2VnMQb8vHbWlFksAF+zYDuq7WFPZt4Hhq0rfF2LBvW0kE3ppx2456fBykqt1WcdjjttZ2E13ocCS5xqNJFkl2mZKDR5IXaACw0yRNQo4iUo0pUr6gV0kWF4XGJv1jEGwEa+jUzgHf4z2LWuar4nHnzPSl5AcNrSo0No1WT8c2ZfTjNdrqlptGE6Iy7OVXcKFNstbEUK4Zx2uxQFax/VuCYgiODexcO23cdnB0NNXsrm13cQFsKm12d7ChLHMhRtJJBDKKTaJYBb9kP6O5UqlWfy9UciqoF/uFoS8/uzQgNsdp7vRHR2Wj1R8dMWwQrzXLg4yOfi02VVUHulbcap0Vm2poGUm0emnARtJxVo0+tpWW+gpsK2lg05oQI6mnQ3DOfEn5d8XHJAuNpCbdO23cxkISqN6AYkfrNZKUNZRHG8m1ZhqNJFYKlUIoVF5zwO2KRdVBiEVnrXhga21t1TkqAlswqkOd1RMjyQoVHtuXpdPHbTuEDwCSkIQYGJLQMu/MMCSJsSUhCRM4b2xdZ6VbJCsOVbsOXcXVFHFWQKt4q0hXHOIcESnCalvFW3TJRZRXDQAeSWJjo4uD3QHYORTkH47vhzEAYNjwkjHYf2qb1RnAYIAiK2uIEyMjvOcGGYlIfye25tCEqPn9trSH2wwbwOADj6SFZj21w7ZgwS4WV32ReCc2+6pq5PfbhoMNmrrtqV7kARD5heUj2A6I9Lda29ut/H5b+thUtdWEzqkF7WIROq7VLoxGuqur5e7OTkJobbtcbDo9Eb4Tt3aK3TKl+Y2b9LE1m/GTPw7RKDSLhNIVfIaEamSKDdZaGDppBnZsXCTeCaGJhl3gqpNjG/ql5DMPz8q0nN9vyx42ZzV/TvIC3rjJI8kcW44tnfttObYcWz5uy7HlM25ybBcJWz5uyyPJfNyWVhrNBwA5tnPFdj/3tj629cxge5j/eFMfW/1BRrBde5z/VFof258e5j9MmEFst9vZ+BnQG5/n2A5i++hRFrDd++98ju0QtpmXf/9EcGz/u78+KS6258PBNje5/ukjkbHdWw+Xns8L+1vJz9/5OvV0GyrU9OT9h+s///zzzuNbt26NLyy4sLr1/vvvfz/UNerx+PEt0GtuBmwzPwTjDPbL5E/3lszJmfc+SjO9NwMVau8p0+yq9Uf70bORJwuuy96+tjzk9f7E7eJMbJuf9q5Pz00WUjXOe4WB3gPwYm9p2pycnEkzTYKzLe3xF0uI+2oisM3T60vmXLrGmZwc4K0bHVBtHriZc2kmE99xE7/GReA3SqFtrk+/TNc2c+YA77hhVWr++tJ0uunAS5MExjYc20wP8kYpptve3vV0U2be34a2mU/XNvODvL8tf1tiNt+WmL+bNJPvJs3fBJzRNwFfoPdunwO2Ib93282x5djeILaJMbGwjQiF7fu78sJID9tVcRJg2xcLm0DGmdm6e3OZY4tGNhfku1sTE18JkCYmtqA+bY5E4mBbHr889lshjPPVxG+hKUqwMc3ujo1tCZDGxu7GigmD7dm+fPk7IYyzNfbdZZk3RQzb5sK4fFmQJI+Ds4mDDSv1/k1RrCPf3Od1usA021xe2B8XIu0vLAtFDYwz8mx5Xwzr7O8vPxvpYUPVNp8JkjZHhKLGjCOMdcA43DoFrhrqJkh6IhY1sayTGKfQ102MFAmZRDNOIcpTBlOOLZPp/wIMAFYJqwGYjU5DAAAAAElFTkSuQmCC)

Связывание данных является технологией, которая реализует связи между [целевым](https://msdn.microsoft.com/ru-ru/library/gtmt#binding_target) объектом и [источником привязки](https://msdn.microsoft.com/ru-ru/library/gtmt#binding_source), а также поддерживает синхронизацию данных.

Целевой объект создает привязку к определенному свойству объекта-источника. При изменении объекта-источника, целевой объект также будет модифицирован.

Каждая привязка имеет четыре компонента:

* [целевой объект привязки](https://msdn.microsoft.com/ru-ru/library/gtmt#binding_target);
* свойство целевого объекта,
* [источник привязки](https://msdn.microsoft.com/ru-ru/library/gtmt#binding_source);
* путь к значению используемого [источника привязки](https://msdn.microsoft.com/ru-ru/library/gtmt#binding_source).

Пример, демонстрирующий связывание значения TextBlock со свойством Text у TextBox.

TextBlock автоматически изменяет свое значение при вводе текста в TextBox. Без возможностей data binding потребовалось бы реализовывать обработчик событий для событий TextBox и затем изменять значение TextBlock при каждом изменении вводимого текста.

MainWindow.xaml

<Window x:Class="BindingSample.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:BindingSample"

mc:Ignorable="d"

Title="MainWindow" Height="200" Width="200">

<StackPanel Margin="10">

<TextBox Name="txtValue" />

<WrapPanel Margin="0,10">

<TextBlock Text="Текст: " FontWeight="Bold" />

<TextBlock Text="{Binding ElementName=txtValue, Path=Text }" />

</WrapPanel>

</StackPanel>

</Window>

Аналогично, можно установить привязку в файле отделенного кода:

MainWindow.xaml

<Window x:Class="BindingSample.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:BindingSample"

mc:Ignorable="d"

Title="MainWindow" Height="200" Width="200">

<StackPanel Margin="10">

<TextBox Name="txtValue" />

<WrapPanel Margin="0,10">

<TextBlock Text="Текст: " FontWeight="Bold" />

<TextBlock x:Name="mirrorTextBlock"/>

</WrapPanel>

</StackPanel>

</Window>

MainWindow.xaml.cs

using System.Windows;

using System.Windows.Controls;

using System.Windows.Data;

namespace BindingSample

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

Binding binding = new Binding();

binding.ElementName = "txtValue"; // элемент-источник

binding.Path = new PropertyPath("Text"); // свойство элемента-источника

mirrorTextBlock.SetBinding(TextBlock.TextProperty, binding); // установка привязки для элемента-приемника

}

}

}

* 1. Синтаксис связывания данных

Для связывания данных используется Binding расширение XAML, которое позволяет описывать взаимодействие целевого объекта и источника.

Синтаксис выражения определения привязки:

{Binding «ElementName»= «Имя\_объекта-источника», Path=«Свойство\_объекта-источника», Mode=«Mode»}

Свойство Mode объекта Binding, которое представляет режим привязки, может принимать следующие значения:

* OneWay. Используется, если связанное свойство изменяет значения в пользовательском интерфейсе.
* OneWayToSource. Противоположность OneWay. Изменения значения в пользовательском интерфейсе изменяют связанное свойство.
* OneTime. Аналогично поведению OneWay, за исключением того, что изменение в пользовательском интерфейсе происходят один раз.
* TwoWay. Комбинация OneWay и OneWayToSource. Связанное свойство изменяет пользовательский интерфейс и изменения в пользовательском интерфейсе модифицируют связанное свойство.
* Default: по умолчанию (если меняется свойство TextBox.Text, то имеет значение TwoWay, в остальных случаях OneWay).
  1. Форматирование значений привязки и конвертеры значений

Часто возникают ситуации, когда необходимо изменить вид привязанных значений при их отображении в интерфейсе. Например, по-разному отображать положительные и отрицательные значения или отобразить размер файла в байтах, килобайтах и мегабайтах в зависимости от его размера.

Для таких случаев существует форматирование значений и конвертеры значений.

Пример форматирования значений:

MainWindow.xaml

<Window x:Class="StringFormat.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:StringFormat"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Window.Resources>

<local:Employee x:Key="Employee" Name="Петя" Age="30" Salary="25000" />

</Window.Resources>

<Grid>

<TextBlock Text="{Binding StringFormat=Зарплата составляет {0} рублей, Source={StaticResource Employee}, Path=Salary}" />

</Grid>

</Window>

MainWindow.xaml.cs

using System.Windows;

namespace StringFormat

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

}

}

public class Employee

{

public string Name { get; set; }

public string Age { get; set; }

public int Salary { get; set; }

}

}

Конвертеры значений (value converter) позволяют преобразовать значение из источника привязки к типу, который понятен целевому объекту привязки. Так как не всегда два связываемых привязкой свойства могут иметь совместимые типы. И в этом случае как раз и нужен конвертер значений.

Пример конвертера значений, который преобразовывает строковые значения к типу Boolean и наоборот:

MainWindow.xaml

<Window x:Class="CheckBoxValueConverter.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:CheckBoxValueConverter"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Window.Resources>

<local:YesNoToBooleanConverter x:Key="YesNoToBooleanConverter" />

</Window.Resources>

<StackPanel Margin="10">

<TextBox Name="txtValue" />

<WrapPanel Margin="0,10">

<TextBlock Text="Текущее значение: " />

<TextBlock Text="{Binding ElementName=txtValue, Path=Text, Converter={StaticResource YesNoToBooleanConverter}}"></TextBlock>

</WrapPanel>

<CheckBox IsChecked="{Binding ElementName=txtValue, Path=Text, Converter={StaticResource YesNoToBooleanConverter}}" Content="Yes" />

</StackPanel>

</Window>

MainWindow.xaml.cs

using System;

using System.Windows;

using System.Windows.Data;

namespace CheckBoxValueConverter

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

}

}

public class YesNoToBooleanConverter : IValueConverter

{

public object Convert(object value, Type targetType, object parameter, System.Globalization.CultureInfo culture)

{

switch(value.ToString().ToLower())

{

case "yes":

case "true":

return true;

case "no":

case "false":

return false;

}

return false;

}

public object ConvertBack(object value, Type targetType, object parameter, System.Globalization.CultureInfo culture)

{

if(value is bool)

{

if((bool)value == true)

return "yes";

else

return "no";

}

return "no";

}

}

}

Метод Convert позволяет преобразовать строку к типу данных boolean, метод ConvertBack выполняет обратное преобразование.

* 1. Использование DataContext

По-умолчанию, свойство DataContext является объектом-источником для привязки, если не определен иной объект-источник. Это свойство определено в классе FrameworkElement, от которого наследуется большинство элементов интерфейса, включая Window.

При запуске приложения значение DataContext не определено, но т.к. свойство DataContext присутствует в классе Window, то возможно присвоить значение DataContext в классе Window и использовать его, в дальнейшем, в других элементах, входящих в Window.

MainWindow.xaml

<Window x:Class="DataContextWPF.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:DataContextWPF"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<StackPanel Margin="15">

<WrapPanel>

<TextBlock Text="Заголовок: " />

<TextBox Text="{Binding Title, UpdateSourceTrigger=PropertyChanged}" Width="150" />

</WrapPanel>

<WrapPanel Margin="0,10,0,0">

<TextBlock Text="Размеры: " />

<TextBox Text="{Binding Width}" Width="50" />

<TextBlock Text=" x " />

<TextBox Text="{Binding Height}" Width="50" />

</WrapPanel>

</StackPanel>

</Window>

MainWindow.xaml.cs

using System.Windows;

namespace DataContextWPF

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

this.DataContext = this;

}

}

}

В файле отделенного кода происходит присвоение this.DataContext = this, т.е. сам объект Window выступает в качестве DataContext.

Использование DataContext позволяет избежать необходимости указывать множество объектов-источников для связывания.

* 1. Обновление привязки. UpdateSourceTrigger.

Односторонняя привязка от источника к приемнику практически мгновенно изменяет свойство приемника. Но при использовании двусторонней привязки в случае с текстовыми полями (как в примере выше), при изменении целевого объекта свойство источника не изменяется мгновенно. В предыдущем примере было видно, что изменения в TextBox не сразу отправляются объекту-источнику. Объект-источник изменялся только после потери фокуса TextBox. Такое поведение контролируется с помощью свойства UpdateSourceTrigger.

Это свойство в качестве значения принимает одно из значений перечисления UpdateSourceTrigger:

* PropertyChanged: после обновления свойства в целевом объекте сразу обновляется источник привязки;
* LostFocus: только после потери фокуса целевым объектом обновляется источник привязки;
* Explicit: до тех пор пока не будет вызван метод BindingExpression.UpdateSource() источник не обновляется,
* Default: значение по умолчанию. Значение по умолчанию для большинства свойств зависимостей — PropertyChanged, а свойство Text имеет значение по умолчанию LostFocus.

Изменим предыдущий пример так, чтобы заголовок формы изменялся явно, по нажатию кнопки, ширина формы изменялась при потере фокуса, а высота – сразу после изменения значения.

MainWindow.xaml

<Window x:Class="UpdateSource.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:UpdateSource"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<StackPanel Margin="15">

<WrapPanel>

<TextBlock Text="Заголовок: " />

<TextBox Name="txtWindowTitle" Text="{Binding Title, UpdateSourceTrigger=Explicit}" Width="150" />

<Button Name="btnUpdateSource" Click="btnUpdateSource\_Click" Margin="5,0" Padding="5,0">Изменить</Button>

</WrapPanel>

<WrapPanel Margin="0,10,0,0">

<TextBlock Text="Размеры: " />

<TextBox Text="{Binding Width, UpdateSourceTrigger=LostFocus}" Width="50" />

<TextBlock Text=" x " />

<TextBox Text="{Binding Height, UpdateSourceTrigger=PropertyChanged}" Width="50" />

</WrapPanel>

</StackPanel>

</Window>

MainWindow.xaml.cs

using System.Windows;

using System.Windows.Controls;

using System.Windows.Data;

namespace UpdateSource

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

this.DataContext = this;

}

private void btnUpdateSource\_Click(object sender, RoutedEventArgs e)

{

BindingExpression binding = txtWindowTitle.GetBindingExpression(TextBox.TextProperty);

binding.UpdateSource();

}

}

}

* 1. Реакция на изменения

Существует два сценария обработки изменений в приложении: обработка изменений в интерфейсе приложения и обработка изменений в связанных данных. Как обрабатывать подобные изменения, зависит от того какое приложение вы реализуете и что хотите получить в результате.

В WPF целям обработки изменений в связанных данных служит обобщенная коллекция ObservableCollection. Объекты в данной коллекции могут быть добавлены, удалены или изменены. При этом, когда объекты добавляются или удаляются из коллекции автоматически обновляется интерфейс приложения. Такой эффект достигается благодаря тому, что при связывании интерфейса с указанной коллекцией, WPF автоматически добавляет обработчик события CollectionChanged для событий коллекций.

Интерфейс [INotifyPropertyChanged](http://msdn.microsoft.com/en-us/library/system.componentmodel.inotifypropertychanged.aspx) используется для уведомления объектов пользовательского интерфейса об изменениях свойств объектов связанных данных. Классы, реализующие данный интерфейс генерируют события [PropertyChanged](http://msdn.microsoft.com/en-us/library/system.componentmodel.inotifypropertychanged.propertychanged.aspx) каждый раз, когда меняются значения свойства объектов связанных данных. Такое поведение позволяет привязкам данных отслеживать состояния объектов и обновлять данные пользовательского интерфейса при изменении значения связанных свойства.

MainWindow.xaml

<Window x:Class="Respond.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:Respond"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<DockPanel Margin="10">

<StackPanel DockPanel.Dock="Right" Margin="10,0,0,0">

<Button Name="btnAddUser" Click="btnAddUser\_Click">Добавить</Button>

<Button Name="btnChangeUser" Click="btnChangeUser\_Click" Margin="0,5">Изменить</Button>

<Button Name="btnDeleteUser" Click="btnDeleteUser\_Click">Удалить</Button>

</StackPanel>

<ListBox Name="lbUsers" DisplayMemberPath="Name"></ListBox>

</DockPanel>

</Window>

MainWindow.xaml.cs

using System.Collections.ObjectModel;

using System.ComponentModel;

using System.Windows;

namespace Respond

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

private ObservableCollection<User> users = new ObservableCollection<User>();

public MainWindow()

{

InitializeComponent();

users.Add(new User() { Name = "Петя" });

users.Add(new User() { Name = "Коля" });

lbUsers.ItemsSource = users;

}

private void btnAddUser\_Click(object sender, RoutedEventArgs e)

{

users.Add(new User() { Name = "Вася" });

}

private void btnChangeUser\_Click(object sender, RoutedEventArgs e)

{

if (lbUsers.SelectedItem != null)

(lbUsers.SelectedItem as User).Name = "Иван";

}

private void btnDeleteUser\_Click(object sender, RoutedEventArgs e)

{

if (lbUsers.SelectedItem != null)

users.Remove(lbUsers.SelectedItem as User);

}

}

public class User : INotifyPropertyChanged

{

private string name;

public string Name

{

get { return this.name; }

set

{

if (this.name != value)

{

this.name = value;

this.NotifyPropertyChanged("Name");

}

}

}

public event PropertyChangedEventHandler PropertyChanged;

public void NotifyPropertyChanged(string propName)

{

if (this.PropertyChanged != null)

this.PropertyChanged(this, new PropertyChangedEventArgs(propName));

}

}

}

* 1. Отладка связывания данных

Ошибки в связывании данных довольно сложно выявить, поскольку связывание данных выполняется во время исполнения программы и не вызывает исключений. Ошибки в связывании могут иметь разные причины, но наиболее распространена попытка связывания с несуществующим свойством.

MainWindow.xaml

<Window x:Class="BindingDebug.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:BindingDebug"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Grid Margin="10" Name="pnlMain">

<TextBlock Text="{Binding NonExistingProperty, ElementName=pnlMain}" />

</Grid>

</Window>

В первую очередь ошибку связывания можно обнаружить в VisualStudio в окне Output.

Output:

System.Windows.Data Error: 40 : BindingExpression path error: 'NonExistingProperty' property not found on 'object' ''Grid' (Name='pnlMain')'. BindingExpression:Path=NonExistingProperty; DataItem='Grid' (Name='pnlMain'); target element is 'TextBlock' (Name=''); target property is 'Text' (type 'String')

Это сообщение говорит, что была попытка использовать свойство NonExistingProperty объекта pnlMain типа Grid.

Еще один пример ошибки связывания:

MainWindow.xaml

<Window x:Class="TraceLevel.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:TraceLevel"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Grid Margin="10">

<TextBlock Text="{Binding Title}" />

</Grid>

</Window>

В данном примере происходит связывание со свойством Title, но не указано к какому объекту оно относится. WPF будет пытаться использовать DataContext для получения значения, но в данном примере DataContext не инициализирован. В результате WPF не обнаружит никакой ошибки и окно Output не будет содержать сообщений об ошибке.

Если данное поведение программы не совпадает с ожиданиями разработчика, то необходимо повысить TraceLevel у объекта PresentationTraceSources из пространства имен System.Diagnostics.

В результате в окне Output будут отображаться все подробности выполнения связывания данных:

System.Windows.Data Warning: 67 : BindingExpression (hash=51220585): Resolving source

System.Windows.Data Warning: 70 : BindingExpression (hash=51220585): Found data context element: TextBlock (hash=28990061) (OK)

System.Windows.Data Warning: 71 : BindingExpression (hash=51220585): DataContext is null

System.Windows.Data Warning: 67 : BindingExpression (hash=51220585): Resolving source

System.Windows.Data Warning: 70 : BindingExpression (hash=51220585): Found data context element: TextBlock (hash=28990061) (OK)

System.Windows.Data Warning: 71 : BindingExpression (hash=51220585): DataContext is null

System.Windows.Data Warning: 67 : BindingExpression (hash=51220585): Resolving source (last chance)

System.Windows.Data Warning: 70 : BindingExpression (hash=51220585): Found data context element: TextBlock (hash=28990061) (OK)

System.Windows.Data Warning: 78 : BindingExpression (hash=51220585): Activate with root item <null>

System.Windows.Data Warning: 106 : BindingExpression (hash=51220585): Item at level 0 is null - no accessor

'TraceLevel.vshost.exe' (CLR v4.0.30319: TraceLevel.vshost.exe): Loaded 'C:\Windows\Microsoft.Net\assembly\GAC\_MSIL\PresentationFramework-SystemXml\v4.0\_4.0.0.0\_\_b77a5c561934e089\PresentationFramework-SystemXml.dll'. Skipped loading symbols. Module is optimized and the debugger option 'Just My Code' is enabled.

System.Windows.Data Warning: 80 : BindingExpression (hash=51220585): TransferValue - got raw value {DependencyProperty.UnsetValue}

System.Windows.Data Warning: 88 : BindingExpression (hash=51220585): TransferValue - using fallback/default value ''

System.Windows.Data Warning: 89 : BindingExpression (hash=51220585): TransferValue - using final value ''

Просматривая текст в окне Output можно увидеть все действия, выполняющиеся в попытке найти подходящее значение для TextBlock: несколько сообщений DataContext is null и в конце сообщение, что будет использовано значение по умолчанию, пустая строка.

Другой способ обнаружения ошибок связывания состоит в использовании отладчика и файла отделенного кода. В файле отделенного кода необходимо реализовать «искусственный» конвертер данных, цель которого состоит в том, чтобы диагностировать

успешность связывания данных.

MainWindow.xaml

<Window x:Class="ValueConverter.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:ValueConverter"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525" Name="wnd">

<Window.Resources>

<local:DebugDummyConverter x:Key="DebugDummyConverter" />

</Window.Resources>

<Grid Margin="10">

<TextBlock Text="{Binding Title, ElementName=wnd, Converter={StaticResource DebugDummyConverter}}" />

</Grid>

</Window>

MainWindow.xaml.cs

using System;

using System.Diagnostics;

using System.Windows;

using System.Windows.Data;

namespace ValueConverter

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

}

}

public class DebugDummyConverter : IValueConverter

{

public object Convert(object value, Type targetType, object parameter, System.Globalization.CultureInfo culture)

{

Debugger.Break();

return value;

}

public object ConvertBack(object value, Type targetType, object parameter, System.Globalization.CultureInfo culture)

{

Debugger.Break();

return value;

}

}

}

Если отладчик не остановиться в методах Convert или ConvertBack, это будет означать, что конвертер не используется. Это, обычно, говорит об ошибке связывания данных.

1. Триггеры

С помощью стилей происходит присваивание статических значений свойствам объектов. Триггеры, в свою очередь, позволяют изменять значения определенных свойств в зависимости от заданных условий. Они позволяют выполнять те действия, которые обычно реализуются в файле отделенного кода, используя только разметку xaml.

Существует 4 категории триггеров:

* Триггеры свойств. Отслеживают изменения определенного свойства у родительского контрола и в случае, если значение данного свойства совпадает с заданным значением, происходит изменение значения другого свойства.
* Триггеры данных: Вызываются в ответ на изменения значений любых свойств (не только свойств зависимостей). Используют выражения для связывания с обычными свойствами, изменения которых и отслеживают. Позволяют связывать триггер со свойствами другого контрола.
* Триггеры событий: вызываются в ответ на генерацию событий.
* Мультитриггеры: вызываются при выполнении ряда условий.
  1. Триггеры свойств

Триггеры свойств задаются с помощью объекта Trigger. Они следят за значениями свойств и когда эти значения оказываются равными заданным величинам, свойства могут быть изменены. Изменения свойств осуществляются с помощью объекта Setter.

MainWindow.xaml

<Window x:Class="WpfTrigger.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:WpfTrigger"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Grid>

<TextBlock Text="Триггер" FontSize="28" HorizontalAlignment="Center" VerticalAlignment="Center">

<TextBlock.Style>

<Style TargetType="TextBlock">

<Setter Property="Foreground" Value="Blue"></Setter>

<Style.Triggers>

<Trigger Property="IsMouseOver" Value="True">

<Setter Property="Foreground" Value="Red" />

<Setter Property="TextDecorations" Value="Underline" />

</Trigger>

</Style.Triggers>

</Style>

</TextBlock.Style>

</TextBlock>

</Grid>

В данном примере, изначально, с помощью стиля, устанавливается синий цвет текста. С помощью триггера происходит анализ свойства IsMouseOver и, когда значение свойства становиться равным true, происходит изменение цвета текста и добавляется оформление текста в виде подчеркивания.

* 1. Триггеры данных

DataTrigger отслеживает изменение свойств, которые необязательно должны представлять свойства зависимостей. Для соединения с отслеживаемыми свойствами триггеры данных

используют выражения привязки.

MainWindow.xaml

<StackPanel HorizontalAlignment="Center" VerticalAlignment="Center">

<CheckBox Name="cbSample" Content="Вы знаете C#?" />

<TextBlock HorizontalAlignment="Center" Margin="0,20,0,0" FontSize="48">

<TextBlock.Style>

<Style TargetType="TextBlock">

<Setter Property="Text" Value="Нет" />

<Setter Property="Foreground" Value="Red" />

<Style.Triggers>

<DataTrigger Binding="{Binding ElementName=cbSample, Path=IsChecked}" Value="True">

<Setter Property="Text" Value="Да" />

<Setter Property="Foreground" Value="Green" />

</DataTrigger>

</Style.Triggers>

</Style>

</TextBlock.Style>

</TextBlock>

* 1. Триггеры событий

Триггеры событий, <EventTrigger>, чаще всего используются для определения анимации. Триггер событий реагирует на определенные события также, как обработчик событий.

MainWindow.xaml

<Window x:Class="EventTrigger.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:EventTrigger"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Grid>

<TextBlock Name="lbl" Text="EventTrigger" FontSize="18" HorizontalAlignment="Center" VerticalAlignment="Center">

<TextBlock.Style>

<Style TargetType="TextBlock">

<Style.Triggers>

<EventTrigger RoutedEvent="MouseEnter">

<EventTrigger.Actions>

<BeginStoryboard>

<Storyboard>

<DoubleAnimation Duration="0:0:0.300" Storyboard.TargetProperty="FontSize" To="28" />

</Storyboard>

</BeginStoryboard>

</EventTrigger.Actions>

</EventTrigger>

<EventTrigger RoutedEvent="MouseLeave">

<EventTrigger.Actions>

<BeginStoryboard>

<Storyboard>

<DoubleAnimation Duration="0:0:0.800" Storyboard.TargetProperty="FontSize" To="18" />

</Storyboard>

</BeginStoryboard>

</EventTrigger.Actions>

</EventTrigger>

</Style.Triggers>

</Style>

</TextBlock.Style>

</TextBlock>

</Grid>

</Window>

Триггер событий подписан на два события MouseEnter и MouseLeave. Если курсор мыши оказывается над областью занятой текстом, то происходит постепенное увеличение размера символов до 28 пикселей. Когда курсор мыши покидает область текста, то происходит плавное уменьшение размеров символов до 18.

1. ListView

Контрол ListView, который является наследником ListBox, выглядит и работает также, как и ListBox, за исключением того, что он использует по умолчанию ExtendedSelectionMode. Но, кроме этого, ListView содержит свойство View, которое дает значительно больше возможностей по построению многофункциональных списковых представлений, чем ItemsPanel.

Свойство View относиться к абстрактному типу ViewBase. В WPF реализован единственный класс данного типа, GridView. По умолчанию, его представление соответствует окну Details в Проводнике.

Свойство View принимает в качестве значения объект GridView, который управляет отображением данных.

GridView содержит свойство Columns, которое включает в себя коллекцию определений столбцов – GridViewColumn. GridViewColumn с помощью свойства Header определяет название столбца.

Строки ListView описываются, как и в ListBox, в виде обычного списка. Возможность отображения разных данных в каждой отдельной колонке достигается благодаря свойству

DisplayMemberBinding класса GridViewColumn. Идея состоит в том, что ListView содержит объекты с множеством свойств для каждой строки и значение для каждой колонки определяется свойствами отдельного объекта.

GridView поддерживает следующие возможности:

* Изменение порядка колонок с помощью Drag&Drop.
* Изменение размера колонок путем перемещения сепаратора.
* Автоматическое изменение размеров колонок, чтобы вместить содержание колонки, с помощью двойного клика по сепаратору.

ListView не поддерживает автоматическую сортировку с помощью двойного клика по заголовку колонки.

MainWindow.xaml

<Window x:Class="GridView.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:GridView"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Grid>

<ListView Margin="10" Name="lvEmployee">

<ListView.View>

<GridView>

<GridViewColumn Header="Имя" Width="120" DisplayMemberBinding="{Binding Name}" />

<GridViewColumn Header="Возраст" Width="50" DisplayMemberBinding="{Binding Age}" />

<GridViewColumn Header="Зарплата" Width="150" DisplayMemberBinding="{Binding Salary}" />

</GridView>

</ListView.View>

</ListView>

</Grid>

MainWindow.xaml.cs

using System.Collections.Generic;

using System.Windows;

namespace GridView

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

List<Employee> items = new List<Employee>();

items.Add(new Employee() { Name = "Петя", Age = 42, Salary = 25000 });

items.Add(new Employee() { Name = "Коля", Age = 39, Salary = 45000 });

items.Add(new Employee() { Name = "Иван", Age = 7, Salary = 33000 });

lvEmployee.ItemsSource = items;

}

}

public class Employee

{

public string Name { get; set; }

public int Age { get; set; }

public int Salary { get; set; }

}

}

Использование свойства DisplayMemberBinding не позволяет производить форматирование отображаемых свойств. Но это ограничение можно обойти, определив свойство CellTemplate. C его помощью достигается полный контроль над содержимым ячейки ListView.

MainWindow.xaml

<Window x:Class="CellTemplate.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:CellTemplate"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Grid>

<ListView Margin="10" Name="lvEmployee">

<ListView.View>

<GridView>

<GridViewColumn Header="Имя" Width="120" DisplayMemberBinding="{Binding Name}" />

<GridViewColumn Header="Возраст" Width="50" DisplayMemberBinding="{Binding Age}" />

<GridViewColumn Header="Зарплата" Width="150">

<GridViewColumn.CellTemplate>

<DataTemplate>

<TextBlock Text="{Binding Salary}" Foreground="Blue" FontWeight="Bold" />

</DataTemplate>

</GridViewColumn.CellTemplate>

</GridViewColumn>

</GridView>

</ListView.View>

</ListView>

</Grid>

</Window>

В примере выше для колонки «Зарплата» изменен цвет символов и увеличена их толщина.

1. Виртуализация

Панели, являющиеся наследниками абстрактного класса System.Windows.Controls.VirtualizingPanel, позволяют реализовать интересный механизм отображения для таких контролов как ListBox, ListView, DataGrid. VirtualizingStackPanel, которая действует как StackPanel, позволяет загружать в память только те элементы ListBox, ListView, DataGrid, которые отображаются на экране. Тем самым повышается производительность приложения. Данный механизм работает только при использовании связывания данных. Благодаря данному механизму виртуализации, VirtualizingStackPanel является лучшим вариантом среди панелей при связывании больших объемов данных. ListBox использует данный вид панелей по умолчанию.

Для включения виртуализации для элементов, производных от ItemsControl, или для уже существующих элементов управления, которые используют StackPanel (например, ComboBox), надо установить свойство ItemsPanel для класса VirtualizingStackPanel и присвоить свойству IsVirtualizing значение true. Например:

<ComboBox VirtualizingStackPanel.IsVirtualizing="True">

<ComboBox.ItemsPanel>

<ItemsPanelTemplate>

<VirtualizingStackPanel />

</ItemsPanelTemplate>

</ComboBox.ItemsPanel>

</ComboBox>

Многие контролы используют VirtualizingStackPanel как свою ItemsPanel, по умолчанию, для улучшения производительности. В WPF 4, такие панели поддерживают новый режим, который еще более повышает производительность при скролинге. Данный режим требует явного включения. Для этого нужно присвоить свойству VirtualizingStackPanel.VirtualizationMode значение Recycling. В результате, панель будет повторно использовать контейнеры, которые создаются при прокрутке элементов списка на экране, вместо того чтобы создавать новые контейнеры для каждого элемента.

1. Обработка исключений в WPF

Помимо использования конструкций try …catch при вызове функций, которые могут формировать исключения, WPF позволяет перехватывать необработанные исключения глобально, в рамках приложения. Данный механизм осуществляется путем регистрации обработчика события DispatcherUnhandledException в классе Application.

App.xaml

<Application x:Class="WpfException.App"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:local="clr-namespace:WpfException"

DispatcherUnhandledException="Application\_DispatcherUnhandledException"

StartupUri="MainWindow.xaml">

<Application.Resources>

</Application.Resources>

</Application>

App.xaml.cs

using System.Windows;

namespace WpfException

{

/// <summary>

/// Interaction logic for App.xaml

/// </summary>

public partial class App : Application

{

private void Application\_DispatcherUnhandledException(object sender, System.Windows.Threading.DispatcherUnhandledExceptionEventArgs e)

{

MessageBox.Show("Необработанное исключение: " + e.Exception.Message, "Exception", MessageBoxButton.OK, MessageBoxImage.Warning);

e.Handled = true;

}

}

}

MainWindow.xaml

<Window x:Class="WpfException.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:WpfException"

mc:Ignorable="d"

Title="MainWindow" Height="350" Width="525">

<Grid>

<Button x:Name="button" Content="Button" HorizontalAlignment="Center" VerticalAlignment="Center" Width="75" Click="button\_Click"/>

</Grid>

</Window>

MainWindow.xaml.cs

using System.Windows;

namespace WpfException

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

public MainWindow()

{

InitializeComponent();

}

private void button\_Click(object sender, RoutedEventArgs e)

{

string s = null;

int length = s.Length;

}

}

}

1. ДЗ

Измените WPF приложение для ведения списка сотрудников компании, из урока №5, **используя связывание данных, ListView, ObservableCollection и INotifyPropertyChanged**.  
1. Создайте сущности Employee и Department и заполните списки сущностей начальными данными.  
2. Для списка сотрудников и списка департаментов предусмотрите визуализацию (отображение). Это можно сделать, например, с использованием ComboBox или ListView.  
3. Предусмотрите возможность редактирования сотрудников и департаментов. Должна быть возможность изменить департамент у сотрудника. Список департаментов для выбора, можно выводить в ComboBox, это все можно выводить на дополнительной форме.  
4. Предусмотрите возможность создания новых сотрудников и департаментов. Реализуйте данную возможность либо на форме редактирования, либо сделайте новую форму.