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作用域讨论的是标识符的有效范围，作用域是一个标识符在程序正文中有效的区域。

C++的作用域分为函数原型作用域，块作用域，类作用域和文件作用域。
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可见性是标识符是否可以引用的问题。

可见性的一般规则是：标识符要声明在前，引用在后；在同一作用域中，不能声明同名的标识符。对于在不同的作用域声明的标识符，遵循的原则是：若有两个或多个具有包含关系的作用域，外层声明的标识符如果在内层没有声明同名标识符时仍可见，如果内层声明了同名标识符外层标识符不可见
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在c++类中声明成员时可以加上static关键字，这样声明的成员就叫做静态成员。

普通数据成员属于类的一个具体的对象，只有对象被创建了，普通数据成员才会被分配内存。而静态数据成员属于整个类，即使没有任何对象创建，类的静态数据成员变量也存在。因为类的静态数据成员的存在不依赖与于任何类对象的存在，类的静态数据成员应该在代码中被显式地初始化，一般要在类外进行。虽然静态成员不属于类的某个对象，但是我们仍然可以使用类的对象、引用或指针来访问静态成员
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函数调用的结果不会访问或者修改任何对象（非static）数据成员，这样的成员声明为静态成员函数. 静态成员函数的声明除了在类体的函数声明前加上关键字static，以及不能声明为const或者volatile之外，与非静态成员函数相同。出现在类体之外的函数定义不能制定关键字static，静态成员函数没有this指针
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类B不是类A的友元，类C不是类A的友元，类D不是类B的友元。
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可以

Private:

Static int a;
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编译的输入文件是源文件，输出是目标文件；连接的输入文件是目标文件，输出是可执行文件。

编译器对源代码进行编译，是将以文本形式存在的源代码翻译为机器语言形式的目标文件的过程。连接是将格格编译单元的目标文件和运行库当中被调用过的单元加以合并后生成的可执行文件的过程

1. 编译时报错，函数参数不匹配
2. 连接错误，函数未定义
3. 不报错
4. 连接错误，函数重复定义
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“\*”被称为指针运算符，是一个一元操作符，表示指针所指向对象的值。“&”称为取地址运算符，也是一个一元操作符，是用来得到一个对象的地址
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指针是一种数据类型，具有指针类型的变量成为指针变量。指针变量存放的是另外一个对象的地址，这个地址中的值就是另外一个对象中的内容。

6-9

Null字符。

6-11

引用是一个别名,不能为NULL值,不能被重新分配;指针是一个存放地址的变量。当需要对变量重新赋以另外的地址或赋值为NULL时只能使用指针。
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整型常量指针p1

整形指针常量p2
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#include <iostream>

using namespace std;

int\* Fn1(){

int \* p = new int (5);

return p;

}

int main(){

int \*a = Fn1();

cout <<"the value of a is: "<<\*a;

delete a;

return 0;

}
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long (\* p\_fn1)(int)

long ( A::\*p\_fn2)(int)