深度或广度优先搜索算法，费罗伊德算法，迪杰斯特拉算法，Bellman-Ford 算法。

**1）深度或广度优先搜索算法（解决单源最短路径）**

从起点开始访问所有深度遍历路径或广度优先路径，则到达终点节点的路径有多条，取其中路径权值最短的一条则为最短路径。

下面是核心代码：

void dfs(int cur,int dst){

if(minpath<dst) return;//当前走过的路径大雨之前的最短路径，没有必要再走下去了

if(cur==en){//临界条件，当走到终点n

if(minpath>dst){

minpath=dst;

return;

}

}

for(int i=1;i<=n;i++){

if(mark[i]==0&&edge[cur][i]!=inf&&edge[cur][i]!=0){

mark[i]=1;

dfs(i,dst+edge[cur][i]);

mark[i]=0;//需要在深度遍历返回时将访问标志置0

}

}

return;

}

例：先输入n个节点，m条边，之后输入有向图的m条边，边的前两个元素表示起点和终点，第三个值表示权值，输出1号城市到n号城市的最短距离。

#include<bits/stdc++.h>

using namespace std;

#define nmax 110

#define inf 999999999

int minpath,n,m,en,edge[nmax][nmax],mark[nmax];//最短路径，节点数，边数，终点，邻接矩阵，节点访问标记

void dfs(int cur,int dst){

if(minpath<dst) return;//当前走过的路径大雨之前的最短路径，没有必要再走下去了

if(cur==en){//临界条件，当走到终点n

if(minpath>dst){

minpath=dst;

return;

}

}

for(int i=1;i<=n;i++){

if(mark[i]==0&&edge[cur][i]!=inf&&edge[cur][i]!=0){

mark[i]=1;

dfs(i,dst+edge[cur][i]);

mark[i]=0;//需要在深度遍历返回时将访问标志置0

}

}

return;

}

int main ()

{

while(cin>>n>>m&&n!=0){

//初始化邻接矩阵

for(int i=1;i<=n;i++){

for(int j=1;j<=n;j++){

edge[i][j]=inf;

}

edge[i][i]=0;

}

int a,b;

while(m--){

cin>>a>>b;

cin>>edge[a][b];

}

minpath=inf;

memset(mark,0,sizeof(mark));

mark[1]=1;

en=n;

dfs(1,0);

cout<<minpath<<endl;

}

}

程序运行结果如下：

![https://img-blog.csdn.net/20180316165658784](data:image/png;base64,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)

**2）弗洛伊德算法（解决多源最短路径）：时间复杂度o(n^3),空间复杂度o(n^2)**

基本思想：最开始只允许经过1号顶点进行中转，接下来只允许经过1号和2号顶点进行中转.......允许经过1~n号所有顶点进行中转，来不断动态更新任意两点之间的最短距离。即求从i号顶点到j顶点只经过前k号点的最短距离。

分析如下：1，首先构建邻接矩阵edge[n+1][n+1],假如现在只允许经过1号节点，求任意两点间的最短距离，很显然edge[i][j]=min(edge[i][j],edge[i][1]+edge[1][j]),代码如下：

for(int i=1;i<=n;i++){

for(int j=1;j<=n;j++){

if(edge[i][j]>edge[i][1]+edge[1][j]){

edge[i][j]=edge[i][1]+edge[1][j];

}

}

}

2.接下来继续求在只允许经过1和2号两个顶点的情况下任意两点之间的最短距离，在已经实现了从i号顶点到j号顶点只经过前1号点的最短路程的前提下，现在插入第2号节点，来看看能不能更新最短路径，因此只需在步骤一求得的基础上，进行edge[i][j]=min(edge[i][j],edge[i][2]+edge[2][j]);.......

3.很显然，需要n次这样的更新，表示依次插入了1号2号.......n号节点，最后求得的edge[i][j]是从i号顶点到j号顶点只经过前n号点的最短路程。因此核心代码如下：

#include<bits/stdc++.h>

using namespace std;

#define inf 999999999

int main ()

{

for(int k=1;k<=n;k++){

for(int i=1;i<=n;i++){

for(int j=1;j<=n;j++){

if(edge[k][j]<inf&&edge[i][k]<inf&&edge[i][j]>edge[i][k]+edge[k][j]){

edge[i][j]=edge[i][k]+edge[k][j];

}

}

}

}

}

例1：寻找最短的从商场到赛场的路线。其中商店在1号节点处，赛场在n号节点处，1~n节点中有m条线路双向连接。

/\*\*\*先输入n，m，在输入m个三元组，n为路口数，m表示有几条路，其中1为商店，n为赛场，三元组分别表示起点终点，和该路径长，输出1到n的最短距离\*\*\*/

#include<bits/stdc++.h>

using namespace std;

#define inf 999999999

#define nmax 110

int n,m,edge[nmax][nmax];

int main ()

{

int a,b;

while(cin>>n>>m&&n!=0){

for(int i=1;i<=n;i++){

for(int j=1;j<=n;j++){

edge[i][j]=inf;

}

edge[i][i]=0;

}

while(m--){

cin>>a>>b;

cin>>edge[a][b];

edge[b][a]=edge[a][b];

}

for(int k=1;k<=n;k++){

for(int i=1;i<=n;i++){

for(int j=1;j<=n;j++){

if(edge[k][j]<inf&&edge[i][k]<inf&&edge[i][j]>edge[i][k]+edge[k][j]){

edge[i][j]=edge[i][k]+edge[k][j];

}

}

}

}

cout<<edge[1][n]<<endl;

}

}

程序运行结果如下：

![https://img-blog.csdn.net/20180317144940570](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIgAAACbCAYAAAC5+NNnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASSSURBVHhe7ddRbts6EIXhLKP77cayiaBPWUsq5pTAlJhhIs3YYqT/Ah/uQWo6D/zhyC/bfx/Nr99/Pv8PDDQIBAENAkFAwwby+vr6n/7zvTJnsQyNHoh3qXsvuodFIJegURlIRyCXoEEgCGjMHlIJ5NY0okAyl0wgl6DhBZK9YAK5BI0xkIrLJZBL0LCBVF0sgVyCRg/Eu9SjF00gl6BhA/H0131H9jyWouE9pAIbDQJBQINAENAgEAQ0CAQBDS+Qo98+st9gsudRSsMGkrkc78ye98meRzmNqk8QArkcjVUC8RDIqTQqn0FGmfchjtNpPCqQo+/RzhHHEjQeEciZgaGMRnUglRdLJKfSqAykOiwCOZVGVSDZCyaQ5WjYQNqFjPq/fcU723ivjWTOopyG9wkCbDQIBAENAkFAg0AQ0CAQBDRsIHyLgKHRA/GCIJJb0yAQBDRmzyAEcmsaUSDEcXsaYyAtDOLARoNPEAQ0eAZBQKMH4sVAILemQSAIaNg/MS0Iq/8ct6QxewbBrWkQCAIaBIKABoEgoEEgCGjYQLLfYrLnsRSNHoh3oXsuOXsey9EgEAQ0Zs8g2QsmkB9NIwqEOG5PYwykXWzmcrPnsQwNPkEQ0OAZBAGNHoh3mXsuOHsey9EgEAQ07J+YdqFW//l3Zc9jKRqzZxDcmgaBIKBBIAhoEAgCGgSCgIYXyNFvIJlvMePZznstnkLDBpK5GO/Mnvc58jvxUBpVnyAEcjkaBIKARuUzyGhvIJb3GjyVxqMC2fse4+uJ5HQajwik6nKJ5FQa1YFUXiqBnEqjMpDqsAjkVBpVgWQveHwtcZxOwwbSLmXU/+0r3tnGe23k6Dk8hIb3CQJsNAgEAQ0CQUCDQBDQIBAENGwg9lvEkW8SmfPj2c57LZ5CowfiXcaeC3rEeZxKg0AQ0KgKxEMgP5rG7CE1c2l7z7bXW95r8FQaUSBHL+noBY9niOR0Gl4gFZezynvgMI0xkMpLyb4XgZxKwwaSuRDv7J73y55HOY0eyNkXPL52z1k8hIYNxNNf9x2Zs03mLMppeA+pwEaDQBDQIBAENAgEAQ0CQUDDBmK/RWS+SRw9W/X7UUKjB+JdyN5Lylxuxe9HKY3KQDoCuQSN2TMIgdyaRhRI5nKqLpZATqUxBtIuJXsxFRdLHKfTWPEThDiWoLHKM0hHHMvQ6IF4F/PsQIhjKRqrBFL5+1FCw/6JaRdi9Z9/13h+z3t4ZxvvtXgKjdkzCG5Ng0AQ0CAQBDQIBAENAkFAwwbCNwgYGj0QLwgiuTUNAkFAg0AQ0Jg9pBLIrWlEgRDH7Wl4gRAHNhpjIMSBfzRsIMQBQ6MH4sVBMLemYQPx9NfhdjS8h1Rgo0EgCGgQCAIaBIKABoEgoDEGkv32wrefy9CwgdiLPXLJ2fNYikYPxLvQPZecPY/laBAIAhoEgoAGgSCgQSAIaBAIAhoEgoBGD6SxF3rkcrPnsRQNG0jTLjZzudnzWIbGGAjw6f39/ePt7Y1A4CMQTBEIpggEUwSCKQLBFIFgikAwRSCYIhBMEQimCASxl4+/mALvQcx/ODcAAAAASUVORK5CYII=)

**3）迪杰斯特拉算法（解决单源最短路径）**

基本思想：每次找到离源点（如1号节点）最近的一个顶点，然后以该顶点为中心进行扩展，最终得到源点到其余所有点的最短路径。

基本步骤：1，设置标记数组book[]：将所有的顶点分为两部分，已知最短路径的顶点集合P和未知最短路径的顶点集合Q，很显然最开始集合P只有源点一个顶点。book[i]为1表示在集合P中；

2，设置最短路径数组dst[]并不断更新：初始状态下，dst[i]=edge[s][i](s为源点，edge为邻接矩阵),很显然此时dst[s]=0,book[s]=1.此时，在集合Q中可选择一个离源点s最近的顶点u加入到P中。并依据以u为新的中心点，对每一条边进行松弛操作（松弛是指由顶点s-->j的途中可以经过点u，并令dst[j]=min(dst[j],dst[u]+edge[u][j])）,并令book[u]=1;

3，在集合Q中再次选择一个离源点s最近的顶点v加入到P中。并依据v为新的中心点，对每一条边进行松弛操作（即dst[j]=min(dst[j],dst[v]+edge[v][j])）,并令book[v]=1;

4,重复3，直至集合Q为空。

核心代码如下：

#include<bits/stdc++.h>

using namespace std;

#define nmax 110

#define inf 999999999

/\*\*\*构建所有点最短路径数组dst[],且1为源点\*\*\*/

int u;/\*\*\*离源点最近的点\*\*\*/

int minx;

for(int i=1;i<=n;i++) dst[i]=edge[1][i];

for(int i=1;i<=n;i++) book[i]=0;

book[1]=1;

for(int i=1;i<=n-1;i++){

minx=inf;

for(int j=1;j<=n;j++){

if(book[j]==0&&dst[j]<minx){

minx=dst[j];

u=j;

}

}

book[u]=1;

/\*\*\*更新最短路径数组\*\*\*/

for(int k=1;k<=n;k++){

if(book[k]==0&&dst[k]>dst[u]+edge[u][k]&&edge[u][k]<inf){

dst[k]=dst[u]+edge[u][k];

}

}

}

例1：给你n个点，m条无向边，每条边都有长度d和花费p，给你起点s，终点t，要求输出起点到终点的最短距离及其花费，如果最短距离是有多条路线，则输出花费最少的。

输入：输入n，m，点的编号是1~n，然后是m行，每行4个数a，b，d，p，表示a和b之间有一条边，且长度为d，花费为p。最后一行是两个数s，t，起点s，终点t。n和m为0时输入结束。（1<n<=1000,0<m<100000,s!=t）

输出：输出一行，有两个数，最短距离及其花费。

分析：由于每条边有长度d和花费p，最好构建变结构体存放。

使用邻接矩阵求解：

#include<bits/stdc++.h>

using namespace std;

#define nmax 110

#define inf 999999999

struct Edge{

int len;

int cost;

}edge[nmax][nmax];

int u,n,m,book[nmax],s,t,dst[nmax],spend[nmax];

int minx;

int main (){

while(cin>>n>>m&&n!=0&&m!=0){

for(int i=1;i<=n;i++){

for(int j=1;j<=n;j++){

edge[i][j].len=inf;

edge[i][j].cost=0;

}

edge[i][i].len=0;

}

int a,b;

while(m--){

cin>>a>>b;

cin>>edge[a][b].len>>edge[a][b].cost;

edge[b][a].len=edge[a][b].len;

edge[b][a].cost=edge[a][b].cost;

}

cin>>s>>t;

for(int i=1;i<=n;i++) {dst[i]=edge[s][i].len;spend[i]=edge[s][i].cost;}

for(int i=1;i<=n;i++) book[i]=0;

book[s]=1;

for(int i=1;i<=n-1;i++){

minx=inf;

for(int j=1;j<=n;j++){

if(book[j]==0&&dst[j]<minx){

minx=dst[j];

u=j;

}

}

book[u]=1;

for(int k=1;k<=n;k++){

if(book[k]==0&&(dst[k]>dst[u]+edge[u][k].len||(dst[k]==dst[u]+edge[u][k].len&&spend[k]>spend[u]+edge[u][k].cost))&&edge[u][k].len<inf){

dst[k]=dst[u]+edge[u][k].len;

spend[k]=spend[u]+edge[u][k].cost;

}

}

}

cout<<dst[t]<<' '<<spend[t]<<endl;

}

}

程序运行结果如下：

![https://img-blog.csdn.net/20180317162034129](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGsAAABgCAYAAAAaeIzPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAANsSURBVHhe7ZvNihpBFIV9jLxRIHmpwMwu4MZsZ+U22yxcCI0og6KIM9H4g89SoZJp0l3e7uqqezu51xzhAxnrVNvno6wanBlcr1e33+/du4cfDg/dj5qswWAANANZhoAsQ1CyiqKoUQt0gJsHDYSyqHJTCufmQQuQZYguexZkKSEmS6JoyBLicDi47XZ7I8sXDFHKaJJVwikbooSJyfLklA5RPRDKokpOLR6iekJaloRs0AD1MejLrVILRAizJdRYkEiXPQsoAbIM8eHtCWQZACvLEFhZhmhbWbmnOM5JMMyWUGPbyM2pJnZ0rw3uAJVJmSfnmiHVOSTmU4P0yqIyKfNwy70rOSGQZYg+9qyQVFlVqDFtlBnOHGrpW1bqHOH4nDx3DrX0KUuqpJR5qLF3I6vta33OTUoWBFlv9CGLUw63bG5eNdKypMuWeA85c6iEkuVvLqQWaoHKeqixTeTmqkjMoY7Yn6IBRUCWISDLEJBlCMgyBCWrepLKOU1x81VS8+G1S6ix5ghlUTeWcrPcfBWfS83mXssEkGUIaVkUOfkyk5rlvlfVdDlgcArgiAqfd8GPr0KNMUtMVu4Nc8qq5lLnCMfnvgeVtMmSuFENZd+NsCZZkjeYMpcf2wQ1vgucrCooWdLF/M2ipa+vilAW92aly0rNhuM511YHJYviJtgCJ1sSzpEyT07GBG0HDKAMyDIEZJnio/tcfIcsC1wuF/f6+gpZFjifz+7l5YWUlXuaqp7G7u5E9i85nU43sjhFUxkIE+J4PLrdbie2siCrR7T9yw9owR/bN5tNb7IgShB/Elyv1+KyfBaihPH71Wq1wsqywXv38O0Ze5YF/EfgYrEQk0VlIEuI5XLpZrMZZFlgPp+76XRak+XLDamFInCyoIXRaOSGwyG5soAy8BWJISDLEJBlCMgyBCVL6iQXy+OkmEgoKywwp1CfKcl5HTQQk9X0sy7EcpCVCGQZArIMUXTYsyBLCePHL+7r8x9ZnlJQWWZuqbFc7rz/Lb8/Bic1WSGQpYRwz6KALCU8josbWdUSOYVCljB+ZU2ePt2sLF9kbplltkrK66ABamUBpYyL+J4FlBD+ngUU0+U0CJTwS9bkCbIsgJVlCMgyBGQZArIMAVmGgCxDQJYhIMsQkGUIyDIEZBkCsqwwcD8BlCln+frQ9G8AAAAASUVORK5CYII=)

**4）Bellman-Ford算法（解决负权边，解决单源最短路径，前几种方法不能解决负权边）**

主要思想：所有的边进行n-1轮松弛，因为在一个含有n个顶点的图中，任意两点之间的最短路径最多包含n-1条边。换句话说，第1轮在对所有的边进行松弛操作后，得到从1号顶点只能经过一条边到达其余各定点的最短路径长度，第2轮在对所有的边进行松弛操作后，得到从1号顶点只能经过两条边到达其余各定点的最短路径长度，........

此外，Bellman-Ford算法可以检测一个图是否含有负权回路：如果经过n-1轮松弛后任然存在dst[e[i]]>dst[s[i]]+w[i].

例1：对图中含有负权的有向图，输出从1号节点到各节点的最短距离，并判断有无负权回路。

#include<bits/stdc++.h>

using namespace std;

#define nmax 1001

#define inf 999999999

int n,m,s[nmax],e[nmax],w[nmax],dst[nmax];

int main ()

{

while(cin>>n>>m&&n!=0&&m!=0){

for(int i=1;i<=m;i++){

cin>>s[i]>>e[i]>>w[i];

}

for(int i=1;i<=n;i++)

dst[i]=inf;

dst[1]=0;

for(int i=1;i<=n-1;i++){

for(int j=1;j<=m;j++){

if(dst[e[j]]>dst[s[j]]+w[j]){

dst[e[j]]=dst[s[j]]+w[j];

}

}

}

int flag=0;

for(int i=1;i<=m;i++){

if(dst[e[i]]>dst[s[i]]+w[i]){

flag=1;

}

}

if(flag) cout<<"此图有负权回路"<<endl;

else{

for(int i=1;i<=n;i++){

if(i==1) cout<<dst[i];

else cout<<' '<<dst[i];

}

cout<<endl;

}

}

}

程序运行结果如下：

![https://img-blog.csdn.net/20180317170237899](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIkAAAB6CAYAAACLInB+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPnSURBVHhe7ddhbtswDIbhHGP33cV6ix2ngwqooBVKjChSVoL3xwNsKUnH5TdPfvz5++/78XgAfYQEphqSr68v1VNDh9ZbaLV4MzIkTz+cQCA+GCGBiZDA1DuTPBUaVvtxsN6TZHbRq/04WA2JZnXRBOVDEBKYRgfXmSWv9uNgnElgkv/dlMVWl6IXrfbjUKMzCfCDkMBESGAiJDAREphkSOTbiecN5e5+JKkh0ZYys6i7+5GIkMAUFRINIfkQo4PrypIiFkxIDtELiXdBpY+AfBgtJHcvmYAcpg1J5II8swjIgWRIov/1z84jIIeqIVld8t39SCRDonlqGIjsrbRabKYdXIELQgITIYGJkMBESGDSQuJ9q8h+M8mejw4ZkpUFaD2Ri8yej4GoJwkh+WDvEhINIdkk8kzSylwiAdkoKySzM0q9plfXfo5EGSHZsUSCslF0SHYuj6BsEhmSzKVpswnJJlEhyV4iIbmRDEn5pbcuxQNab6HVemXOxoD2JAEuCAlMhAQmQgITIYFJC4nnzaF986i0Wo3WW2i12EyGZGU5qwslEAeLfJJon7+KkByMkMCUdSbRakZW+5Eo60kyO2O1H4miQqJZnUNQDkFIYMo8uM7MWe1HIs4kMMmQlMW0LsUGb1+12o8k2pMEuCAkMBESmAgJTIQEpl5IZt8w5JuJpNX2rPQikRYSz5JWl6r1E5RDEBKY2pDUxRAS/JIhkUvxhETSamZFzcGiyJCM/j6LgBykhiR6yYV3BgE5jAxJz1PTizy9K9dDkvbgWs0uS6uPmIEDZIUkIiCE5hBtSMpiWvLnI56eSvZKWi026z1JgF+EBCZCAhMhgYmQwCRDEvlm4emPvD4C1ZBoS/EuyrPkyOsjGCGBaXQm8Syp9kQsmJAcoheSlYC0f/YgIAdpQ1KW411QREhWro8kUU+Stn510QTlIFFnklLbo9W/YqUXgWpItIXsXHD09RGIkMAk/7spS5EuhS9qZ8zM8fYh2ehMAvwgJDAREpgICUyEBKY2JJlvFvLNJesahXd25Pdb7T+KDIm8seib1OZlXKPSfj4S+f283+FYNSSRvyRN9nzJMzfy+5W+rHu7xa6QaLLme+ZG3X/tybq3W9wVkneYPTtH1mfe33ZRISm1ml5d+7lFzpR6tdrnMzwzZE/EdzgGT5Jnnv62J/P+tuNMcuXtLX09Wv1b2RWS7PmSd272/b6tGpJC3lj0TWrzsn6RnrnR3y/r3m4hQ1KUm8u6wTo76xrt/JlraL2FVjsSMeM4bUiAJ4QEJkICEyGBiZDAREhgIiQwERKYCAlMhAQmQgITIYGJkGDs8f0fGmFIZdoLH2MAAAAASUVORK5CYII=)

**5）SPFA(Shortest Path Faster Algorithm)算法是求单源最短路径的一种算法，它是Bellman-ford队列优化，它是一种十分高效的最短路算法。**

实现方法：建立一个队列，初始时队列里只有起始点s，在建立一个数组记录起始点s到所有点的最短路径（初始值都要赋为极大值，该点到他本身的路径赋为0）。然后执行松弛操作，用队列里的点去刷新起始点s到所有点的距离的距离，如果刷新成功且刷新的点不在队列中，则把该点加入到队列，重复执行直到队列为空。

此外，SPFA算法可以判断图中是否有负权=环，即一个点的入队次数超过N。

#include<bits/stdc++.h>

using namespace std;

int n,m,len;

struct egde{

int to,val,next;

}e[200100];

int head[200100],vis[200100],dis[200100];

void add(int from,int to,int val){

e[len].to=to;

e[len].val=val;

e[len].next=head[from];

head[from]=len;

len++;

}

void spfa()

{

queue<int>q;

q.push(1);

vis[1]=1;

while(!q.empty())

{

int t=q.front();

q.pop();

vis[t]=0;

for(int i=head[t];i!=-1;i=e[i].next){

int s=e[i].to;

if(dis[s]>dis[t]+e[i].val){

dis[s]=dis[t]+e[i].val;

if(vis[s]==0){

q.push(s);

vis[s]=1;

}

}

}

}

}

int main(){

int from,to,val;

while(cin>>n>>m){

memset(head,-1,sizeof(head));

memset(vis,0,sizeof(vis));

/\* for(int i=1;i<=n;i++){

dis[i]=99999999;

}\*/

memset(dis,0x3f,sizeof(dis));

dis[1]=0;len=1;

for(int i=0;i<m;i++){

cin>>from>>to>>val;

add(from,to,val);

}

spfa();

for(int i=1;i<=n;i++){

cout<<dis[i]<<" ";

}

cout<<endl;

}

}