STAT2003 Analytics for Experimental and Simulated Data

**ASSIGNMENT 2**

5 pm, 6th November 2018

Due Date: 5 pm, 6^{th} Nov 2018

library(lhs)  
library(DiceDesign)  
library(FrF2)

## Loading required package: DoE.base

## Loading required package: grid

## Loading required package: conf.design

##   
## Attaching package: 'DoE.base'

## The following objects are masked from 'package:stats':  
##   
## aov, lm

## The following object is masked from 'package:graphics':  
##   
## plot.design

## The following object is masked from 'package:base':  
##   
## lengths

library(recoder)

## Loading required package: stringr

library(leaps)  
library(analogue)

## Loading required package: vegan

## Loading required package: permute

## Loading required package: lattice

## This is vegan 2.5-3

## analogue version 0.17-1

##   
## Attaching package: 'analogue'

## The following object is masked from 'package:conf.design':  
##   
## join

library(rriskDistributions)  
require(MASS)

## Loading required package: MASS

require(AlgDesign)

## Loading required package: AlgDesign

require(SPOT)

## Loading required package: SPOT

# Introduction

Your task is to develop a meta model (proxy model) for the water flow rate (WFR) through a borehole . The WFR is determined by eight input variables as described below

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Input Variable | Variable Description | Lower Limit | Upper Limit | Code |
|  | Radius of borehole (m) | 0.05 | 0.15 |  |
|  | Radius of influence (m) | 100 | 50000 |  |
|  | Transitivity of upper aquifer () | 63070 | 115600 |  |
|  | Potentiometric head of upper aquifer () | 900 | 1110 |  |
|  | Transmissivity of lower aquifer () | 63.1 | 116 |  |
|  | Potentiometric head of lower aquifer (m) | 700 | 820 |  |
|  | Length of borehole (m) | 1120 | 1680 |  |
|  | Hydraulic conductivity of borehole () | 9855 | 12045 |  |

For any given settings of input variables, value of the water flow rate can be computed by function *WaterFlowRateInBorehole* given below

WaterFlowRateInBorehole<-function(x){  
(2\*(22/7)\*x[3]\*(x[4]-x[6]))/((log(x[2]/x[1]))\*(1+((2\*x[7]\*x[3])/((log(x[2]/x[1]))\*(x[1]^2)\*x[8]))+(x[3]/x[5]))) + rnorm(1,10,20)  
}  
  
#xmid=c(0.1,25000,89335,5055,89.5,760,1400,10950)  
set.seed(13)  
pbBore <- pb(12, 8, randomize = FALSE, seed = 13) #Creates Plackett Burmann 12 runs  
#Converts factors into numeric values for each column  
A <- as.numeric(pbBore$A)   
B <- as.numeric(pbBore$B)  
C <- as.numeric(pbBore$C)  
D <- as.numeric(pbBore$D)  
E <- as.numeric(pbBore$E)  
F1 <- as.numeric(pbBore$F)  
G <- as.numeric(pbBore$G)  
H <- as.numeric(pbBore$H)  
  
#According to whether the value is 2 or 1, convert it into the upper and lower limit accordingly  
rBore <- recoder(A, '== 2: 0.15; == 1: 0.05')  
rInf <- recoder(B, '== 2: 50000; == 1: 100')  
trans <- recoder(C, '== 2: 115600; == 1: 63070')  
potent <- recoder(D, '== 2: 1100; == 1: 900')  
transmis <- recoder(E, '== 2: 116; == 1: 63.1')  
potent2 <- recoder(F1, '== 2: 820; == 1: 700')  
lenBore <- recoder(G, '== 2: 1680; == 1: 1120')  
hydra <- recoder(H, '== 2: 12045; == 1: 9855')  
  
  
mtxPB <- matrix(c(rBore,rInf,trans, potent, transmis, potent2, lenBore, hydra), nrow = 12, ncol = 8) #Adds all results (upper and lower limit) into a matrix  
outMtx <- matrix(nrow = 12, ncol = 1) #Initiates a matrix to store results  
mtxPB

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8]  
## [1,] 0.15 50000 63070 1100 116.0 820 1120 9855  
## [2,] 0.05 50000 115600 900 116.0 820 1680 9855  
## [3,] 0.15 100 115600 1100 63.1 820 1680 12045  
## [4,] 0.05 50000 63070 1100 116.0 700 1680 12045  
## [5,] 0.05 100 115600 900 116.0 820 1120 12045  
## [6,] 0.05 100 63070 1100 63.1 820 1680 9855  
## [7,] 0.15 100 63070 900 116.0 700 1680 12045  
## [8,] 0.15 50000 63070 900 63.1 820 1120 12045  
## [9,] 0.15 50000 115600 900 63.1 700 1680 9855  
## [10,] 0.05 50000 115600 1100 63.1 700 1120 12045  
## [11,] 0.15 100 115600 1100 116.0 700 1120 9855  
## [12,] 0.05 100 63070 900 63.1 700 1120 9855

#Generates results of upper and lower limit matrix and adds it to the results matrix  
for (i in seq(1,12)){  
 outMtx[i,1] <- WaterFlowRateInBorehole(mtxPB[i,])  
}  
outMtx

## [,1]  
## [1,] 193.435074  
## [2,] 8.078586  
## [3,] 186.291376  
## [4,] 36.255496  
## [5,] 39.604517  
## [6,] 31.204480  
## [7,] 135.532142  
## [8,] 74.123560  
## [9,] 84.565843  
## [10,] 65.803385  
## [11,] 235.642365  
## [12,] 33.046273

#WaterFlowRateInBorehole(xmid)

reformatDF <- data.frame(mtxPB)  
reformatDF <- cbind(reformatDF,outMtx)  
reformatDF #matrix containing results and min/max ranges

## X1 X2 X3 X4 X5 X6 X7 X8 outMtx  
## 1 0.15 50000 63070 1100 116.0 820 1120 9855 193.435074  
## 2 0.05 50000 115600 900 116.0 820 1680 9855 8.078586  
## 3 0.15 100 115600 1100 63.1 820 1680 12045 186.291376  
## 4 0.05 50000 63070 1100 116.0 700 1680 12045 36.255496  
## 5 0.05 100 115600 900 116.0 820 1120 12045 39.604517  
## 6 0.05 100 63070 1100 63.1 820 1680 9855 31.204480  
## 7 0.15 100 63070 900 116.0 700 1680 12045 135.532142  
## 8 0.15 50000 63070 900 63.1 820 1120 12045 74.123560  
## 9 0.15 50000 115600 900 63.1 700 1680 9855 84.565843  
## 10 0.05 50000 115600 1100 63.1 700 1120 12045 65.803385  
## 11 0.15 100 115600 1100 116.0 700 1120 9855 235.642365  
## 12 0.05 100 63070 900 63.1 700 1120 9855 33.046273

AllSubsets <- regsubsets(outMtx~., data = reformatDF, nvmax = 11, nbest = 1)  
AllSubSum <- summary(AllSubsets)  
AllSubSum$outmat

## X1 X2 X3 X4 X5 X6 X7 X8   
## 1 ( 1 ) "\*" " " " " " " " " " " " " " "  
## 2 ( 1 ) "\*" " " " " "\*" " " " " " " " "  
## 3 ( 1 ) "\*" "\*" " " "\*" " " " " " " " "  
## 4 ( 1 ) "\*" "\*" " " "\*" "\*" " " " " " "  
## 5 ( 1 ) "\*" "\*" " " "\*" "\*" " " "\*" " "  
## 6 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " "\*" " "  
## 7 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" " "  
## 8 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

summary(AllSubSum)

## Length Class Mode   
## which 72 -none- logical   
## rsq 8 -none- numeric   
## rss 8 -none- numeric   
## adjr2 8 -none- numeric   
## cp 8 -none- numeric   
## bic 8 -none- numeric   
## outmat 64 -none- character  
## obj 28 regsubsets list

plot(AllSubSum$cp)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAaVBMVEUAAAAAAF8AAIsAX18AX64Ai8xfAABfAF9fAItfX19fX65fruaLAACLAF+Li4uLzMyLzP+uXwCuX4uuiwCurouu5v/MiwDMi4vM/8zM///mrl/m5v/m/+bm////zIv/5q7//8z//+b///+dYA4CAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAKQUlEQVR4nO2dC3ebRhBGlTRRH1Zbq21oSxsk+f//yApWsl07SMwus+x+3HtOchwHFsTVsi9m2DyBNJulTwB8QbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWJyZBW8gE0sJnrc4GAPB4iBYHASLU4RgQ1cAjJQgeDN/8XClAMEbj/LhAoLFQbA4BQimDfakBMH0oh0pQjD4gWBxECwOgsVBsDgIFgfB4jgJPu3D8yIf/56lOIjGR3C7eQg/dNcfkoqDeFwEn/bPWttPX5OLgwRcBB93j9cfu5GbNIIzQQ0Wx6sNvlRh2uClcepFH3ehFz1SfxGcDcbB4mQWbI+ogDRcBR+2j2P/heBMOA2TXmoqw6Rl8anBl84zNXh53HrRff8Zwcvj1gY3H74guAD8Olnt5gHBy+PYiz5sv0Pw4ngOk077DYKXhpkscRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEixMjeHgqdjQoZebjQhoRgrsPX85/t8Pf/seFNOyCT/vwHE6TVIcRnAm74OPPoeqOhXbPfFxII74Gj4V2z3xcSCOmDR6elWzHn5ic9biQRsQt+n5k2ZzHhTQYB4uDYHFiBPcDpNHsKnMfF9KIEBwGwMfd5yzHhTRiOlmh+8w4uApixsHh5twiuAYibtFhBHzYJjXCCM5ETCfrsD0PgdPWGhCcC4ZJ4iBYHLPgYZDUnu/RSVPRCM6FVfCwzt/dzqDzREr/cjAKHqY3Tvt+juPWgj8p/YvBKLjZvGZsoERC8HIw1+CH60NZN2owKf3LwdoGNx//DnfoW6sN1OBysPeiwxOz7c3VJFL6F4PTOJiU/qXARIc4EYKvtTNmNYmU/rmJWS6c+rxsd2NJAsGZiF/wv8m5K/Zw+Onr+MYIzkT8gv8t+jFyE0KYGCYtS0QbfPj+3lLwUG/DZkx0LEyM4O29TtYw3/V0+ueJGrw4Mbfo+49TPj+vFVSnHBfScOpkXaKHu9FVYwRnwqeTNeNxIQ2XTtacx4U0EqILeS66BpiLFgfB4nCLFie6BqfFniE4F/G36Ibw0RqIF0z4aBXECyZ8tAqiBRPhXwfxvei0bKQIzgTjYHEQLI5Z8JC64dbjdDMfF9KwCh6iRvtl3tvho/MdF9IwxyYNkaP9CImJjiqIiS68RJ8xDq4Bs+DH64NWCK6CGMGh+SUheBXEtMHDE3VTHq6c47iQhlVw9+HLcdfX3Yblwiowj4O7YZLysOW9SXXATJY4CBYnRjCvtquICMGX1+rwarsqiA9d4dV2VRAffMZMVhXEh48yk1UFUW3wMBVNG1wF5rnoOd5rZzkupME4WBwEi0PwmThOwWek9C8Fn+AzUvoXg0vwGQnBy8El+IyU/uXgEnxGDS4Hn+AzUvoXg9M4mJT+pcBEhziZg89I6Z8bp+Cz57dXjvW1EZwJn+Cz/nme0M32EEz9N+ASfBaGScPbOxwEb9J2XxkuwWfXiY7m09f5BW8S918ZLsFnzxMdzWcEL4xP8NlV63k4jOBlcQo+u05lnfa0wctSY/AZvWgDzGSJg2BxECwOz0WLQw0WB8HiIFgc2mBxqMHixAs+/UYNroBYwS236DqIEtxtSAheC7HPRae+QxjBmTCvB5/lfh5/c/v8x4U0Yp7oeEJwPZgX/KnBdRHRyWpogysiqhfd97PoRddB7Di4YxxcBwlTlX8iuAKYixYHweKsQfCqH7NdgeB1PyivL3jloS4IFgfB4ugLpg2eecNFirt9LHrRc264SHEwBoLFQbA4CBYHweI4CSalfyn4CCalfzG4CCYheDm4CCalfzlQg8XxaoNJ6V8ITr1oUvqXAuPg90gtTmQWXENKf63lRWrwW8QeEEDwW6oX/P/bo9M4+G4unnIvYO2C37QwPjV4NE10XHF5qbsNfvv9dFtsuJEP3l5cXoruAt4jk+Dh1UozFgdTySU4c3HwTJY2OHtx8EKGXnT+4mAMBBdPWp8PwaWTOGpDcOGkzrsguHAQvDyuEyMIXhznqU3a4IVxX5ygF70sZsF5p7oRnIpVcObFKgQnYzOWe7kZwemY7rkIFgfB6tAGq0MvGmYEweIgWBwEi7OYYMjEQoKTCreeS2HbF3Y6SXv5FF7aFar89FP28im8tCtU+emn7OVTeGlXqPLTT9nLp/DSrlDlp5+yl0/hpV2hyk8/ZS+fwku7QpWffspePoWXdoUqP/2UvXwKL+0KVX76KXtBNSBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECyOp+DDD3eSD79ieGneyKtcvkm72Xz4YjufZvRdIu8JubHv5NZ9xWFr2bq7PPt6O7Pra1rT1q9wFHzc3csu/cJpf7bVGi5Rey67sxnuxl8W857D97ayz0Ufd9NPv8eyfXv+qPcy/X4bP8HdjXdYvuOw7U++nbzDcfcwIXv1m10sgsde7fZtwivDpp/+gGHz8Ekb2xco4Ca42zzYLlK/j61K2gS3n343CG5NF9NY38M+2+ktUomCn6y14ExjrAKW78PZgaUNbn609Am6j3/tbF0I44ct8RZtFzz6wryRrS2b9zdRg+Djrt+2mXqAtm+NrC2G6fvQ2fuUgYIEd4Y+1sBpP91Y/zZNSw0OZzT1A4R7ienz2pqjvrpb7ukvlCPYVn/DLpMv0tBImgWHrt8EQn9p8uY9ppOx9kFfUYzg1u7XcEVb88BzKH9q3yl8UktXy3aHDt9kYx80UIrg1nbtg1pjG2CoNMbyw6uzLadjqu1xHzdQiGBz+9LLevXC6sn7TN52GJdMLr+1no6xNlbfBl9uoYZP3djn7kzNnrH8zjrTaqyNjbH8Z1hsEAfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYnPUJfhf2FRWVWQ0IRrAYCBbn7PO4+3UXgkP7fHl/9ILbEJ7ZR3Ua06MUzkoF93n1zn/6uOpuc/lHH2DdB3G31lQeRbNSwQ9DWoSQGaG5/GIIWO8+/vWz1B17pYIfh7waIQXB+RehGR58N9ZkToWzasHts+CXJDxx+eTKZdWC39TgntP+l5hcNuWyasGX/GKXXwy0n/415u4pnFULvuT4vPSiQ2/rMS4dVbGsW/D/x8FnsSH9llI3a32CVwaCxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWB8HiIFgcBIuDYHH+A+76cUlQi5IqAAAAAElFTkSuQmCC)

boreAOV <- aov(outMtx~., data = reformatDF)  
anova(boreAOV)

## Analysis of Variance Table  
##   
## Response: outMtx  
## Df Sum Sq Mean Sq F value Pr(>F)   
## X1 1 40321 40321 92.7320 0.002377 \*\*  
## X2 1 3302 3302 7.5941 0.070403 .   
## X3 1 1129 1129 2.5962 0.205508   
## X4 1 11636 11636 26.7618 0.014017 \*   
## X5 1 2509 2509 5.7700 0.095694 .   
## X6 1 281 281 0.6471 0.479988   
## X7 1 2126 2126 4.8896 0.113970   
## X8 1 195 195 0.4483 0.551086   
## Residuals 3 1304 435   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

AllSubSum$outmat

## X1 X2 X3 X4 X5 X6 X7 X8   
## 1 ( 1 ) "\*" " " " " " " " " " " " " " "  
## 2 ( 1 ) "\*" " " " " "\*" " " " " " " " "  
## 3 ( 1 ) "\*" "\*" " " "\*" " " " " " " " "  
## 4 ( 1 ) "\*" "\*" " " "\*" "\*" " " " " " "  
## 5 ( 1 ) "\*" "\*" " " "\*" "\*" " " "\*" " "  
## 6 ( 1 ) "\*" "\*" "\*" "\*" "\*" " " "\*" " "  
## 7 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" " "  
## 8 ( 1 ) "\*" "\*" "\*" "\*" "\*" "\*" "\*" "\*"

# creating our model using stewpise selection  
SimplestModel <- lm(outMtx ~ 1, data = reformatDF)  
FullModel <- lm(outMtx ~., data = reformatDF)  
Forward <- step(SimplestModel, scope = formula(FullModel), direction = 'forward')

## Start: AIC=104.75  
## outMtx ~ 1  
##   
## Df Sum of Sq RSS AIC  
## + X1 1 40321 22483 94.427  
## + X4 1 11636 51168 104.296  
## <none> 62804 104.754  
## + X2 1 3302 59502 106.106  
## + X5 1 2509 60296 106.265  
## + X7 1 2126 60678 106.341  
## + X3 1 1129 61676 106.537  
## + X6 1 281 62523 106.701  
## + X8 1 195 62610 106.717  
##   
## Step: AIC=94.43  
## outMtx ~ X1  
##   
## Df Sum of Sq RSS AIC  
## + X4 1 11636.5 10847 87.680  
## <none> 22483 94.427  
## + X2 1 3302.0 19181 94.521  
## + X5 1 2508.9 19974 95.007  
## + X7 1 2126.1 20357 95.235  
## + X3 1 1128.9 21354 95.809  
## + X6 1 281.4 22202 96.276  
## + X8 1 194.9 22288 96.323  
##   
## Step: AIC=87.68  
## outMtx ~ X1 + X4  
##   
## Df Sum of Sq RSS AIC  
## + X2 1 3302.0 7544.6 85.324  
## + X5 1 2508.9 8337.7 86.524  
## + X7 1 2126.1 8720.6 87.062  
## <none> 10846.6 87.680  
## + X3 1 1128.9 9717.8 88.362  
## + X6 1 281.4 10565.2 89.365  
## + X8 1 194.9 10651.7 89.463  
##   
## Step: AIC=85.32  
## outMtx ~ X1 + X4 + X2  
##   
## Df Sum of Sq RSS AIC  
## + X5 1 2508.90 5035.7 82.473  
## + X7 1 2126.07 5418.5 83.352  
## <none> 7544.6 85.324  
## + X3 1 1128.87 6415.7 85.379  
## + X6 1 281.38 7263.2 86.868  
## + X8 1 194.91 7349.7 87.010  
##   
## Step: AIC=82.47  
## outMtx ~ X1 + X4 + X2 + X5  
##   
## Df Sum of Sq RSS AIC  
## + X7 1 2126.07 2909.6 77.890  
## + X3 1 1128.87 3906.8 81.427  
## <none> 5035.7 82.473  
## + X6 1 281.38 4754.3 83.783  
## + X8 1 194.91 4840.8 83.999  
##   
## Step: AIC=77.89  
## outMtx ~ X1 + X4 + X2 + X5 + X7  
##   
## Df Sum of Sq RSS AIC  
## + X3 1 1128.87 1780.7 73.998  
## <none> 2909.6 77.890  
## + X6 1 281.38 2628.2 78.670  
## + X8 1 194.91 2714.7 79.058  
##   
## Step: AIC=74  
## outMtx ~ X1 + X4 + X2 + X5 + X7 + X3  
##   
## Df Sum of Sq RSS AIC  
## + X6 1 281.38 1499.4 73.935  
## <none> 1780.7 73.998  
## + X8 1 194.91 1585.8 74.607  
##   
## Step: AIC=73.93  
## outMtx ~ X1 + X4 + X2 + X5 + X7 + X3 + X6  
##   
## Df Sum of Sq RSS AIC  
## <none> 1499.4 73.935  
## + X8 1 194.91 1304.5 74.264

summary(Forward)

##   
## Call:  
## lm.default(formula = outMtx ~ X1 + X4 + X2 + X5 + X7 + X3 + X6,   
## data = reformatDF)  
##   
## Residuals:  
## 1 2 3 4 5 6 7 8 9   
## 14.056 14.136 9.878 -10.254 -14.136 -9.878 2.194 -14.056 -6.076   
## 10 11 12   
## 2.194 -5.996 17.938   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -2.711e+02 9.911e+01 -2.735 0.052158 .   
## X1 1.159e+03 1.118e+02 10.372 0.000488 \*\*\*  
## X4 3.114e-01 5.589e-02 5.572 0.005085 \*\*   
## X2 -6.649e-04 2.240e-04 -2.968 0.041224 \*   
## X5 5.467e-01 2.113e-01 2.587 0.060867 .   
## X7 -4.754e-02 1.996e-02 -2.382 0.075858 .   
## X3 3.693e-04 2.128e-04 1.735 0.157684   
## X6 -8.071e-02 9.315e-02 -0.866 0.435144   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 19.36 on 4 degrees of freedom  
## Multiple R-squared: 0.9761, Adjusted R-squared: 0.9343   
## F-statistic: 23.36 on 7 and 4 DF, p-value: 0.004312

print("Forward")

## [1] "Forward"

coef(Forward)

## (Intercept) X1 X4 X2 X5   
## -2.711020e+02 1.159329e+03 3.114010e-01 -6.648604e-04 5.466706e-01   
## X7 X3 X6   
## -4.753787e-02 3.692780e-04 -8.070543e-02

Backward <- step(FullModel, direction = 'backward')

## Start: AIC=74.26  
## outMtx ~ X1 + X2 + X3 + X4 + X5 + X6 + X7 + X8  
##   
## Df Sum of Sq RSS AIC  
## - X8 1 195 1499 73.935  
## <none> 1304 74.264  
## - X6 1 281 1586 74.607  
## - X3 1 1129 2433 79.745  
## - X7 1 2126 3431 83.867  
## - X5 1 2509 3813 85.136  
## - X2 1 3302 4606 87.404  
## - X4 1 11636 12941 99.799  
## - X1 1 40321 41626 113.819  
##   
## Step: AIC=73.93  
## outMtx ~ X1 + X2 + X3 + X4 + X5 + X6 + X7  
##   
## Df Sum of Sq RSS AIC  
## <none> 1499 73.935  
## - X6 1 281 1781 73.998  
## - X3 1 1129 2628 78.670  
## - X7 1 2126 3625 82.530  
## - X5 1 2509 4008 83.734  
## - X2 1 3302 4801 85.901  
## - X4 1 11636 13136 97.978  
## - X1 1 40321 41821 111.875

print("Backward")

## [1] "Backward"

coef(Backward)

## (Intercept) X1 X2 X3 X4   
## -2.711020e+02 1.159329e+03 -6.648604e-04 3.692780e-04 3.114010e-01   
## X5 X6 X7   
## 5.466706e-01 -8.070543e-02 -4.753787e-02

Step <- step(SimplestModel, scope = formula(FullModel))

## Start: AIC=104.75  
## outMtx ~ 1  
##   
## Df Sum of Sq RSS AIC  
## + X1 1 40321 22483 94.427  
## + X4 1 11636 51168 104.296  
## <none> 62804 104.754  
## + X2 1 3302 59502 106.106  
## + X5 1 2509 60296 106.265  
## + X7 1 2126 60678 106.341  
## + X3 1 1129 61676 106.537  
## + X6 1 281 62523 106.701  
## + X8 1 195 62610 106.717  
##   
## Step: AIC=94.43  
## outMtx ~ X1  
##   
## Df Sum of Sq RSS AIC  
## + X4 1 11636 10847 87.680  
## <none> 22483 94.427  
## + X2 1 3302 19181 94.521  
## + X5 1 2509 19974 95.007  
## + X7 1 2126 20357 95.235  
## + X3 1 1129 21354 95.809  
## + X6 1 281 22202 96.276  
## + X8 1 195 22288 96.323  
## - X1 1 40321 62804 104.754  
##   
## Step: AIC=87.68  
## outMtx ~ X1 + X4  
##   
## Df Sum of Sq RSS AIC  
## + X2 1 3302 7545 85.324  
## + X5 1 2509 8338 86.524  
## + X7 1 2126 8721 87.062  
## <none> 10847 87.680  
## + X3 1 1129 9718 88.362  
## + X6 1 281 10565 89.365  
## + X8 1 195 10652 89.463  
## - X4 1 11636 22483 94.427  
## - X1 1 40321 51168 104.296  
##   
## Step: AIC=85.32  
## outMtx ~ X1 + X4 + X2  
##   
## Df Sum of Sq RSS AIC  
## + X5 1 2509 5036 82.473  
## + X7 1 2126 5419 83.352  
## <none> 7545 85.324  
## + X3 1 1129 6416 85.379  
## + X6 1 281 7263 86.868  
## + X8 1 195 7350 87.010  
## - X2 1 3302 10847 87.680  
## - X4 1 11636 19181 94.521  
## - X1 1 40321 47866 105.495  
##   
## Step: AIC=82.47  
## outMtx ~ X1 + X4 + X2 + X5  
##   
## Df Sum of Sq RSS AIC  
## + X7 1 2126 2910 77.890  
## + X3 1 1129 3907 81.427  
## <none> 5036 82.473  
## + X6 1 281 4754 83.783  
## + X8 1 195 4841 83.999  
## - X5 1 2509 7545 85.324  
## - X2 1 3302 8338 86.524  
## - X4 1 11636 16672 94.839  
## - X1 1 40321 45357 106.849  
##   
## Step: AIC=77.89  
## outMtx ~ X1 + X4 + X2 + X5 + X7  
##   
## Df Sum of Sq RSS AIC  
## + X3 1 1129 1781 73.998  
## <none> 2910 77.890  
## + X6 1 281 2628 78.670  
## + X8 1 195 2715 79.058  
## - X7 1 2126 5036 82.473  
## - X5 1 2509 5419 83.352  
## - X2 1 3302 6212 84.991  
## - X4 1 11636 14546 95.202  
## - X1 1 40321 43231 108.273  
##   
## Step: AIC=74  
## outMtx ~ X1 + X4 + X2 + X5 + X7 + X3  
##   
## Df Sum of Sq RSS AIC  
## + X6 1 281 1499 73.935  
## <none> 1781 73.998  
## + X8 1 195 1586 74.607  
## - X3 1 1129 2910 77.890  
## - X7 1 2126 3907 81.427  
## - X5 1 2509 4290 82.549  
## - X2 1 3302 5083 84.584  
## - X4 1 11636 13417 96.233  
## - X1 1 40321 42102 109.955  
##   
## Step: AIC=73.93  
## outMtx ~ X1 + X4 + X2 + X5 + X7 + X3 + X6  
##   
## Df Sum of Sq RSS AIC  
## <none> 1499 73.935  
## - X6 1 281 1781 73.998  
## + X8 1 195 1304 74.264  
## - X3 1 1129 2628 78.670  
## - X7 1 2126 3625 82.530  
## - X5 1 2509 4008 83.734  
## - X2 1 3302 4801 85.901  
## - X4 1 11636 13136 97.978  
## - X1 1 40321 41821 111.875

print("Step")

## [1] "Step"

coef(Step)

## (Intercept) X1 X4 X2 X5   
## -2.711020e+02 1.159329e+03 3.114010e-01 -6.648604e-04 5.466706e-01   
## X7 X3 X6   
## -4.753787e-02 3.692780e-04 -8.070543e-02

set.seed(13)  
xMatrix <- gen.factorial(levels = 3, nVars = 4, varNames = c("X1","X2","X4","X5"))  
  
xd <- optFederov(~X1+X2+X4+X5, data = xMatrix, 50)  
#Cm <- mean()  
X1\_m <- mean(range(0.05, 0.15))  
X2\_m <- mean(range(100, 50000))  
X3\_m <- mean(range(63070, 115600))  
X4\_m <- mean(range(900, 1110))  
X5\_m <- mean(range(63.1, 116))  
X6\_m <- mean(range(700, 820))  
X7\_m <- mean(range(1120, 1680))  
X8\_m <- mean(range(9855, 12045))  
  
X1 <- xd$design$X1  
X2 <- xd$design$X2  
X4 <- xd$design$X4  
X5 <- xd$design$X5  
  
X1 <- recoder(X1, '== 1: 0.15; == -1: 0.05; == 0: X1\_m')  
X2 <- recoder(X2, '== 1: 100; == -1: 50000; == 0: X2\_m')  
X4 <- recoder(X4, '== 1: 900; == -1: 1110; == 0: X4\_m')  
X5 <- recoder(X5, '== 1: 63.1; == -1: 116; == 0: X5\_m')  
  
num\_rows <- nrow(xd$design)  
  
X3 <- rep(X3\_m, num\_rows)  
X6 <- rep(X6\_m, num\_rows)  
X7 <- rep(X7\_m, num\_rows)  
X8 <- rep(X8\_m, num\_rows)  
  
mtxDopt <- matrix(c(X1,X2,X3,X4,X5,X6,X7,X8), ncol = 8)  
mtxDopt

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8]  
## [1,] 0.05 50000 89335 1110 116.00 760 1400 10950  
## [2,] 0.10 50000 89335 1110 116.00 760 1400 10950  
## [3,] 0.15 50000 89335 1110 116.00 760 1400 10950  
## [4,] 0.05 25050 89335 1110 116.00 760 1400 10950  
## [5,] 0.15 25050 89335 1110 116.00 760 1400 10950  
## [6,] 0.05 100 89335 1110 116.00 760 1400 10950  
## [7,] 0.10 100 89335 1110 116.00 760 1400 10950  
## [8,] 0.15 100 89335 1110 116.00 760 1400 10950  
## [9,] 0.05 50000 89335 1005 116.00 760 1400 10950  
## [10,] 0.15 50000 89335 1005 116.00 760 1400 10950  
## [11,] 0.05 100 89335 1005 116.00 760 1400 10950  
## [12,] 0.15 100 89335 1005 116.00 760 1400 10950  
## [13,] 0.05 50000 89335 900 116.00 760 1400 10950  
## [14,] 0.10 50000 89335 900 116.00 760 1400 10950  
## [15,] 0.15 50000 89335 900 116.00 760 1400 10950  
## [16,] 0.05 25050 89335 900 116.00 760 1400 10950  
## [17,] 0.15 25050 89335 900 116.00 760 1400 10950  
## [18,] 0.05 100 89335 900 116.00 760 1400 10950  
## [19,] 0.10 100 89335 900 116.00 760 1400 10950  
## [20,] 0.15 100 89335 900 116.00 760 1400 10950  
## [21,] 0.05 50000 89335 1110 89.55 760 1400 10950  
## [22,] 0.15 50000 89335 1110 89.55 760 1400 10950  
## [23,] 0.05 25050 89335 1110 89.55 760 1400 10950  
## [24,] 0.05 100 89335 1110 89.55 760 1400 10950  
## [25,] 0.15 100 89335 1110 89.55 760 1400 10950  
## [26,] 0.15 50000 89335 1005 89.55 760 1400 10950  
## [27,] 0.05 50000 89335 900 89.55 760 1400 10950  
## [28,] 0.15 50000 89335 900 89.55 760 1400 10950  
## [29,] 0.05 100 89335 900 89.55 760 1400 10950  
## [30,] 0.15 100 89335 900 89.55 760 1400 10950  
## [31,] 0.05 50000 89335 1110 63.10 760 1400 10950  
## [32,] 0.10 50000 89335 1110 63.10 760 1400 10950  
## [33,] 0.15 50000 89335 1110 63.10 760 1400 10950  
## [34,] 0.05 25050 89335 1110 63.10 760 1400 10950  
## [35,] 0.15 25050 89335 1110 63.10 760 1400 10950  
## [36,] 0.05 100 89335 1110 63.10 760 1400 10950  
## [37,] 0.10 100 89335 1110 63.10 760 1400 10950  
## [38,] 0.15 100 89335 1110 63.10 760 1400 10950  
## [39,] 0.05 50000 89335 1005 63.10 760 1400 10950  
## [40,] 0.15 50000 89335 1005 63.10 760 1400 10950  
## [41,] 0.05 100 89335 1005 63.10 760 1400 10950  
## [42,] 0.15 100 89335 1005 63.10 760 1400 10950  
## [43,] 0.05 50000 89335 900 63.10 760 1400 10950  
## [44,] 0.10 50000 89335 900 63.10 760 1400 10950  
## [45,] 0.15 50000 89335 900 63.10 760 1400 10950  
## [46,] 0.05 25050 89335 900 63.10 760 1400 10950  
## [47,] 0.15 25050 89335 900 63.10 760 1400 10950  
## [48,] 0.05 100 89335 900 63.10 760 1400 10950  
## [49,] 0.10 100 89335 900 63.10 760 1400 10950  
## [50,] 0.15 100 89335 900 63.10 760 1400 10950

test\_mtx <- data.frame(cbind(runif(50, 0.05, 0.15),  
 runif(50, 100, 50000),  
 runif(50, 63070, 115600),  
 runif(50, 900, 1110),  
 runif(50, 63.1, 116),  
 runif(50, 700, 820),  
 runif(50, 1120, 1680),  
 runif(50, 9855, 12045),   
 ncol = 8,   
 nrow = 50))

mtxRes <- matrix(nrow = num\_rows, ncol = 1)  
for (i in seq(1,50)){  
 mtxRes[i,1] <- WaterFlowRateInBorehole(mtxDopt[i,])  
}  
  
mtx\_opt <- cbind(mtxDopt, mtxRes)  
eg <- as.data.frame(mtx\_opt)  
eg

## V1 V2 V3 V4 V5 V6 V7 V8 V9  
## 1 0.05 50000 89335 1110 116.00 760 1400 10950 35.7188582  
## 2 0.10 50000 89335 1110 116.00 760 1400 10950 98.9716708  
## 3 0.15 50000 89335 1110 116.00 760 1400 10950 214.3965683  
## 4 0.05 25050 89335 1110 116.00 760 1400 10950 12.4251768  
## 5 0.15 25050 89335 1110 116.00 760 1400 10950 189.9934486  
## 6 0.05 100 89335 1110 116.00 760 1400 10950 31.4740592  
## 7 0.10 100 89335 1110 116.00 760 1400 10950 94.9539322  
## 8 0.15 100 89335 1110 116.00 760 1400 10950 203.9537535  
## 9 0.05 50000 89335 1005 116.00 760 1400 10950 17.2433049  
## 10 0.15 50000 89335 1005 116.00 760 1400 10950 152.1240618  
## 11 0.05 100 89335 1005 116.00 760 1400 10950 22.1262529  
## 12 0.15 100 89335 1005 116.00 760 1400 10950 177.8534347  
## 13 0.05 50000 89335 900 116.00 760 1400 10950 53.9852933  
## 14 0.10 50000 89335 900 116.00 760 1400 10950 45.9528744  
## 15 0.15 50000 89335 900 116.00 760 1400 10950 101.5419699  
## 16 0.05 25050 89335 900 116.00 760 1400 10950 23.3483637  
## 17 0.15 25050 89335 900 116.00 760 1400 10950 88.7634326  
## 18 0.05 100 89335 900 116.00 760 1400 10950 25.5448275  
## 19 0.10 100 89335 900 116.00 760 1400 10950 55.1065803  
## 20 0.15 100 89335 900 116.00 760 1400 10950 83.0052975  
## 21 0.05 50000 89335 1110 89.55 760 1400 10950 20.0381874  
## 22 0.15 50000 89335 1110 89.55 760 1400 10950 166.8118018  
## 23 0.05 25050 89335 1110 89.55 760 1400 10950 0.8248175  
## 24 0.05 100 89335 1110 89.55 760 1400 10950 55.2005578  
## 25 0.15 100 89335 1110 89.55 760 1400 10950 180.6091489  
## 26 0.15 50000 89335 1005 89.55 760 1400 10950 114.0590134  
## 27 0.05 50000 89335 900 89.55 760 1400 10950 29.3930545  
## 28 0.15 50000 89335 900 89.55 760 1400 10950 117.3684590  
## 29 0.05 100 89335 900 89.55 760 1400 10950 9.1445048  
## 30 0.15 100 89335 900 89.55 760 1400 10950 100.6254849  
## 31 0.05 50000 89335 1110 63.10 760 1400 10950 50.1785212  
## 32 0.10 50000 89335 1110 63.10 760 1400 10950 111.0059534  
## 33 0.15 50000 89335 1110 63.10 760 1400 10950 188.1818459  
## 34 0.05 25050 89335 1110 63.10 760 1400 10950 26.2885103  
## 35 0.15 25050 89335 1110 63.10 760 1400 10950 214.5743702  
## 36 0.05 100 89335 1110 63.10 760 1400 10950 35.5448230  
## 37 0.10 100 89335 1110 63.10 760 1400 10950 115.6871842  
## 38 0.15 100 89335 1110 63.10 760 1400 10950 215.6994909  
## 39 0.05 50000 89335 1005 63.10 760 1400 10950 46.6962566  
## 40 0.15 50000 89335 1005 63.10 760 1400 10950 163.9296322  
## 41 0.05 100 89335 1005 63.10 760 1400 10950 35.2488651  
## 42 0.15 100 89335 1005 63.10 760 1400 10950 171.3911478  
## 43 0.05 50000 89335 900 63.10 760 1400 10950 -1.9577065  
## 44 0.10 50000 89335 900 63.10 760 1400 10950 49.0585990  
## 45 0.15 50000 89335 900 63.10 760 1400 10950 48.2593530  
## 46 0.05 25050 89335 900 63.10 760 1400 10950 -5.8152463  
## 47 0.15 25050 89335 900 63.10 760 1400 10950 78.7319959  
## 48 0.05 100 89335 900 63.10 760 1400 10950 43.9089782  
## 49 0.10 100 89335 900 63.10 760 1400 10950 33.2239994  
## 50 0.15 100 89335 900 63.10 760 1400 10950 81.6217622

optLm <- lm(V9~V1+V2+V4+V5+V1:V4, data = eg)  
optPred <- predict(optLm)  
anova(optLm)

## Analysis of Variance Table  
##   
## Response: V9  
## Df Sum Sq Mean Sq F value Pr(>F)   
## V1 1 147258 147258 414.0120 < 2.2e-16 \*\*\*  
## V2 1 210 210 0.5894 0.4468   
## V4 1 33794 33794 95.0100 1.462e-12 \*\*\*  
## V5 1 18 18 0.0513 0.8218   
## V1:V4 1 21266 21266 59.7893 9.804e-10 \*\*\*  
## Residuals 44 15650 356   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

plot(optLm)
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summary(optLm)

##   
## Call:  
## lm.default(formula = V9 ~ V1 + V2 + V4 + V5 + V1:V4, data = eg)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -37.880 -9.557 -0.725 13.157 34.392   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.715e+02 6.965e+01 2.463 0.01777 \*   
## V1 -3.677e+03 6.333e+02 -5.806 6.49e-07 \*\*\*  
## V2 -9.069e-05 1.181e-04 -0.768 0.44669   
## V4 -2.048e-01 6.793e-02 -3.015 0.00426 \*\*   
## V5 2.554e-02 1.127e-01 0.227 0.82181   
## V1:V4 4.840e+00 6.260e-01 7.732 9.80e-10 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 18.86 on 44 degrees of freedom  
## Multiple R-squared: 0.9283, Adjusted R-squared: 0.9201   
## F-statistic: 113.9 on 5 and 44 DF, p-value: < 2.2e-16

newMtx <- as.matrix(cbind(mtxRes, optPred))  
  
RMSEP <- function(y){  
 sqrt((sum((y[,2]-y[,1])^2))/50)  
}  
  
RMSEP4 <- RMSEP(newMtx)  
  
plot(newMtx, ylab = "Predicted values", xlab = "Actual values", main = "Predicted vs Actual")  
abline(1,1)
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set.seed(13)  
xMatrix <- gen.factorial(levels = 3, nVars = 6, varNames = c("X1","X2","X3","X4","X5","X7"))  
  
xd <- optFederov(~X1+X2+X3+X4+X5+X7, data = xMatrix, 50)  
#Cm <- mean()  
X1\_m <- mean(range(0.05, 0.15))  
X2\_m <- mean(range(100, 50000))  
X3\_m <- mean(range(63070, 115600))  
X4\_m <- mean(range(900, 1110))  
X5\_m <- mean(range(63.1, 116))  
X6\_m <- mean(range(700, 820))  
X7\_m <- mean(range(1120, 1680))  
X8\_m <- mean(range(9855, 12045))  
  
X1 <- xd$design$X1  
X2 <- xd$design$X2  
X3 <- xd$design$X3  
X4 <- xd$design$X4  
X5 <- xd$design$X5  
X7 <- xd$design$X7  
  
X1 <- recoder(X1, '== 1: 0.15; == -1: 0.05; == 0: X1\_m')  
X2 <- recoder(X2, '== 1: 100; == -1: 50000; == 0: X2\_m')  
X3 <- recoder(X3, '== 1: 115600; == -1: 63070; == 0: X3\_m')  
X4 <- recoder(X4, '== 1: 900; == -1: 1110; == 0: X4\_m')  
X5 <- recoder(X5, '== 1: 63.1; == -1: 116; == 0: X5\_m')  
X7 <- recoder(X7, '== 1: 1680; == -1: 1120; == 0: X7\_m')  
  
num\_rows <- nrow(xd$design)  
  
X6 <- rep(X6\_m, num\_rows)  
X8 <- rep(X8\_m, num\_rows)  
  
mtxDopt <- matrix(c(X1,X2,X3,X4,X5,X6,X7,X8), ncol = 8)

test\_mtx <- data.frame(cbind(runif(50, 0.05, 0.15),  
 runif(50, 100, 50000),  
 runif(50, 63070, 115600),  
 runif(50, 900, 1110),  
 runif(50, 63.1, 116),  
 runif(50, 700, 820),  
 runif(50, 1120, 1680),  
 runif(50, 9855, 12045),   
 ncol = 8,   
 nrow = 50))

mtxRes2 <- matrix(nrow = num\_rows, ncol = 1)  
for (i in seq(1,50)){  
 mtxRes2[i,1] <- WaterFlowRateInBorehole(mtxDopt[i,])  
}  
mtx\_opt2 <- cbind(mtxDopt, mtxRes)  
eg2 <- as.data.frame(mtx\_opt2)  
  
optLm2 <- lm(V9~V1+V2+V3+V4+V5+V7+V2:V5, data = eg2)  
optPred2 <- predict(optLm2)  
summary(optLm2)

##   
## Call:  
## lm.default(formula = V9 ~ V1 + V2 + V3 + V4 + V5 + V7 + V2:V5,   
## data = eg2)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -96.70 -54.42 -7.95 46.56 118.13   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 1.192e+02 1.300e+02 0.916 0.365  
## V1 -1.285e+02 1.916e+02 -0.671 0.506  
## V2 -4.476e-04 1.404e-03 -0.319 0.752  
## V3 -2.523e-05 3.700e-04 -0.068 0.946  
## V4 -6.299e-02 9.256e-02 -0.681 0.500  
## V5 6.545e-01 5.204e-01 1.258 0.216  
## V7 -3.163e-03 3.421e-02 -0.092 0.927  
## V2:V5 -7.877e-08 1.492e-05 -0.005 0.996  
##   
## Residual standard error: 67.58 on 42 degrees of freedom  
## Multiple R-squared: 0.1208, Adjusted R-squared: -0.02577   
## F-statistic: 0.8242 on 7 and 42 DF, p-value: 0.5729

anova(optLm2)

## Analysis of Variance Table  
##   
## Response: V9  
## Df Sum Sq Mean Sq F value Pr(>F)   
## V1 1 2391 2390.9 0.5234 0.47339   
## V2 1 6463 6463.4 1.4150 0.24091   
## V3 1 3 3.1 0.0007 0.97950   
## V4 1 2629 2628.6 0.5755 0.45233   
## V5 1 14826 14826.4 3.2459 0.07878 .  
## V7 1 39 39.3 0.0086 0.92657   
## V2:V5 1 0 0.1 0.0000 0.99581   
## Residuals 42 191844 4567.7   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

plot(optLm2)
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newMtx2 <- as.matrix(cbind(mtxRes2, optPred2))  
  
  
  
RMSEP <- function(y){  
 sqrt((sum((y[,2]-y[,1])^2))/50)  
}  
plot(newMtx2)
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RMSEP(newMtx2)

## [1] 85.48002

chisq.test(newMtx2)

##   
## Pearson's Chi-squared test  
##   
## data: newMtx2  
## X-squared = 1839.2, df = 49, p-value < 2.2e-16

# Questions

1. Use an appropriate screening design to identify the significant input variables. Clearly specify the design used, the data simulated, subsequent analysis and significant variables. [10; Maximum of one page]
2. Based on the results of screening design develop a meta model for predicting WFR using a maximum of 50 runs (simulated values of WFR). Use D-optimal design and space filling design coupled with appropriate modelling methods. Compare and contrast the performance of the two models developed. Your response should include the designs used, search criterion, simulated data, metamodel and informative graphs for comparing the performance of two metamodesl.[25: Maximum of two page]

set.seed(13)  
lhs <- lhsDesign(50, 4, TRUE, seed = 13)  
full\_lhs <- lhsDesign(50, 8, TRUE, seed = 18)  
  
lhs\_d <- lhs$design  
flhs\_d <- full\_lhs$design

set.seed(13)  
ColX1 <- (0.05+(0.15-0.05)\*lhs\_d[,1])  
ColX2 <- (100+(50000-100)\*lhs\_d[,2])  
ColX4 <- (900+(1110-900)\*lhs\_d[,3])  
ColX5 <- (63.1+(116-63.1)\*lhs\_d[,4])  
ColX3 <- (89335)  
ColX6 <- (760)  
ColX7 <- (1400)  
ColX8 <- (10950)  
  
NewColX1 <- (0.05+(0.15-0.05)\*flhs\_d[,1])  
NewColX2 <- (100+(50000-100)\*flhs\_d[,2])  
NewColX3 <- (63070+(115600-63070)\*flhs\_d[,3])  
NewColX4 <- (900+(1110-900)\*flhs\_d[,4])  
NewColX5 <- (63.1+(116-63.1)\*flhs\_d[,5])  
NewColX6 <- (700+(820-700)\*flhs\_d[,6])  
NewColX7 <- (1120+(1680-1120)\*flhs\_d[,7])  
NewColX8 <- (9855+(12045-9855)\*flhs\_d[,8])  
  
  
  
X <- (cbind(ColX1, ColX2, ColX3, ColX4, ColX5, ColX6, ColX7, ColX8))  
X1 <-(cbind(NewColX1, NewColX2, NewColX3, NewColX4, NewColX5, NewColX6, NewColX7, NewColX8))  
X

## ColX1 ColX2 ColX3 ColX4 ColX5 ColX6 ColX7 ColX8  
## [1,] 0.08457936 21497.7557 89335 901.6480 115.87354 760 1400 10950  
## [2,] 0.14550773 4692.9707 89335 910.0646 91.31244 760 1400 10950  
## [3,] 0.12122073 19987.9055 89335 1089.9449 94.88280 760 1400 10950  
## [4,] 0.10581723 35032.1539 89335 1048.5860 114.31425 760 1400 10950  
## [5,] 0.05407587 49978.7137 89335 923.6731 72.25693 760 1400 10950  
## [6,] 0.11397813 17610.8691 89335 1009.1902 98.63475 760 1400 10950  
## [7,] 0.09885141 6941.0251 89335 970.1716 99.42017 760 1400 10950  
## [8,] 0.14647120 757.6795 89335 937.2656 106.77471 760 1400 10950  
## [9,] 0.08225324 8849.2037 89335 981.5109 77.19918 760 1400 10950  
## [10,] 0.13191787 18965.0580 89335 905.4599 86.49949 760 1400 10950  
## [11,] 0.07467776 32538.2690 89335 1078.9917 75.29907 760 1400 10950  
## [12,] 0.07624326 25476.0699 89335 1076.0101 64.31246 760 1400 10950  
## [13,] 0.11621888 20257.8789 89335 995.7587 93.12925 760 1400 10950  
## [14,] 0.05086744 39394.4489 89335 914.8255 65.41527 760 1400 10950  
## [15,] 0.13681291 23702.0237 89335 1106.6579 64.03509 760 1400 10950  
## [16,] 0.05727097 43559.5547 89335 974.8149 101.42269 760 1400 10950  
## [17,] 0.13328517 27745.3321 89335 1043.0896 78.94575 760 1400 10950  
## [18,] 0.14881709 22968.7050 89335 1024.0940 107.72865 760 1400 10950  
## [19,] 0.11026910 30646.4449 89335 1031.2167 82.23127 760 1400 10950  
## [20,] 0.08063895 1666.9597 89335 917.1177 111.84547 760 1400 10950  
## [21,] 0.06172587 12802.2015 89335 966.7651 109.15778 760 1400 10950  
## [22,] 0.05290610 15773.7849 89335 1042.2358 97.38713 760 1400 10950  
## [23,] 0.10264417 9711.1220 89335 1002.4075 80.39548 760 1400 10950  
## [24,] 0.09094384 29879.6986 89335 989.9846 100.90770 760 1400 10950  
## [25,] 0.11982648 47600.2399 89335 1066.1468 73.53246 760 1400 10950  
## [26,] 0.12476002 16132.3822 89335 1097.3301 89.54790 760 1400 10950  
## [27,] 0.10993655 38828.2578 89335 1021.0145 66.33173 760 1400 10950  
## [28,] 0.06707717 24586.9964 89335 954.3167 90.10204 760 1400 10950  
## [29,] 0.07133996 2895.8913 89335 1035.0532 81.25282 760 1400 10950  
## [30,] 0.09673296 46357.6847 89335 937.9800 110.30850 760 1400 10950  
## [31,] 0.06915378 26507.1170 89335 1054.6497 92.03843 760 1400 10950  
## [32,] 0.06318958 42564.5138 89335 955.1785 113.85579 760 1400 10950  
## [33,] 0.07816258 45065.8018 89335 949.2113 76.55155 760 1400 10950  
## [34,] 0.12638248 11653.0073 89335 1058.8672 110.75448 760 1400 10950  
## [35,] 0.12891982 44296.9576 89335 1085.3250 74.61906 760 1400 10950  
## [36,] 0.13978543 5497.7450 89335 1068.2432 70.72158 760 1400 10950  
## [37,] 0.08909111 40073.1053 89335 997.1307 104.27076 760 1400 10950  
## [38,] 0.14189607 28630.2562 89335 1099.2116 85.72970 760 1400 10950  
## [39,] 0.14248254 7764.9795 89335 961.2974 84.17709 760 1400 10950  
## [40,] 0.10183238 31038.6322 89335 945.3533 87.43869 760 1400 10950  
## [41,] 0.13479290 33798.5795 89335 987.6180 69.02571 760 1400 10950  
## [42,] 0.11554010 34094.5141 89335 1012.8980 67.92448 760 1400 10950  
## [43,] 0.07206633 13919.2324 89335 1103.8029 70.38940 760 1400 10950  
## [44,] 0.12279089 3165.8990 89335 1014.6075 105.38934 760 1400 10950  
## [45,] 0.09472079 37997.7298 89335 1083.5287 105.85943 760 1400 10950  
## [46,] 0.10616200 36704.4480 89335 976.0886 102.34384 760 1400 10950  
## [47,] 0.05970417 48394.0518 89335 1063.6815 96.39865 760 1400 10950  
## [48,] 0.06534175 14262.3215 89335 926.6210 94.20594 760 1400 10950  
## [49,] 0.08653514 41097.3542 89335 1027.9208 79.17718 760 1400 10950  
## [50,] 0.09263875 10233.8796 89335 930.7311 84.96128 760 1400 10950

set.seed(13)  
Xmat = X  
Xnew = X1  
  
lhd\_out <- matrix(nrow = 50, ncol = 1)  
for (i in seq(1,50)){  
 lhd\_out[i,1] <- WaterFlowRateInBorehole(X[i,])  
}  
  
y1 <- as.matrix(apply(X,1,WaterFlowRateInBorehole))  
y2 <- as.matrix(apply(Xnew,1,WaterFlowRateInBorehole))  
  
opt\_lhs <- as.matrix(cbind(X,y1))

set.seed(13)  
fit1 <- buildKriging(X, y1); fit1

## ------------------------  
## Forrester Kriging model.  
## ------------------------  
## Estimated activity parameters (theta) sorted   
## from most to least important variable   
## x3 x6 x7 x8 x1 x4 x5 x2   
## 1.154782 1.154782 1.154782 1.154782 0.5690379 0.1112051 0.03388143 1e-04  
##   
## exponent(s) p:  
## 2  
##   
## Estimated regularization constant (or nugget) lambda:  
## 0.03013262  
##   
## Number of Likelihood evaluations during MLE:  
## 456  
## ------------------------

fit2 <- buildKriging(Xnew,y2); fit2

## ------------------------  
## Forrester Kriging model.  
## ------------------------  
## Estimated activity parameters (theta) sorted   
## from most to least important variable   
## x2 x1 x4 x6 x3 x5 x7 x8   
## 3.205895 1.993931 0.8057927 0.3113731 1e-04 1e-04 1e-04 1e-04  
##   
## exponent(s) p:  
## 2  
##   
## Estimated regularization constant (or nugget) lambda:  
## 0.1308744  
##   
## Number of Likelihood evaluations during MLE:  
## 988  
## ------------------------

hehe <- predict(fit1, X); hehe

## $y  
## [1] 32.36670 115.44088 115.83591 73.11907 20.45049 86.44894 57.99810  
## [8] 117.25566 46.06947 97.34660 46.13283 51.97466 90.00144 20.01293  
## [15] 164.35753 17.43804 135.91948 142.85423 91.70311 30.68252 18.83472  
## [22] 16.29397 75.36387 49.64872 119.43834 126.58830 96.53377 25.92346  
## [29] 36.45226 48.22098 32.20930 18.97042 39.17622 111.04522 139.72111  
## [36] 157.48617 46.97831 160.68371 127.84670 63.00136 129.63563 103.69907  
## [43] 46.65354 98.70133 63.96433 67.73756 22.44062 23.24916 55.69059  
## [50] 50.68885

haha <- predict(fit2, Xnew)  
  
dOptRes <- as.matrix(cbind(haha$y,y1))  
  
dOptRes2 <- as.matrix(cbind(hehe$y,y1))  
  
plot(dOptRes,ylab = "Predicted values", xlab = "Actual values", main = "Predicted vs Actual")  
abline(1,1)
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RMSEP(dOptRes)

## [1] 62.48371

RMSEP <- function(y){  
 sqrt((sum((y[,2]-y[,1])^2))/50)  
}  
  
plot(dOptRes2, ylab = "Predicted values", xlab = "Actual values", main = "Predicted vs Actual")  
abline(1,1)
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RMSEP(dOptRes2)

## [1] 15.77823

1. Using best meta models in 2, and assuming that each range of input variable provided is the 5th, and 95th percentile respectively, generate the distribution of WFR. Present informative graphs and specify the features of the distribution. [10: Maximum of one page]

percentile <- qnorm(0.95)  
X1\_sd <- (X1\_m-0.05)/percentile  
X2\_sd <- (X2\_m-100)/percentile  
X4\_sd <- (X4\_m-900)/percentile  
X5\_sd <- (X5\_m-63.1)/percentile  
  
distMtx <- lhsDesign(200, 4, TRUE, seed = 63)  
matrice <- distMtx$design  
  
new\_Val1 <- abs(qnorm(matrice[,1], X1\_m, X1\_sd))  
new\_Val2 <- abs(qnorm(matrice[,1], X2\_m, X2\_sd))  
new\_Val4 <- abs(qnorm(matrice[,1], X4\_m, X4\_sd))  
new\_Val5 <- abs(qnorm(matrice[,1], X5\_m, X5\_sd))  
  
finalMtx <- matrix(cbind(new\_Val1, new\_Val2, X3\_m, new\_Val4, new\_Val5, X6\_m, X7\_m, X8\_m), ncol = 8)  
  
Pt3\_out <- matrix(nrow = 200, ncol = 1)  
for (i in seq(1,nrow(Pt3\_out))){  
 Pt3\_out[i,1] <- WaterFlowRateInBorehole(finalMtx[i,])  
}  
  
finalDf <- as.data.frame(cbind(finalMtx, Pt3\_out))  
is.factor(finalDf$V4)

## [1] FALSE

finalLm <- lm(V9~V1+V2+V4+V5+V1:V4, data= finalDf)  
summary(finalLm)

##   
## Call:  
## lm.default(formula = V9 ~ V1 + V2 + V4 + V5 + V1:V4, data = finalDf)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -47.024 -14.510 0.061 14.304 48.049   
##   
## Coefficients: (2 not defined because of singularities)  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 5.820e+01 1.112e+01 5.232 4.29e-07 \*\*\*  
## V1 -8.585e+03 6.749e+02 -12.720 < 2e-16 \*\*\*  
## V2 -1.351e-03 5.438e-04 -2.485 0.0138 \*   
## V4 NA NA NA NA   
## V5 NA NA NA NA   
## V1:V4 8.996e+00 6.602e-01 13.627 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 19.88 on 196 degrees of freedom  
## Multiple R-squared: 0.896, Adjusted R-squared: 0.8945   
## F-statistic: 563.2 on 3 and 196 DF, p-value: < 2.2e-16

final\_Pred <- predict(finalLm)  
final\_final <- matrix(c(Pt3\_out, final\_Pred), ncol=2)  
  
plot(final\_final, ylab = "Predicted values", xlab = "Actual values", main = "Predicted vs Actual")  
abline(1,1)
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RMSEP(final\_final)

## [1] 39.35845

hist(final\_Pred, main = "Histogram of Water Flow Rate (WFR)", xlab = "Values")

![](data:image/png;base64,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) distMtx <- lhsDesign(50, 4, TRUE) matrice <- distMtx$design

val\_X1 <- abs(qnorm(50, X1\_m, X1\_m/abs(sd))) val\_X2 <- abs(qnorm(50, X2\_m, X2\_m/abs(sd))) val\_X4 <- abs(qnorm(50, X4\_m, X4\_m/abs(sd))) val\_X5 <- abs(qnorm(50, X5\_m, X5\_m/abs(sd))) varMtx <- as.matrix(cbind(val\_X1,val\_X2,val\_X4,val\_X5), ncol = 4)

distMtx$design[,1]*varMtx[,1] newlyMtx <- matrix(nrow = 50, ncol = 4) mtxMult <- function(mtx1, mtx2){ for (i in seq(1,ncol(mtx1))){ newlyMtx[,i] <- mtx1[,i]*mtx2[,i] } return(newlyMtx) }

somMtx <- matrix(cbind(X3\_m,X6\_m,X7\_m,X8\_m), nrow=50, ncol = 4, byrow = TRUE) hello <- mtxMult(matrice,varMtx) Pt3df <- as.data.frame(cbind(hello,somMtx)) Pt3df <- as.matrix(Pt3df[c(“V1”,“V2”,“V5”,“V3”,“V4”,“V6”,“V7”, “V8”)]);Pt3df

Pt3\_out <- matrix(nrow = 50, ncol = 1) for (i in seq(1,50)){ Pt3\_out[i,1] <- WaterFlowRateInBorehole(Pt3df[i,]) }

finalMtx <- as.data.frame(cbind(Pt3df,Pt3\_out))

finalLm <- lm(V9~V1+V2+V3+V4+V1:V3, data= finalMtx) lm\_pred <- predict(finalLm) hist(lm\_pred) ```