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data\_categ\_nosev <- readr::read\_csv("/Users/gabrielburcea/rprojects/data/your.md/cleaned\_data\_18\_08\_2020\_fully\_cleaned\_uniq\_comorb.csv")

## Parsed with column specification:  
## cols(  
## .default = col\_character(),  
## age = col\_double(),  
## date\_completed = col\_date(format = ""),  
## how\_unwell = col\_double(),  
## number\_morbidities = col\_double(),  
## Age = col\_double()  
## )

## See spec(...) for full column specifications.

covid\_tested\_levels <- c("positive" = "showing symptoms")  
  
data\_age\_band <- data\_categ\_nosev %>%  
 dplyr::mutate(age\_band = dplyr::case\_when(  
 age == 0 | age <= 19 ~ '0-19',  
 age == 20 | age <= 39 ~ '20-39',  
 age == 40 | age <= 59 ~ '40-59',  
 age >= 60 ~ "60+")) %>%  
 dplyr::filter(number\_morbidities <= 1) %>%  
 dplyr::mutate(covid\_tested = forcats::fct\_recode(covid\_tested, !!!covid\_tested\_levels))  
  
  
data\_covid\_only <- data\_age\_band %>%  
#dplyr::filter(number\_morbidities <= 1) %>% # added this line on the 09/09/2020 as I want to check the analysis - do I get a different output, See report delivered ... compare this with the previous report generated on the date ....  
 dplyr::select(id, age, gender, covid\_tested, chills, cough, diarrhoea, fatigue, headache, loss\_smell\_taste, muscle\_ache,  
 nasal\_congestion, nausea\_vomiting, shortness\_breath, sore\_throat, sputum, temperature, loss\_appetite, chest\_pain, itchy\_eyes, joint\_pain,   
 asthma, diabetes\_type\_one, diabetes\_type\_two, obesity, hypertension, heart\_disease, lung\_condition, liver\_disease, kidney\_disease, age\_band, number\_morbidities)%>%   
 dplyr::filter(covid\_tested != "negative") %>%  
 tidyr::drop\_na()  
  
  
data\_age <- data\_covid\_only %>%   
 dplyr::filter(age\_band == "60+")  
  
  
data\_categ\_covid <- data\_age %>%  
 #dplyr::filter(number\_morbidities <= 1) %>% # added this line on the 09/09/2020 as I want to check the analysis - do I get a different output, See report delivered ... compare this with the previous report generated on the date ....  
 dplyr::select(id, age, gender, covid\_tested, chills, cough, diarrhoea, fatigue, headache, loss\_smell\_taste, muscle\_ache,   
 nasal\_congestion, nausea\_vomiting, shortness\_breath, sore\_throat, sputum, temperature, loss\_appetite, chest\_pain, itchy\_eyes, joint\_pain,   
 asthma, diabetes\_type\_one, diabetes\_type\_two, obesity, hypertension, heart\_disease, lung\_condition, liver\_disease, kidney\_disease) %>%  
 dplyr::filter(covid\_tested != "negative") %>%  
 tidyr::drop\_na()

data\_categ\_covid$country <- NULL  
data\_categ\_covid$location <- NULL  
data\_categ\_covid$date\_completed <- NULL  
data\_categ\_covid$covid\_tested <- NULL   
data\_categ\_covid$age\_band <- NULL  
data\_categ\_covid$status\_cv <- NULL  
data\_categ\_covid$sneezing <- NULL  
  
  
###########################################################################################  
### Transforming variables in factor format ###############################################  
#data\_categ\_covid$country <- as.factor(data\_categ\_covid$country)  
data\_categ\_covid$chills <- as.factor(data\_categ\_covid$chills)  
data\_categ\_covid$cough <- as.factor(data\_categ\_covid$cough)  
data\_categ\_covid$gender <- as.factor(data\_categ\_covid$gender)  
#data\_categ\_covid$covid\_tested <- as.factor(data\_categ\_covid$covid\_tested)  
data\_categ\_covid$diarrhoea <- as.factor(data\_categ\_covid$diarrhoea)  
data\_categ\_covid$fatigue <- as.factor(data\_categ\_covid$fatigue)  
data\_categ\_covid$headache <- as.factor(data\_categ\_covid$headache)  
data\_categ\_covid$loss\_smell\_taste <- as.factor(data\_categ\_covid$loss\_smell\_taste)  
data\_categ\_covid$muscle\_ache <- as.factor(data\_categ\_covid$muscle\_ache)  
data\_categ\_covid$nasal\_congestion <- as.factor(data\_categ\_covid$nasal\_congestion)  
data\_categ\_covid$nausea\_vomiting <- as.factor(data\_categ\_covid$nausea\_vomiting)  
#data\_categ\_covid$self\_diagnosis <- as.factor(data\_categ\_covid$self\_diagnosis)  
data\_categ\_covid$shortness\_breath <- as.factor(data\_categ\_covid$shortness\_breath)  
data\_categ\_covid$sore\_throat <- as.factor(data\_categ\_covid$sore\_throat)  
data\_categ\_covid$sputum <- as.factor(data\_categ\_covid$sputum)  
data\_categ\_covid$temperature <- as.factor(data\_categ\_covid$temperature)  
data\_categ\_covid$loss\_appetite <- as.factor(data\_categ\_covid$loss\_appetite)  
data\_categ\_covid$chest\_pain <- as.factor(data\_categ\_covid$chest\_pain)  
data\_categ\_covid$itchy\_eyes <- as.factor(data\_categ\_covid$itchy\_eyes)  
data\_categ\_covid$joint\_pain <- as.factor(data\_categ\_covid$joint\_pain)  
  
  
### Transforming variables in numerical format #########################################################  
data\_categ\_covid$asthma <- as.factor(data\_categ\_covid$asthma)  
data\_categ\_covid$diabetes\_type\_two <- as.factor(data\_categ\_covid$diabetes\_type\_two)  
data\_categ\_covid$obesity <- as.factor(data\_categ\_covid$obesity)  
data\_categ\_covid$hypertension <- as.factor(data\_categ\_covid$hypertension)  
data\_categ\_covid$heart\_disease <- as.factor(data\_categ\_covid$heart\_disease)  
data\_categ\_covid$kidney\_disease <- as.factor(data\_categ\_covid$kidney\_disease)  
data\_categ\_covid$lung\_condition <- as.factor(data\_categ\_covid$lung\_condition)  
data\_categ\_covid$liver\_disease <- as.factor(data\_categ\_covid$liver\_disease)  
data\_categ\_covid$diabetes\_type\_one <- as.factor(data\_categ\_covid$diabetes\_type\_one)  
#data\_categ\_covid$covid\_tested <- as.factor(data\_categ\_nose)

diabetes\_type\_one\_data <- data\_categ\_covid %>%  
 dplyr::select(diabetes\_type\_one, chills, cough, diarrhoea, headache, loss\_smell\_taste, muscle\_ache,   
 nasal\_congestion, nausea\_vomiting, shortness\_breath, sore\_throat, sputum, temperature, joint\_pain, itchy\_eyes, chest\_pain, loss\_appetite)  
  
  
diab\_t <- table(diabetes\_type\_one\_data$diabetes\_type\_one)  
  
diab\_t

##   
## No Yes   
## 1987 50

diabetes\_count <- diabetes\_type\_one\_data %>%  
 tidyr::pivot\_longer(cols = 2:17,   
 names\_to = "symptoms",   
 values\_to = "yes\_no") %>%  
 dplyr::filter(diabetes\_type\_one == "Yes" & yes\_no == "Yes") %>%  
 dplyr::group\_by(symptoms) %>%  
 dplyr::tally() %>%  
 dplyr::mutate(Percentage = n/sum(n)) %>%  
 dplyr::arrange(desc(n))  
  
start\_date = as.Date("2020-04-09", tz = "Europe/London")  
end\_date = as.Date("2020-08-18")  
title\_stub <- "Age group 40-59: Diabetes type one across symptoms\n"  
start\_date\_title <- format(as.Date(start\_date), format = "%d %B %Y")  
end\_date\_title <- format(as.Date(end\_date), format = "%d %B %Y")  
chart\_title <- paste0(title\_stub, start\_date\_title, " to ", end\_date\_title)  
  
plot\_diabetes\_sympt <-  
 ggplot2::ggplot(diabetes\_count, ggplot2::aes(x = reorder(symptoms, - Percentage), y = n, fill = n)) +  
 ggplot2::coord\_flip() +  
 ggplot2::geom\_bar(stat = "identity", position = "dodge") +  
 ggplot2::scale\_fill\_viridis\_c(option = "magma", direction = -1) +  
 ggplot2::scale\_x\_discrete(limits = unique(diabetes\_count$symptoms)) +  
 #ggplot2::theme(legend.position = "bottom") +  
 #ggplot2::guides(fill = ggplot2::guide\_legend(nrow = 3)) +  
 ggplot2::theme\_minimal() +  
 ggplot2::labs( title = chart\_title,  
 subtitle = "Counts of patients with comorbidities accross symptoms",  
 y = "Counts",  
 x = "Symptoms",  
 caption = "Source: Dataset - Your.md Dataset") +  
 ggplot2::theme(  
 axis.title.y = ggplot2::element\_text(margin = ggplot2::margin(  
 t = 0,  
 r = 21,  
 b = 0,  
 l = 0  
 )),  
 plot.title = ggplot2::element\_text(size = 10, face = "bold"),  
 plot.subtitle = ggplot2::element\_text(size = 9),  
 axis.text.x = ggplot2::element\_text(angle = 55, hjust = 1)  
 )  
  
plot\_diabetes\_sympt

![](data:image/png;base64,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)

## Univariate analysis for diabetes type one

The univariate analysis real that symptoms such as headaches, nasal congestion, sore throat, temperature (39.1-41) are associated with diabetes type one.

diabetes\_type\_one\_data$diabetes\_type\_one <- as.factor(diabetes\_type\_one\_data$diabetes\_type\_one)  
diabetes\_type\_one\_chills <- glm(diabetes\_type\_one ~ chills, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_chills)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ chills, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2332 -0.2332 -0.2332 -0.1889 2.8409   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.5909 0.1583 -22.683 <2e-16 \*\*\*  
## chillsYes -0.4264 0.3717 -1.147 0.251   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 468.05 on 2035 degrees of freedom  
## AIC: 472.05  
##   
## Number of Fisher Scoring iterations: 6

coef\_diabetes\_type\_one\_chills <- coef(diabetes\_type\_one\_chills)

diabetes\_type\_one\_chills\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_chills), confint(diabetes\_type\_one\_chills)))

## Waiting for profiling to be done...

P-values adjusted

diabetes\_type\_one\_chills\_pval <- summary(diabetes\_type\_one\_chills)$coefficients[,4]  
  
diabetes\_type\_one\_chills\_pval <- diabetes\_type\_one\_chills\_pval[-1]  
  
diabetes\_type\_one\_chills\_padj <- p.adjust(diabetes\_type\_one\_chills\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_chills\_padj

## chillsYes   
## 0.2512375

OR, CI and pval adjusted

diabetes\_type\_one\_chills\_or\_ci\_pval <- cbind(diabetes\_type\_one\_chills\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_chills\_padj))  
  
knitr::kable(diabetes\_type\_one\_chills\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0275723 | 0.0198955 | 0.0370655 | 0.2512375 |
| chillsYes | 0.6528293 | 0.2955060 | 1.2914403 | 0.2512375 |

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ cough, family = binomial, data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2545 -0.2545 -0.1851 -0.1851 2.8550   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -4.0584 0.2446 -16.594 <2e-16 \*\*\*  
## coughYes 0.6442 0.3019 2.134 0.0328 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 464.69 on 2035 degrees of freedom  
## AIC: 468.69  
##   
## Number of Fisher Scoring iterations: 6

## (Intercept) coughYes   
## 0.01727642 1.90440430

diabetes\_type\_one\_cough\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_cough), confint(diabetes\_type\_one\_cough)))

## Waiting for profiling to be done...

P-values adjusted

diabetes\_type\_one\_cough\_pval <- summary(diabetes\_type\_one\_cough)$coefficients[,4]  
  
diabetes\_type\_one\_cough\_pval <- diabetes\_type\_one\_cough\_pval[-1]  
  
diabetes\_type\_one\_cough\_padj <- p.adjust(diabetes\_type\_one\_cough\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_cough\_padj

## coughYes   
## 0.03284117

OR, CI and pval adjusted

diabetes\_type\_one\_cough\_or\_ci\_pval <- cbind(diabetes\_type\_one\_cough\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_cough\_padj))  
  
knitr::kable(diabetes\_type\_one\_cough\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0172764 | 0.0102741 | 0.0269654 | 0.0328412 |
| coughYes | 1.9044043 | 1.0685329 | 3.5187965 | 0.0328412 |

diabetes\_type\_one\_diarrhea <- glm(diabetes\_type\_one ~ diarrhoea, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_diarrhea)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ diarrhoea, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2256 -0.2223 -0.2223 -0.2223 2.7250   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.68825 0.16008 -23.040 <2e-16 \*\*\*  
## diarrhoeaYes 0.02983 0.35805 0.083 0.934   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 469.48 on 2035 degrees of freedom  
## AIC: 473.48  
##   
## Number of Fisher Scoring iterations: 6

# get coef  
coef\_ob\_diarrhea <- coef(diabetes\_type\_one\_diarrhea)  
  
# odd ratios  
odd\_ratio\_ob\_diar <- exp(coef\_ob\_diarrhea)  
  
odd\_ratio\_ob\_diar

## (Intercept) diarrhoeaYes   
## 0.02501563 1.03028351

diabetes\_type\_one\_diarrhea\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_diarrhea), confint(diabetes\_type\_one\_diarrhea)))

## Waiting for profiling to be done...

P-values adjusted

diabetes\_type\_one\_diarrhea\_pval <- summary(diabetes\_type\_one\_diarrhea)$coefficients[,4]  
  
diabetes\_type\_one\_diarrhea\_pval <- diabetes\_type\_one\_diarrhea\_pval[-1]  
  
diabetes\_type\_one\_diarrhea\_padj <- p.adjust(diabetes\_type\_one\_diarrhea\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_diarrhea\_padj

## diarrhoeaYes   
## 0.9335943

OR, CI and pval adjusted

diabetes\_type\_one\_diarrhea\_or\_ci\_pval <- cbind(diabetes\_type\_one\_diarrhea\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_diarrhea\_padj))  
  
knitr::kable(diabetes\_type\_one\_diarrhea\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0250156 | 0.0179802 | 0.033732 | 0.9335943 |
| diarrhoeaYes | 1.0302835 | 0.4833297 | 1.997480 | 0.9335943 |

diabetes\_type\_one\_headache <- glm(diabetes\_type\_one ~ headache, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_headache)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ headache, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2505 -0.2505 -0.2505 -0.1767 2.8870   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.4461 0.1670 -20.636 <2e-16 \*\*\*  
## headacheYes -0.7055 0.3256 -2.167 0.0303 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 464.33 on 2035 degrees of freedom  
## AIC: 468.33  
##   
## Number of Fisher Scoring iterations: 7

OR and CI

diabetes\_type\_one\_headache\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_headache), confint(diabetes\_type\_one\_headache)))

## Waiting for profiling to be done...

P-values adjusted

diabetes\_type\_one\_headache\_pval <- summary(diabetes\_type\_one\_headache)$coefficients[,4]  
  
diabetes\_type\_one\_headache\_pval <- diabetes\_type\_one\_headache\_pval[-1]  
  
diabetes\_type\_one\_headache\_padj <- p.adjust(diabetes\_type\_one\_headache\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_headache\_padj

## headacheYes   
## 0.03025153

OR, CI and pval adjusted

diabetes\_type\_one\_headache\_or\_ci\_pval <- cbind(diabetes\_type\_one\_headache\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_headache\_padj))  
  
knitr::kable(diabetes\_type\_one\_headache\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0318691 | 0.0225691 | 0.0435146 | 0.0302515 |
| headacheYes | 0.4938486 | 0.2513390 | 0.9108149 | 0.0302515 |

diabetes\_type\_one\_loss\_smell <- glm(diabetes\_type\_one ~ loss\_smell\_taste, data = diabetes\_type\_one\_data, family = binomial)  
  
  
summary(diabetes\_type\_one\_loss\_smell)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ loss\_smell\_taste, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2280 -0.2280 -0.2280 -0.2056 2.7810   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6369 0.1602 -22.705 <2e-16 \*\*\*  
## loss\_smell\_tasteYes -0.2090 0.3575 -0.585 0.559   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 469.13 on 2035 degrees of freedom  
## AIC: 473.13  
##   
## Number of Fisher Scoring iterations: 6

OR and CI

diabetes\_type\_one\_loss\_smell\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_loss\_smell), confint(diabetes\_type\_one\_loss\_smell)))

## Waiting for profiling to be done...

diabetes\_type\_one\_loss\_smell\_pval <- summary(diabetes\_type\_one\_loss\_smell)$coefficients[,4]  
  
diabetes\_type\_one\_loss\_smell\_pval <- diabetes\_type\_one\_loss\_smell\_pval[-1]  
  
diabetes\_type\_one\_loss\_smell\_padj <- p.adjust(diabetes\_type\_one\_loss\_smell\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_loss\_smell\_padj

## loss\_smell\_tasteYes   
## 0.5588591

OR, CI and pval adjusted

diabetes\_type\_one\_loss\_smell\_or\_ci\_pval <- cbind(diabetes\_type\_one\_loss\_smell\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_loss\_smell\_padj))  
  
knitr::kable(diabetes\_type\_one\_loss\_smell\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0263331 | 0.0189237 | 0.0355165 | 0.5588591 |
| loss\_smell\_tasteYes | 0.8114316 | 0.3810216 | 1.5711959 | 0.5588591 |

library(fmsb)

## Registered S3 methods overwritten by 'fmsb':  
## method from  
## print.roc huge  
## plot.roc huge

diabetes\_type\_one\_muscle\_ache <- glm(diabetes\_type\_one ~ muscle\_ache, data = diabetes\_type\_one\_data, family = binomial)  
   
summary(diabetes\_type\_one\_muscle\_ache)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ muscle\_ache, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2423 -0.2423 -0.2423 -0.1913 2.8319   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.5137 0.1715 -20.484 <2e-16 \*\*\*  
## muscle\_acheYes -0.4778 0.3119 -1.532 0.126   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 467.01 on 2035 degrees of freedom  
## AIC: 471.01  
##   
## Number of Fisher Scoring iterations: 6

coef\_ob\_muscle\_ac <- coef(diabetes\_type\_one\_muscle\_ache)  
  
odd\_ratio\_ob\_los <- exp(coef\_ob\_muscle\_ac)  
  
odd\_ratio\_ob\_los

## (Intercept) muscle\_acheYes   
## 0.02978723 0.62016188

OR and CI

diabetes\_type\_one\_muscle\_ache\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_muscle\_ache), confint(diabetes\_type\_one\_muscle\_ache)))

## Waiting for profiling to be done...

diabetes\_type\_one\_muscle\_ache\_pval <- summary(diabetes\_type\_one\_muscle\_ache)$coefficients[,4]  
  
diabetes\_type\_one\_muscle\_ache\_pval <- diabetes\_type\_one\_muscle\_ache\_pval[-1]  
  
diabetes\_type\_one\_muscle\_ache\_padj <- p.adjust(diabetes\_type\_one\_muscle\_ache\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_muscle\_ache\_padj

## muscle\_acheYes   
## 0.1256108

OR, CI and pval adjusted

diabetes\_type\_one\_muscle\_ache\_or\_ci\_pval <- cbind(diabetes\_type\_one\_muscle\_ache\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_muscle\_ache\_padj))  
  
knitr::kable(diabetes\_type\_one\_muscle\_ache\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0297872 | 0.0208856 | 0.0409971 | 0.1256108 |
| muscle\_acheYes | 0.6201619 | 0.3269125 | 1.1211021 | 0.1256108 |

diabetes\_type\_one\_nasal\_cong <- glm(diabetes\_type\_one ~ nasal\_congestion, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_nasal\_cong)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ nasal\_congestion, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2296 -0.2296 -0.2296 -0.2052 2.7825   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6229 0.1644 -22.041 <2e-16 \*\*\*  
## nasal\_congestionYes -0.2272 0.3348 -0.679 0.497   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 469.01 on 2035 degrees of freedom  
## AIC: 473.01  
##   
## Number of Fisher Scoring iterations: 6

coef\_ob\_nas\_cong <- coef(diabetes\_type\_one\_nasal\_cong)  
  
odd\_ratio\_ob\_nas\_cong <- exp(coef\_ob\_nas\_cong)  
  
odd\_ratio\_ob\_nas\_cong

## (Intercept) nasal\_congestionYes   
## 0.02670415 0.79675252

OR and CI

diabetes\_type\_one\_nasal\_cong\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_nasal\_cong), confint(diabetes\_type\_one\_nasal\_cong)))

## Waiting for profiling to be done...

diabetes\_type\_one\_nasal\_cong\_pval <- summary(diabetes\_type\_one\_nasal\_cong)$coefficients[,4]  
  
diabetes\_type\_one\_nasal\_cong\_pval <- diabetes\_type\_one\_nasal\_cong\_pval[-1]  
  
diabetes\_type\_one\_nasal\_cong\_padj <- p.adjust(diabetes\_type\_one\_nasal\_cong\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_nasal\_cong\_padj

## nasal\_congestionYes   
## 0.4974107

OR, CI and pval adjusted

diabetes\_type\_one\_nasal\_cong\_or\_ci\_pval <- cbind(diabetes\_type\_one\_nasal\_cong\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_nasal\_cong\_padj))  
  
knitr::kable(diabetes\_type\_one\_nasal\_cong\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0267041 | 0.0190165 | 0.0362867 | 0.4974107 |
| nasal\_congestionYes | 0.7967525 | 0.3962388 | 1.4905177 | 0.4974107 |

diabetes\_type\_one\_nausea\_vomitting <- glm(diabetes\_type\_one ~ nausea\_vomiting, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_nausea\_vomitting)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ nausea\_vomiting, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.3392 -0.2102 -0.2102 -0.2102 2.7653   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.8012 0.1579 -24.073 < 2e-16 \*\*\*  
## nausea\_vomitingYes 0.9746 0.3777 2.581 0.00986 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 464.01 on 2035 degrees of freedom  
## AIC: 468.01  
##   
## Number of Fisher Scoring iterations: 6

coef\_ob\_naus\_vom <- coef(diabetes\_type\_one\_nausea\_vomitting)  
  
odd\_ratio\_ob\_naus\_vom <- exp(coef\_ob\_naus\_vom)  
  
odd\_ratio\_ob\_naus\_vom

## (Intercept) nausea\_vomitingYes   
## 0.02234332 2.65003209

OR and CI

diabetes\_type\_one\_nausea\_vomitting\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_nausea\_vomitting), confint(diabetes\_type\_one\_nausea\_vomitting)))

## Waiting for profiling to be done...

diabetes\_type\_one\_nausea\_vomitting\_pval <- summary(diabetes\_type\_one\_nausea\_vomitting)$coefficients[,4]  
  
diabetes\_type\_one\_nausea\_vomitting\_pval <- diabetes\_type\_one\_nausea\_vomitting\_pval[-1]  
  
diabetes\_type\_one\_nausea\_vomitting\_padj <- p.adjust(diabetes\_type\_one\_nausea\_vomitting\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_nausea\_vomitting\_padj

## nausea\_vomitingYes   
## 0.009863338

OR, CI and pval adjusted

diabetes\_type\_one\_nausea\_vomitting\_or\_ci\_pval <- cbind(diabetes\_type\_one\_nausea\_vomitting\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_nausea\_vomitting\_padj))  
  
knitr::kable(diabetes\_type\_one\_nausea\_vomitting\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0223433 | 0.0161339 | 0.030010 | 0.0098633 |
| nausea\_vomitingYes | 2.6500321 | 1.1879787 | 5.312954 | 0.0098633 |

diabetes\_type\_one\_short\_breath <- glm(diabetes\_type\_one ~ shortness\_breath, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_short\_breath)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ shortness\_breath, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2365 -0.2365 -0.2365 -0.2365 2.9324   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.5625 0.1529 -23.30 <2e-16 \*\*\*  
## shortness\_breathYes -0.7234 0.4386 -1.65 0.099 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 466.25 on 2035 degrees of freedom  
## AIC: 470.25  
##   
## Number of Fisher Scoring iterations: 7

OR and CI

diabetes\_type\_one\_short\_breath\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_short\_breath), confint(diabetes\_type\_one\_short\_breath)))

## Waiting for profiling to be done...

diabetes\_type\_one\_short\_breath\_pval <- summary(diabetes\_type\_one\_short\_breath)$coefficients[,4]  
  
diabetes\_type\_one\_short\_breath\_pval <- diabetes\_type\_one\_short\_breath\_pval[-1]  
  
diabetes\_type\_one\_short\_breath\_padj <- p.adjust(diabetes\_type\_one\_short\_breath\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_short\_breath\_padj

## shortness\_breathYes   
## 0.09903697

OR, CI and pval adjusted

diabetes\_type\_one\_short\_breath\_or\_ci\_pval <- cbind(diabetes\_type\_one\_short\_breath\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_short\_breath\_padj))  
  
knitr::kable(diabetes\_type\_one\_short\_breath\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0283688 | 0.0207129 | 0.0377689 | 0.099037 |
| shortness\_breathYes | 0.4850917 | 0.1843780 | 1.0609267 | 0.099037 |

diabetes\_type\_one\_sore\_thr <- glm(diabetes\_type\_one ~ sore\_throat, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_sore\_thr)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ sore\_throat, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2255 -0.2255 -0.2214 -0.2214 2.7279   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.69611 0.18182 -20.329 <2e-16 \*\*\*  
## sore\_throatYes 0.03661 0.29503 0.124 0.901   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 469.47 on 2035 degrees of freedom  
## AIC: 473.47  
##   
## Number of Fisher Scoring iterations: 6

OR and CI

diabetes\_type\_one\_sore\_thr\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_sore\_thr), confint(diabetes\_type\_one\_sore\_thr)))

## Waiting for profiling to be done...

diabetes\_type\_one\_sore\_thr\_pval <- summary(diabetes\_type\_one\_sore\_thr)$coefficients[,4]  
  
diabetes\_type\_one\_sore\_thr\_pval <- diabetes\_type\_one\_sore\_thr\_pval[-1]  
  
diabetes\_type\_one\_sore\_thr\_padj <- p.adjust(diabetes\_type\_one\_sore\_thr\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_sore\_thr\_padj

## sore\_throatYes   
## 0.9012546

OR, CI and pval adjusted

diabetes\_type\_one\_sore\_thr\_or\_ci\_pval <- cbind(diabetes\_type\_one\_sore\_thr\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_sore\_thr\_padj))  
  
knitr::kable(diabetes\_type\_one\_sore\_thr\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0248199 | 0.0170107 | 0.0347794 | 0.9012546 |
| sore\_throatYes | 1.0372847 | 0.5721613 | 1.8328444 | 0.9012546 |

diabetes\_type\_one\_sputum <- glm(diabetes\_type\_one ~ sputum, data = diabetes\_type\_one\_data, family = binomial)  
  
  
summary(diabetes\_type\_one\_sputum)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ sputum, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2266 -0.2266 -0.2266 -0.2114 2.7614   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6497 0.1622 -22.502 <2e-16 \*\*\*  
## sputumYes -0.1407 0.3453 -0.407 0.684   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 469.31 on 2035 degrees of freedom  
## AIC: 473.31  
##   
## Number of Fisher Scoring iterations: 6

OR and CI

diabetes\_type\_one\_sputum\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_sputum), confint(diabetes\_type\_one\_sputum)))

## Waiting for profiling to be done...

diabetes\_type\_one\_sputum\_pval <- summary(diabetes\_type\_one\_sputum)$coefficients[,4]  
  
diabetes\_type\_one\_sputum\_pval <- diabetes\_type\_one\_sputum\_pval[-1]  
  
diabetes\_type\_one\_sputum\_padj <- p.adjust(diabetes\_type\_one\_sputum\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_sputum\_padj

## sputumYes   
## 0.6836804

OR, CI and pval adjusted

diabetes\_type\_one\_sputum\_or\_ci\_pval <- cbind(diabetes\_type\_one\_sputum\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_sputum\_padj))  
  
knitr::kable(diabetes\_type\_one\_sputum\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0260000 | 0.0186025 | 0.0351927 | 0.6836804 |
| sputumYes | 0.8687411 | 0.4207386 | 1.6514916 | 0.6836804 |

diabetes\_type\_one\_temperature <- glm(diabetes\_type\_one ~ temperature, data = diabetes\_type\_one\_data, family = binomial)  
  
  
summary(diabetes\_type\_one\_temperature)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ temperature, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2741 -0.2741 -0.1927 -0.1927 2.8269   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.9771 0.2018 -19.704 <2e-16 \*\*\*  
## temperatureYes 0.7144 0.2868 2.491 0.0128 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 463.40 on 2035 degrees of freedom  
## AIC: 467.4  
##   
## Number of Fisher Scoring iterations: 6

OR and CI

diabetes\_type\_one\_temperature\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_temperature), confint(diabetes\_type\_one\_temperature)))

## Waiting for profiling to be done...

diabetes\_type\_one\_temperature\_pval <- summary(diabetes\_type\_one\_temperature)$coefficients[,4]  
  
diabetes\_type\_one\_temperature\_pval <- diabetes\_type\_one\_temperature\_pval[-1]  
  
diabetes\_type\_one\_temperature\_padj <- p.adjust(diabetes\_type\_one\_temperature\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_temperature\_padj

## temperatureYes   
## 0.01275546

OR, CI and pval adjusted

diabetes\_type\_one\_temperature\_or\_ci\_pval <- cbind(diabetes\_type\_one\_temperature\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_temperature\_padj))  
  
knitr::kable(diabetes\_type\_one\_temperature\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0187406 | 0.0122817 | 0.0271885 | 0.0127555 |
| temperatureYes | 2.0428790 | 1.1603673 | 3.5966773 | 0.0127555 |

diabetes\_type\_one\_itchy\_eyes <- glm(diabetes\_type\_one ~ itchy\_eyes, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_itchy\_eyes)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ itchy\_eyes, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2311 -0.2311 -0.2311 -0.2311 2.6969   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6098 0.1433 -25.187 <2e-16 \*\*\*  
## itchy\_eyesYes -14.9562 553.2430 -0.027 0.978   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 462.32 on 2035 degrees of freedom  
## AIC: 466.32  
##   
## Number of Fisher Scoring iterations: 17

OR and CI

diabetes\_type\_one\_itchy\_eyes\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_itchy\_eyes), confint(diabetes\_type\_one\_itchy\_eyes)))

## Waiting for profiling to be done...

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

diabetes\_type\_one\_itchy\_eyes\_pval <- summary(diabetes\_type\_one\_itchy\_eyes)$coefficients[,4]  
  
diabetes\_type\_one\_itchy\_eyes\_pval <- diabetes\_type\_one\_itchy\_eyes\_pval[-1]  
  
diabetes\_type\_one\_itchy\_eyes\_padj <- p.adjust(diabetes\_type\_one\_itchy\_eyes\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_itchy\_eyes\_padj

## itchy\_eyesYes   
## 0.9784328

OR, CI and pval adjusted

diabetes\_type\_one\_itchy\_eyes\_or\_ci\_pval <- cbind(diabetes\_type\_one\_itchy\_eyes\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_itchy\_eyes\_padj))  
  
knitr::kable(diabetes\_type\_one\_itchy\_eyes\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0270563 | 0.0201646 | 0.0354081 | 0.9784328 |
| itchy\_eyesYes | 0.0000003 | 0.0000000 | 8741.6906287 | 0.9784328 |

diabetes\_type\_one\_chest\_pain <- glm(diabetes\_type\_one ~ chest\_pain, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_chest\_pain)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ chest\_pain, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2233 -0.2233 -0.2233 -0.2233 2.7749   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6791 0.1446 -25.435 <2e-16 \*\*\*  
## chest\_painYes -0.1495 1.0211 -0.146 0.884   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 469.46 on 2035 degrees of freedom  
## AIC: 473.46  
##   
## Number of Fisher Scoring iterations: 6

OR and CI

diabetes\_type\_one\_chest\_pain\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_chest\_pain), confint(diabetes\_type\_one\_chest\_pain)))

## Waiting for profiling to be done...

diabetes\_type\_one\_chest\_pain\_pval <- summary(diabetes\_type\_one\_chest\_pain)$coefficients[,4]  
  
diabetes\_type\_one\_chest\_pain\_pval <- diabetes\_type\_one\_chest\_pain\_pval[-1]  
  
diabetes\_type\_one\_chest\_pain\_padj <- p.adjust(diabetes\_type\_one\_chest\_pain\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_chest\_pain\_padj

## chest\_painYes   
## 0.8835913

OR, CI and pval adjusted

diabetes\_type\_one\_chest\_pain\_or\_ci\_pval <- cbind(diabetes\_type\_one\_chest\_pain\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_chest\_pain\_padj))  
  
knitr::kable(diabetes\_type\_one\_chest\_pain\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0252447 | 0.0187601 | 0.0331148 | 0.8835913 |
| chest\_painYes | 0.8611358 | 0.0481357 | 4.0705661 | 0.8835913 |

diabetes\_type\_one\_loss\_appetite <- glm(diabetes\_type\_one ~ loss\_appetite, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_loss\_appetite)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ loss\_appetite, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.3234 -0.2126 -0.2126 -0.2126 2.7573   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.7788 0.1561 -24.215 <2e-16 \*\*\*  
## loss\_appetiteYes 0.8543 0.3950 2.162 0.0306 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 465.58 on 2035 degrees of freedom  
## AIC: 469.58  
##   
## Number of Fisher Scoring iterations: 6

OR and CI

diabetes\_type\_one\_loss\_appetite\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_loss\_appetite), confint(diabetes\_type\_one\_loss\_appetite)))

## Waiting for profiling to be done...

diabetes\_type\_one\_loss\_appetite\_pval <- summary(diabetes\_type\_one\_loss\_appetite)$coefficients[,4]  
  
diabetes\_type\_one\_loss\_appetite\_pval <- diabetes\_type\_one\_loss\_appetite\_pval[-1]  
  
diabetes\_type\_one\_loss\_appetite\_padj <- p.adjust(diabetes\_type\_one\_loss\_appetite\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_loss\_appetite\_padj

## loss\_appetiteYes   
## 0.03058639

OR, CI and pval adjusted

diabetes\_type\_one\_loss\_appetite\_or\_ci\_pval <- cbind(diabetes\_type\_one\_loss\_appetite\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_loss\_appetite\_padj))  
  
knitr::kable(diabetes\_type\_one\_loss\_appetite\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0228509 | 0.0165671 | 0.0305911 | 0.0305864 |
| loss\_appetiteYes | 2.3496325 | 1.0070955 | 4.8366036 | 0.0305864 |

diabetes\_type\_one\_joint\_pain <- glm(diabetes\_type\_one ~ joint\_pain, data = diabetes\_type\_one\_data, family = binomial)  
  
  
summary(diabetes\_type\_one\_joint\_pain)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ joint\_pain, family = binomial,   
## data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.2481 -0.2221 -0.2221 -0.2221 2.7258   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.6904 0.1461 -25.255 <2e-16 \*\*\*  
## joint\_painYes 0.2247 0.7328 0.307 0.759   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 469.40 on 2035 degrees of freedom  
## AIC: 473.4  
##   
## Number of Fisher Scoring iterations: 6

OR and CI

diabetes\_type\_one\_joint\_pain\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_joint\_pain), confint(diabetes\_type\_one\_joint\_pain)))

## Waiting for profiling to be done...

diabetes\_type\_one\_joint\_pain\_pval <- summary(diabetes\_type\_one\_joint\_pain)$coefficients[,4]  
  
diabetes\_type\_one\_joint\_pain\_pval <- diabetes\_type\_one\_joint\_pain\_pval[-1]  
  
diabetes\_type\_one\_joint\_pain\_padj <- p.adjust(diabetes\_type\_one\_joint\_pain\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_joint\_pain\_padj

## joint\_painYes   
## 0.7591141

OR, CI and pval adjusted

diabetes\_type\_one\_joint\_pain\_or\_ci\_pval <- cbind(diabetes\_type\_one\_joint\_pain\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_joint\_pain\_padj))  
  
knitr::kable(diabetes\_type\_one\_joint\_pain\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.024961 | 0.0184902 | 0.0328294 | 0.7591141 |
| joint\_painYes | 1.251953 | 0.2018627 | 4.1649668 | 0.7591141 |

## Multivariate analysis for diabetest type one

When adding all variables that showed an association with the heart disease model, the model shows something different.

When adjusting for all variables, patients showing covid-19 symptoms/of patients with positive covid test, the results show strong evidence for an association between variables such as headaches and temperature(39.1-41) (p ≤ 0.01) in patients with diabetes type one.  
When adjusting for all variables,in patients showing covid-19 symptpms/of patients with positive covid test, in respondent with diabetes type one there was: - 54 % decrease in odds of experiencing headaches compared to those who do not suffer of diabetes type one - 406 % increase in temperature compared to those who do not suffer of heart disease

diabetes\_type\_one\_model <- glm(diabetes\_type\_one ~ cough + nausea\_vomiting + temperature + loss\_appetite, data = diabetes\_type\_one\_data, family = binomial)  
  
summary(diabetes\_type\_one\_model)

##   
## Call:  
## glm(formula = diabetes\_type\_one ~ cough + nausea\_vomiting + temperature +   
## loss\_appetite, family = binomial, data = diabetes\_type\_one\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.5468 -0.2314 -0.2069 -0.1568 2.9679   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -4.3919 0.2792 -15.729 <2e-16 \*\*\*  
## coughYes 0.5586 0.3054 1.829 0.0674 .   
## nausea\_vomitingYes 0.7845 0.3851 2.037 0.0416 \*   
## temperatureYes 0.5016 0.2972 1.688 0.0914 .   
## loss\_appetiteYes 0.7226 0.4023 1.796 0.0725 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 469.48 on 2036 degrees of freedom  
## Residual deviance: 453.34 on 2032 degrees of freedom  
## AIC: 463.34  
##   
## Number of Fisher Scoring iterations: 7

# odds ratio and 95% CL  
  
diabetes\_type\_one\_model\_or\_ci <- exp(cbind(OR = coef(diabetes\_type\_one\_model), confint(diabetes\_type\_one\_model)))

## Waiting for profiling to be done...

diabetes\_type\_one\_model\_or\_ci

## OR 2.5 % 97.5 %  
## (Intercept) 0.01237729 0.006882369 0.02066075  
## coughYes 1.74818899 0.973648074 3.25042278  
## nausea\_vomitingYes 2.19136718 0.970063723 4.46378827  
## temperatureYes 1.65140787 0.918413381 2.96285997  
## loss\_appetiteYes 2.05968913 0.872196070 4.30782631

diabetes\_type\_one\_model\_pval <- summary(diabetes\_type\_one\_model)$coefficients[,4]  
  
  
  
diabetes\_type\_one\_model\_padj <- p.adjust(diabetes\_type\_one\_model\_pval, method = "bonferroni")  
  
diabetes\_type\_one\_model\_padj

## (Intercept) coughYes nausea\_vomitingYes temperatureYes   
## 4.820585e-55 3.370732e-01 2.080638e-01 4.570456e-01   
## loss\_appetiteYes   
## 3.625120e-01

OR, CI and pval adjusted

diabetes\_type\_one\_model\_or\_ci\_pval <- cbind(diabetes\_type\_one\_model\_or\_ci, data.frame(pvalues = diabetes\_type\_one\_model\_padj))  
  
knitr::kable(diabetes\_type\_one\_model\_or\_ci\_pval)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | OR | 2.5 % | 97.5 % | pvalues |
| (Intercept) | 0.0123773 | 0.0068824 | 0.0206607 | 0.0000000 |
| coughYes | 1.7481890 | 0.9736481 | 3.2504228 | 0.3370732 |
| nausea\_vomitingYes | 2.1913672 | 0.9700637 | 4.4637883 | 0.2080638 |
| temperatureYes | 1.6514079 | 0.9184134 | 2.9628600 | 0.4570456 |
| loss\_appetiteYes | 2.0596891 | 0.8721961 | 4.3078263 | 0.3625120 |

vif(diabetes\_type\_one\_model)

## coughYes nausea\_vomitingYes temperatureYes loss\_appetiteYes   
## 1.016723 1.029336 1.065759 1.024767