# CS278 Assignment 15: Ch. 10 Advanced Macros

## NAME: Gabe Conlon DUE: Nov 15 Received: .

**GRADE:**

|  |  |  |
| --- | --- | --- |
| **CATEGORY** | **POINTS** |  |
| EX15\_01 |  | 50 |
| EX15\_02 |  | 50 |
|  |  |  |
| **TOTAL** |  | 100 |

## EXERCISES:

**EX15\_01 –** Write a macro that will build a doubly linked list. A doubly linked list is like a regular linked list, except each node has three parts, the first part points back at the node in front of it, the middle part is the data section, and the last part points at the next node in the linked list. Note that the very first node will not be able to point to the node in front of it, so that node’s first part should be null. The macro should use the REPEAT or WHILE functionality in order to build the linked list. The macro should be passed a number that will set up how many links should be set up in the doubly linked list. The data portion of the linked list nodes should be loaded with the counting numbers. Note that this assignment is very much like the example of a singly linked list in the text book in section 10.4.5 pp 412-414. There they show you how to have the macro build the list and how to later write out the values in the data cells of the linked list. Your program should operate in almost the same way, building the linked list and then during run time travelling down the list and outputing the contents of the data portion of the nodes until you get to the ending null pointer that signifies the end of the list (the book also has good examples for doing this). Your doubly linked list should end with a null pointer in the same way the book’s example does.

![http://staff.science.uva.nl/~heck/JAVAcourse/ch4/linkedlist.gif](data:image/gif;base64,R0lGODdhaAJ0APAAAP///wAAACwAAAAAaAJ0AAAC/oSPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8kzX9o3n+s73/g8MCofEovGITCqXzKbzCY1Kp9Sq9YrNarfcrvcLDovH5LL5jE6r1+y2+w2Py+f0uv2Oz+v3/L7/HRD4EEgouGGogFihiMC44EjhCAkw2Rjwh5mZRThYyKkxWdnJIGpQOpoQeomq2eraJCiqeMqaumpB25BLenuw+9j7KjwsFBtsi+z7adpraNx8uVyqykw5eystaZx4XM2c/UssPs6yrRuM6IkN/V2o7G1da9meDW+9fO+ezE2f3k0OMGC5Vfj2efuEkN29bwcJTvvnbN27eg0dHqMWD144/oEcO2bwdy7ZNXsR52UsKe9dxpWeTJ5U6FJkwZUea9r0AJKXTJMjaaKM508dTZ4S6Vlq6fMixHX4Nt58CjUfUn5Eq6rsGTSrO4w5XypD2jOmWH1Do5o9a0vdUpcJHX5luDDpP4NWWbq19zau2KtFy6L9G5WRKqFfwYElLDeC2rtdG09Vy41wxMdOAVt2VXCmVG2COZVsCm3u0cMa+xpOW3Zx6cyiL7t+7aIy7Nm09ZCtjTu3Js26e/v+DTy48OHEixs/jjy58uXMmzt/Dj269OnUq1u/jj279u3cu3v/Dj68+PHky5s/jz69+vXs27t/Dz++/Pn069u/jz+//v38/vv7/w9ggAIOSGCBBh6IYIIKLshggw4+CGGEEk5IYYUWXohhhhpuyGGHHn4IYogijkhiiSZysViKKq7IYosuvghjiyvESGONNt6I420n5Mhjjz7miFxrIAj5AZE4zYikCkZ2sCQHTR6SZApPzjblR1GiUCUGWV6wJS5X7vilCV0uEmSYJYwZiZkkoDkBmxK4qZiaI8AJAZ2BySmCnQ7oqQueIfBJip9DClpkmUoSeuShikqJKJONOvkobYA+EikolVq5KJaXarkpl4YymimYoYrZqZejnlkqmWOgJNsidk6aSKppAvOnrG2q2Sqlp66JK6w4MdYkq7Ailiioxmpa/liuse4655XEOspsns5O1YOw1f6ILW+D2PrmZtny6Gm0tX6bbbjHgkkutlNANqi47RrLbqHuygvvs5DOWyyy3oqjLaf4QnsuXPTqS7CoqL1bMKmn9uuar41wG+e/9waMqsRQWmzpcQ77AnGdHW+LMaYU8xqyv8ZtbMrHe6rcZ8nmJlzxyM1qzHKgLpsqs7Q3q5pzrTsDhjIlNevaM8IGw0xy0QMfTVzQTg+9rNL5Mq2w1AAjDdzTP9+6dbddR2z1xFjrfDLUqZj98Nceqw1y2Be7TSXaHLO9Mt0twy3y2D7j/ZrWfL9Mdcx6G1314EsX3rTcKdtt8984Gz414pIL/p4440RDfnXgSWMutuYzO26Z35y/PXrGoM96Otepe1225VGXnrfnZMNuMu2ATx6c6LLvbfvjuxNOOe6f9+6EtT6EorjQbCPv+tnLQ5S87k46DWwk1R9PrfTBbw9K9tF/TKz2m//uqo55Xn9muj4qvzrY1qsPrvjDtwl//N8fUj+NrcQr/+zkv0+W/vHuf/R7zP3a14+geUEzAgTe+KbXjQYejnsfgYQEI0dBLSlrDxfMnPD898EBhtCB8xvhBHN3QOKhToWqYyHrXOg+Atamg50zIQYfmEER5pCEINyhbmhIOhkG0YYe9OENS2jEIqKweWlDYNtguDYn1k2Kd4PiV52YODcqNs6KU+RiFYVoOi/eBIhhBGPsiFjDJKYRh2xEYu7yB8c4pmhGcqyjHeloxzzm70R87KMf/wjIQApykIQspCEPichEKnKRjGykIx8JyUhKEg8FAAA7)

*Note: The link that points at the node in front of it really points to the beginning of the node, not the end of it! Another drawing showing the beginning and end:*

head

|

v

------------- ------------- -------------

| | | | <---+-- | | | <---+-- | | |

| 0 | a | --+---> | | b | --+---> | | c | 0 |

------------- ------------- -------------

**EX15\_02 –** Write a macro that finds the largest value in an array of cells and outputs that largest value. Note that the data in the array should not be sorted, so it is not always just the last value. The array can be any length and the size of the cells can be “BYTE” (bytes), “WORD” (word), “DWORD” (doubleword). There is an excellent example in the book that goes through the details of how to build a macro that can accept the cell size as an input parameter (Section 10.3.6 Example: Summing a Matrix Row pp 401-404). The call to the macro might look like this:

**FindMax MACRO Array2Search, Arraylength, CellSize**

INPUTS:

Array2Search – Name of array to search, call the macro at least three times with different array names and with different cell sizes (see below). This will mean that you will need to have at least three arrays set up. They need not be long, but they should be long enough to adequately test your macro. Note that if no array name is provided, the macro should echo a warning and exit early without expanding the code. (Hint: use the conditional assembly directives and the EXITM macro keyword as discussed in section 10.3)

Arraylength – the number of cells in the array – if no length is provided,the macro should echo a warning and exit early without expanding the code

CellSize – either “BYTE”, “WORD”, or “DWORD” If no size is provided, it should default to “BYTE” (hint: check section 10.3.2 Default Argument Initializers).

Note that there are implications for your movement through the array based on how big each cell is. The text book has an excellent example of how to work through this (the shift SHR is based on the TYPE CellSize / 2).

OUTPUTS:

The largest value in the array is output to the console. Use a nested macro call to a macro that outputs the value with a short message. If there is more than one cell with the largest value, the behavior is the same, just put out “The largest value found was” 189. (for example)

*Note that I have only assigned 2 programs again for this assignment. This is so you will have time to work on your projects!*