**Firestore** is a flexible, scalable, and real-time **NoSQL cloud database** provided by **Google Firebase**. It is designed to support building real-time, serverless applications with ease. Firestore is a document-oriented database, meaning data is stored in documents and collections, rather than in tables and rows like traditional relational databases.

**Key Features of Firestore**

1. **Real-Time Data Sync**:
   * Firestore supports real-time updates, meaning changes made to data are automatically synced with clients in real time. This makes it ideal for building real-time applications like chat apps or live dashboards.
2. **Offline Support**:
   * Firestore provides built-in offline support for mobile and web applications. Data is cached locally and changes are synced when the app reconnects to the internet.
3. **Scalability**:
   * Firestore can scale automatically to handle large amounts of data and high traffic. It supports sharding (distributing data across multiple servers) and automatically manages load balancing and scaling.
4. **Serverless**:
   * Firestore is a serverless database, meaning you don’t have to manage any servers or infrastructure. Google handles all the maintenance, scaling, and security.
5. **Security Rules**:
   * Firestore comes with Firebase Security Rules, which enable fine-grained access control based on user authentication and other factors. You can define rules for reading and writing data, making it easier to secure your application.
6. **Structured Data**:
   * Data is stored in **documents**, which are JSON-like objects that contain key-value pairs. Documents are organized into **collections**, and collections are containers for documents.
7. **ACID Transactions**:
   * Firestore supports ACID (Atomicity, Consistency, Isolation, Durability) transactions, allowing you to group multiple reads and writes in a single operation. This ensures data integrity.

**Firestore Data Model**

Firestore organizes data in the following structure:

1. **Collections**:
   * A **collection** is a container for documents.
   * A collection can contain multiple documents and is always identified by a name.
   * Collections can be nested to create sub-collections within documents.
2. **Documents**:
   * A **document** is a record in Firestore, similar to a row in relational databases, but more flexible.
   * Each document contains key-value pairs (fields) that store data, including strings, numbers, arrays, timestamps, references to other documents, etc.
   * Every document has a unique identifier (ID), which can be auto-generated or assigned by the developer.
   * Documents are schema-less, meaning that each document in a collection can have different fields.

**Example Document**:

json

Copy code

{

"name": "Alice",

"age": 25,

"location": "New York",

"createdAt": "2024-11-28T12:00:00Z"

}

1. **Sub-Collections**:
   * A document can contain **sub-collections**, which are themselves collections that hold documents.
   * This allows you to create nested data structures.

**Example: Sub-Collection**:

json
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{

"name": "Alice",

"posts": [

{ "title": "My First Post", "content": "Hello World!" },

{ "title": "Second Post", "content": "Another post." }

]

}

1. **Fields**:
   * A **field** in a document holds a value. This value can be a string, number, date, array, or reference to another document.
   * Fields are defined by key-value pairs where the key is the field name and the value is the field data.

**Firestore CRUD Operations**

1. **Create**:
   * To add a new document to a collection, use add() or set():

python
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db.collection('users').add({

'name': 'Alice',

'age': 25

})

1. **Read**:
   * To fetch documents, you can use get(), onSnapshot(), or where() for querying:

python
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users\_ref = db.collection('users')

docs = users\_ref.get()

for doc in docs:

print(f'{doc.id}: {doc.to\_dict()}')

1. **Update**:
   * To modify an existing document, use update():

python
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db.collection('users').document('user\_id').update({

'age': 26

})

1. **Delete**:
   * To remove a document, use delete():

python
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db.collection('users').document('user\_id').delete()

**Firestore Indexing**

Firestore automatically creates indexes for simple queries, but for more complex queries, you may need to manually define compound indexes. For example, if you want to query based on both name and age, you may need to create a compound index in the Firestore console.

**Firestore Security Rules**

Firestore uses security rules to define who can read, write, and delete documents from the database. You can write rules that are based on authentication status (e.g., whether the user is logged in) and other conditions (e.g., only allow writes to certain documents).

**Example Rule**:

plaintext
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service cloud.firestore {

match /databases/{database}/documents {

match /users/{userId} {

// Allow read if the user is authenticated and is requesting their own data

allow read: if request.auth != null && request.auth.uid == userId;

// Allow write only if the user is authenticated and is creating their own document

allow write: if request.auth != null && request.auth.uid == userId;

}

}

}

**Firestore Pricing**

Firestore uses a pay-as-you-go pricing model based on the following factors:

* **Reads, Writes, and Deletes**: You are charged based on the number of operations (read, write, delete).
* **Storage**: You are charged for the amount of data stored in Firestore.
* **Network Egress**: Data transferred out of Firestore (outside Google Cloud) incurs network egress charges.

**Firestore Use Cases**

* **Real-time applications**: Chat apps, live notifications, collaborative platforms.
* **Social apps**: User profiles, posts, messages, etc.
* **E-commerce apps**: Product catalogs, order management, user reviews.
* **Content management systems**: Storing and retrieving articles, media, and metadata.

**Advantages of Firestore**

1. **Fully Managed**: Google handles scaling, infrastructure, and maintenance.
2. **Real-Time Sync**: Ideal for apps that need live data updates, like chat applications.
3. **Offline Support**: The ability to work even without an internet connection, with automatic synchronization when online.
4. **Flexible Data Model**: The ability to store complex data structures like nested objects and arrays.

**General Questions**

1. **What is a document-oriented database?**
   * A NoSQL database that stores data as documents, typically in JSON, BSON, or XML formats.
   * Each document represents a record and can include nested data structures.
   * Example: Firestore, MongoDB, CouchDB.
2. **What are the benefits of NoSQL databases over traditional relational databases?**
   * Schema-less: Flexible data structures.
   * Horizontal scalability.
   * Optimized for unstructured or semi-structured data.
   * Real-time data processing and replication.
3. **What are the key differences between relational and NoSQL document databases?**
   * **Schema**: Fixed schema in RDBMS vs. schema-less in NoSQL.
   * **Data Relationships**: Joins in RDBMS vs. embedding/nesting in NoSQL.
   * **Scalability**: Vertical scaling for RDBMS vs. horizontal for NoSQL.
   * **Data Model**: Tables and rows in RDBMS vs. collections and documents in NoSQL.
4. **What are some use cases for document databases?**
   * Content management systems (CMS).
   * E-commerce platforms (product catalogs, user profiles).
   * Real-time applications (chat, collaborative tools).
   * IoT data storage.

**Conceptual Questions**

1. **What is the structure of a document in a document database?**
   * Key-value pairs, often resembling JSON:

json
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{

"id": 123,

"name": "John Doe",

"orders": [

{ "item": "Laptop", "price": 1200 },

{ "item": "Mouse", "price": 25 }

]

}

1. **Explain the concept of nesting in document databases.**
   * Embedding documents within documents to represent hierarchical relationships.
   * Example:

json
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{

"user": "Alice",

"profile": {

"age": 30,

"location": "NY"

}

}

1. **What is the difference between embedding and referencing in NoSQL databases?**
   * **Embedding**: Storing related data within a single document.
     + Pros: Faster reads, no joins.
     + Cons: Increases document size.
   * **Referencing**: Storing references (IDs) to related documents.
     + Pros: Better normalization, smaller document size.
     + Cons: Requires multiple queries to retrieve related data.
2. **What is eventual consistency in NoSQL databases?**
   * A consistency model where data updates are propagated across the system, but not instantly.
   * Ensures availability and partition tolerance in distributed systems.

**Practical Questions**

1. **How would you model one-to-many relationships in a document database?**
   * **Embedding**: Suitable for small, tightly coupled data.

json
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{

"author": "John",

"books": ["Book1", "Book2"]

}

* + **Referencing**: Suitable for large or loosely coupled data.

json
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{

"author\_id": "123",

"name": "John"

}

And separate documents for books:

json
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{ "author\_id": "123", "title": "Book1" }

1. **What are indexes in a document database, and why are they important?**
   * **Indexes**: Data structures that optimize query performance.
   * Firestore and MongoDB, for instance, use single-field, compound, and text indexes.
   * Trade-off: Faster reads but slightly slower writes and higher storage usage.
2. **How do you handle schema evolution in a NoSQL database?**
   * Add new fields without affecting existing data.
   * Migrate documents as needed during application upgrades.

**Advanced Questions**

1. **How does horizontal scaling work in a document database?**
   * Data is distributed across multiple servers (sharding).
   * Each server (shard) handles a portion of the data.
   * Example: MongoDB uses shard keys to distribute data.
2. **What are transactions in document databases, and how do they work?**
   * Atomic operations across multiple documents or collections.
   * Example:
     + MongoDB: Supports multi-document ACID transactions.
     + Firestore: Provides transactions and batch writes.
3. **Explain how replication works in a document database.**
   * Replication maintains multiple copies of data across servers for fault tolerance and high availability.
   * Types:
     + Primary-secondary replication (e.g., MongoDB).
     + Multi-region replication (e.g., Firestore).
4. **What is the CAP theorem, and how does it apply to NoSQL databases?**
   * **CAP**: Consistency, Availability, Partition tolerance.
   * NoSQL databases often prioritize availability and partition tolerance over strict consistency.
5. **How would you implement pagination in a document database?**
   * Use limit and offset in queries.
   * Alternatively, use cursors for more efficient pagination:
     + Firestore: Use document snapshots as cursors.
     + MongoDB: Use \_id or a specific field as a cursor.

**Behavioral/Scenario Questions**

1. **How would you design a real-time chat application using a document database?**
   * Collections: users, messages.
   * Real-time updates: Firestore or MongoDB change streams.
   * Schema:

json
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{

"room\_id": "123",

"message": "Hello",

"timestamp": "2024-11-28T12:00:00Z",

"sender": "UserA"

}

1. **How do you optimize query performance in a document database?**
   * Create proper indexes (single-field or compound).
   * Avoid large documents; split data if necessary.
   * Use query filters to limit data retrieval.
2. **What would you do if a NoSQL document database is growing too large?**
   * Archive old data to reduce active dataset size.
   * Use sharding to distribute data across servers.
   * Analyze and optimize schema design