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# Klasy

## Klasa a obiekt

## Budowa klasy

## Elementy klasy

## Konstruktory

## Tablice i listy obiektów

## Właściwości

## Składniki statyczne

## Struktury a klasy

# Dziedziczenie

## Dziedziczenie – wprowadzenie

## Dziedziczenie po klasie System.Object

## Klasy pochodne

Example:

namespace KlasyPochodne

{

class Kwadrat

{

protected int bok;

protected ConsoleColor kolor; //typ wyliczeniowy (enum)

public Kwadrat(int bok1, ConsoleColor kolor1) //Konstruktor

{

bok = bok1;

kolor = kolor1;

}

protected virtual int ObliczPole()

{

return bok \* bok;

}

public void RysujKwadrat()

{

Console.ForegroundColor = kolor; //właściwość dla koloru

for(int i = 1; i<=bok; i++)

{

for(int j = 1; j<=bok; j++)

Console.Write(" \* ");

Console.WriteLine();

}

}

public override string ToString()

{

return String.Format("Bok {0} Kolor {1} Pole {2}",

bok, kolor, ObliczPole());

}

}

class Prostokat : Kwadrat

{

int bokB;

public Prostokat(int b1, ConsoleColor k1, int b2): base(b1,k1)

{

bokB = b2;

}

protected override int ObliczPole()

{

return bok \* bokB;

}

public void RysujProstokat()

{

Console.ForegroundColor = kolor;

for(int i = 1; i <= bok; i++)

{

for(int j = 1; j <=bokB; j++)

Console.Write(" \* ");

Console.WriteLine();

}

}

public override string ToString()

{

return String.Format("Bok {0}", bokB) + base.ToString();

}

}

class Program

{

static void Main(string[] args)

{

Kwadrat k1 = new Kwadrat(4, ConsoleColor.Yellow);

Prostokat p1 = new Prostokat(2, ConsoleColor.Red, 3);

Console.WriteLine(k1.ToString());

Console.WriteLine(p1.ToString());

k1.RysujKwadrat();

p1.RysujProstokat();

Console.ReadKey();

}

}

}

![](data:image/png;base64,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)

## Metody wirtualne

Mówimy w programowaniu o dwóch rodzajach poliformizmu: statycznym i dynamicznym. W wersji dynamicznej wielopostaciowość udostępniana jest poprzez metody wirtualne - konkretna wersja metody może być ustalona dopiero w czasie wykonywania programu (na podstawie typu obiektu). Jeżeli z jakiegoś powodu chcemy udaremnić poliformizm, możemy zastosować operator *new*, który pozwala zerwać więzy z klasą bazową.

Metody wirtualne nie mogą być prywatne ani statyczne!!!

Example:

namespace MetodyVirtualne

{

public class Pojazd //Klasa bazowa

{

public virtual void Jedzie()

{

Console.WriteLine("Pojazd jedzie");

}

}

public class Samochod : Pojazd

{

public override void Jedzie()

{

Console.WriteLine("Samochód jedzie");

}

}

public class Pociag : Pojazd

{

public override void Jedzie()

{

Console.WriteLine("Pociąg jedzie");

}

}

class Program

{

static void Main(string[] args)

{

List<Pojazd> listaPojazdow = new List<Pojazd>();

listaPojazdow.Add(new Pojazd());

listaPojazdow.Add(new Samochod());

listaPojazdow.Add(new Pociag());

foreach(Pojazd p in listaPojazdow)

{

p.Jedzie();

}

Console.ReadKey();

}

}

}

## 

## 

## Klasy abstrakcyjne

Klasa abstrakcyjna jest zdefiniowana jedynie na potrzeby dziedziczenia. Nie można utworzyć obiektu na jej podstawie.

Za pomocą słowa kluczowego abstract tworzy się metody abstrakcyjne. Taka metoda nie ma własnej implemantacji. Implementacją muszą się zająć klasy pochodne.

Metoda abstrakcyjna może być utworzona wyłącznie w klasie abstrakcyjnej.

Example:

namespace KlasyAbstracyjne

{

public abstract class Figura //Klasa abstrakcyjna

{

protected ConsoleColor kolor;

public Figura(ConsoleColor k1)

{

kolor = k1;

}

public override string ToString()

{

return String.Format("Kolor {0} Pole {1}", kolor, Pole());

}

public abstract double Pole(); //metoda abstrakcyjna

}

public class Prostokat : Figura

{

double bokA;

double bokB;

public Prostokat(ConsoleColor k1, double b1, double b2): base(k1)

{

bokA = b1;

bokB = b2;

}

public override double Pole()

{

return bokA \* bokB;

}

}

class Kolo : Figura

{

double promien;

public Kolo(ConsoleColor k1, double r1):base (k1)

{

promien = r1;

}

public override double Pole()

{

return Math.PI \* Math.Pow(promien, 2);

}

}

class Program

{

static void Main(string[] args)

{

List<Figura> listaFigur = new List<Figura>();

listaFigur.Add(new Prostokat(ConsoleColor.Red, 2, 4));

listaFigur.Add(new Kolo(ConsoleColor.Blue, 1));

foreach(Figura f1 in listaFigur)

{

Console.WriteLine(f1.ToString());

}

Console.ReadKey();

}

}

}
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# Interfejsy

## Interfejsy – wprowadzenie

Interfejs definiuje klasę i jej elementy bez ich implementacji. Stanowi kontrakt nakazujący klasie określone działania. Klasa implementująca interfejs tworzy implementację wszystkich elementów zdefiniowanych w tym interfejsie. Definicja interfejsu przypomina definicję klasy. Zamiast słowa *class* jest **intrface**. Interfejs może zawierać jedynie metody (ich deklarację) i właściwości (oraz zdarzenia i indeksery). Ponadto przyjęto konwencję co do nazwy interfejsów – powinny zaczynać się od litery I, np. *IPracownik, IWektor*.

namespace Interfejsy

{

//Interfejs. Automatyczny dostęp dla interfejsu to public

interface IPunkt

{

//Składowymi interfejsu mogą być jedynie właściwości i metody

//nie podajemy dla nich modyfikatora dostępu

int x { get; set; } //właściwość

int y { get; set; } //właściwość

string DajOpis(); //deklaracja metody

}

class Punkt : IPunkt //Klasa Punkt implementuje interfejs IPunkt

{

public int x { get; set; } // Implementacja interfejsu-musi być public

public int y { get; set; } // Implementacja interfejsu-musi być public

public Punkt(int x1, int y1)

{

x = x1;

y = y1;

}

public string DajOpis() // Implementacja interfejsu-musi być public

{

return CosJeszcze() + String.Format("Współrzędne {0},{1}", x, y);

}

private string CosJeszcze() //Inna metoda w tej klasie

{

return "Opis: ";

}

}

class Program

{

static void Main(string[] args)

{

Punkt p1 = new Punkt(4, 6);

Console.Write(p1.DajOpis());

Console.ReadKey();

}

}

}

## Interfejsy a kolekcje (listy)

## Implementacja interfejsu