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**#################### ----- Java Script -------- ####################**

1. **What are the types in javascript?**

var length = 16;                               // Number  
var lastName = "Johnson";                      // String  
var cars = ["Saab", "Volvo", "BMW"];           // Array  
var x = {firstName:"John", lastName:"Doe"};    // Object

JavaScript evaluates expressions from left to right. Different sequences can produce different results:

var x = 16 + 4 + "Volvo";

Result : - 20Volvo

In JavaScript, there are three primary data types, two composite data types, and two special data types.

[Primary Data Types](javascript:void(0))

The primary (primitive) data types are:

* String
* Number
* Boolean

[Composite Data Types](javascript:void(0))

The composite (reference) data types are:

* Object
* Array

[Special Data Types](javascript:void(0))

The special data types are:

* Null
* Undefined

**Q. How to get length of Object**

**var obj={**

**name:"Gajanan",**

**address:"Hyderabad"**

**}**

**Object.keys(obj).length**

**2**

**Q. Diff between Map & Filters**

### filter()

The filter() method creates an array filled with all array elements that pass a test implemented by the provided function. The filter method is well suited for particular instances where the user must identify certain items in an array that share a common characteristic. For example, consider the following array:

var playersArr = [  
 {name: 'Jason', footedness: 'left', position: 'forward'},  
 {name: 'Blake', footedness: 'right', position: 'defense'},  
 {name: 'Philip', footedness: 'right', position: 'goalie'},  
 {name: 'Logan', footedness: 'left', position: 'defense'},  
 {name: 'Will', footedness: 'right', position: 'forward'}  
];

Let’s find all of the players in the array that are left-footed using the filter() method!

var leftFootArr = playersArr.filter(function(player){  
 return player.footedness === 'left';  
});

console.log(leftFootArr);

/\*This will log: [{name: 'Jason', footedness: 'left', position: 'forward'}, {name: 'Logan', footedness: 'left', position: 'defense'}];\*/

### map()

The map() method creates a new array with the results of calling a function for every array element. The map method allows items in an array to be manipulated to the user’s preference, returning the conclusion of the chosen manipulation in an entirely new array. For example, consider the following array:

var agesArr = [25, 36, 49, 64, 81];

Let’s take the ages inside of the array and find their respective square roots.

function root() {  
 var roots = agesArr.map(Math.sqrt);  
 return roots;  
};

root();

//This will return: [ 5, 6, 7, 8, 9 ];

**JS Variable declaration & accessable**

**function Person(name) {**

**this.name = "ppppppp" // Public- can access with using obj**

**var a="ggggggggggg"; // Private – canot access with obj**

**b="bbbbb"; //Global – window.b**

**};**

**Person.abc = “text”; // static variable**

**var pr = new Person();**

**pr.name**

**"ppppppp"**

**pr.b**

**undefined**

**b**

**"bbbbb"**

**pr.a**

**undefined**

**Q. what is function invoking in javascript?**

## Invoking a JavaScript Function

Some people use the term "call a function" instead of "invoke a function".It is also quite common to say "call upon a function", "start a function", or "execute a function".

e.g

function myFunction(a, b) {  
    return a \* b;  
}  
myFunction(10, 2);           // myFunction(10, 2) will return 20  
window.myFunction(10, 2);    // window.myFunction(10, 2) will also return 20

## Invoking a Function as a Method

var myObject = {  
    firstName:"John",  
    lastName: "Doe",  
    fullName: function () {  
        return this.firstName + " " + this.lastName;  
    }  
}  
myObject.fullName();         // Will return "John Doe"

## Invoking a Function with a Function Constructor

If a function invocation is preceded with the **new** keyword, it is a constructor invocation.

// This is a function constructor:  
function myFunction(arg1, arg2) {  
    this.firstName = arg1;  
    this.lastName  = arg2;  
}  
  
// This creates a new object  
var x = new myFunction("John","Doe");  
x.firstName;                             // Will return "John"

**Q. Difference between Array concat & join method**

The **join()** method creates and returns a new string by concatenating all of the elements in an array (or an [array-like object](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Indexed_collections#Working_with_array-like_objects)), separated by commas or a specified separator string.

var elements = ['Fire', 'Wind', 'Rain'];

console.log(elements.join());

// expected output: Fire,Wind,Rain

console.log(elements.join(''));

// expected output: FireWindRain

console.log(elements.join('-'));

// expected output: Fire-Wind-Rain

The **concat()** method is used to merge two or more arrays. This method does not change the existing arrays, but instead returns a new array.

var array1 = ['a', 'b', 'c'];

var array2 = ['d', 'e', 'f'];

console.log(array1.concat(array2));

// expected output: Array ["a", "b", "c", "d", "e", "f"]

**Q. Remove Duplicate elements from array**

<script>

let dupArr = [1, 2, 0, 1, 2, 0, 1, 3, 0, 1, 3, 2];

let dupArrObj = [{ id: 1, value: 'a' }, { id: 2, value: 'b' }, { id: 1, value: 'c' }];

function onLoadBody() {

let filterArr = [];

let filterArrObj = [];

// --- ES5 ---

dupArr.forEach(item => {

if (filterArr.indexOf(item) < 0) {

filterArr.push(item);

}

});

dupArrObj.forEach(item => {

let indx = filterArrObj.findIndex((element) => {

return element.id === item.id;

});

if (indx < 0) {

filterArrObj.push(item);

}

});

// --- ES6 ---

filterArr = [...new Set(dupArr)];

filterArrObj = [...new Set(dupArrObj.map(({ id }) => id))];

document.getElementById('arrDiv').innerHTML = filterArr.sort();

document.getElementById('arrDivObj').innerHTML = JSON.stringify(filterArrObj);

}

</script>

**Q. Get 2 smallest number from number type variable & add that 2 numbers**

let num = 7825461;

let arrSplt = String(num).split("").map(Number).sort();

let addDigit = arrSplt[0] + arrSplt[1];

document.getElementById('arrSum').innerHTML = addDigit;

1. **What call,apply and bind in javascript?**

## Invoking a Function with a Function Method

In JavaScript, functions are objects. JavaScript functions have properties and methods.

**call()** and **apply()** are predefined JavaScript function methods. Both methods can be used to invoke a function, and both methods must have the owner object as first parameter

function myFunction(a, b) {  
    return a \* b;  
}  
myObject = myFunction.call(myObject, 10, 2);     // Will return 20

function myFunction(a, b) {  
    return a \* b;  
}  
myArray = [10, 2];  
myObject = myFunction.apply(myObject, myArray);  // Will also return 20

Both methods takes an owner object as the first argument. The only difference is that call() takes the function arguments separately, and apply() takes the function arguments in an array. In JavaScript strict mode, the first argument becomes the value of **this** in the invoked function, even if the argument is not an object. In "non-strict" mode, if the value of the first argument is null or undefined, it is replaced with the global object. With call() or apply() you can set the value of **this**, and invoke a function as a new method of an existing object.

**Bind Function**

var checkNumericRange = function (value) {

if (typeof value !== 'number')

return false;

else

return value >= this.minimum && value <= this.maximum;

}

// The range object will become the this value in the callback function.

var range = { minimum: 10, maximum: 20 };

// Bind the checkNumericRange function.

var boundCheckNumericRange = checkNumericRange.bind(range);

// Use the new function to check whether 12 is in the numeric range.

var result = boundCheckNumericRange (12);

document.write(result);

// Output: true

var data;

var dataReadyEvent = document.createEvent("Event");

dataReadyEvent.initEvent("dataReady", true, false);

function DataObject() {

this.name = "Data Object";

this.data = function () {

return data;

}

this.onDataCompleted = dataReadyHandler;

document.addEventListener('dataReady', this.onDataCompleted.bind(this));

// To see the result of not using bind, comment out the preceding line,

// and uncomment the following line of code.

// document.addEventListener('dataReady', this.onDataCompleted);

}

function dataReadyHandler() {

if (console && console.log) {

console.log("Data object property value: " + this.name);

console.log("Data object property value: " + this.data());

}

}

setTimeout(function () {

data = [0, 1, 2, 3];

document.dispatchEvent(dataReadyEvent);

}, 5000);

}

var dataObj = new DataObject();

function ArgTest(a, b){

var s = "";

s += "Expected Arguments: " + ArgTest.length;

s += "<br />";

s += "Passed Arguments: " + arguments.length;

return s;

}

document.write(ArgTest(1, 2));

// Output:

// Expected Arguments: 2

// Passed Arguments: 2

var randomNum = ((Math.random () \* 2 | 0) + 1) - 1; // random number between 0 and 1​

1. **How to create the object in javascript?**

var me={ fname : "Gajanan", lname : "Pawale", colors : ['red', 'yellow', 'green', 'blue'] };

for(var key in me){

if(me.hasOwnProperty(key)){

if(me instanceof Array) {

for(var item in me[key]){

console.log(me[key]);

}

} else

console.log(me[key]);

}

}

1. What does the typeof and instanceof keyword in javascript?

// Boolean

var str3 = true ;

console.log (str3);

console.log (str3 instanceof Boolean); // false: expect true

typeof str3 // "boolean"

console.log(typeof str3 === "boolean" ); // true

// Number

var str4 = 100 ;

console.log (str4);

console.log (str4 instanceof Number); // false: expect true

console.log (typeof str4 == "number" ); // true

function Dog() {}

var obj = new Dog;

typeof obj == 'Dog' // false, typeof obj is actually "object"

obj instanceof Dog // true, what we want in this case

var str = 'hello word';

var arr=[];

console.log(arr instanceof Array); // true

console.log(typeof str) // string

console.log(typeof arr) // object

1. **What is reference type in javascript?**

undefined, null, number, string, boolean and object of which only object is a "reference" type.

The ECMAScript language types are Undefined, Null, Boolean, String, Number, and Object

The only "reference" type is the Object.

function isReferenceType( value ) {

return Object(value) === value;

}

function isPrimitiveType( value ) {

return Object(value) !== value;

}

1. What is scope in javascript?

In JavaScript, objects and functions are also variables.

**In JavaScript, scope is the set of variables, objects, and functions you have access to.**

JavaScript has function scope: The scope changes inside functions.

## Local JavaScript Variables

Variables declared within a JavaScript function, become **LOCAL** to the function. Local variables have **local scope**: They can only be accessed within the function.

// code here can not use carName  
  
function myFunction() {  
    var carName = "Volvo";  
  
    // code here can use carName  
  
}

Since local variables are only recognized inside their functions, variables with the same name can be used in different functions. Local variables are created when a function starts, and deleted when the function is completed.

## Global JavaScript Variables

A variable declared outside a function, becomes **GLOBAL**. A global variable has **global scope**: All scripts and functions on a web page can access it.

var carName = " Volvo";  
  
// code here can use carName  
  
function myFunction() {  
  
    // code here can use carName   
  
}

## The Lifetime of JavaScript Variables

The lifetime of a JavaScript variable starts when it is declared. Local variables are deleted when the function is completed. Global variables are deleted when you close the page.

## **Q. Variable Lifetime**

Global variables live as long as your application (your window / your web page) lives.

Local variables have short lives. They are created when the function is invoked, and deleted when the function is finished.

1. **What is hoisting in javascript?**

Hoisting is JavaScript's default behavior of moving all declarations to the top of the current scope (to the top of the current script or the current function).

In JavaScript, a variable can be declared after it has been used. In other words; a variable can be used before it has been declared.

var x; // Declare x  
x = 5; // Assign 5 to x  
  
elem = document.getElementById("demo"); // Find an element   
elem.innerHTML = x;

## **JavaScript Initializations are Not Hoisted**

JavaScript only hoists declarations, not initializations.

var x = 5; // Initialize x  
var y;     // Declare y  
  
elem = document.getElementById("demo"); // Find an element   
elem.innerHTML = x + " " + y;           // Display x and y

//output –5 undefined

y = 7;    // Assign 7 to y

 var myvar = 'my value';

(function() {

  alert(myvar); // undefined

  var myvar = 'local value';

})();

 var myvar = 'my value';

(function() {

  alert(myvar); // my value

  myvar = 'local value';

})();

//hoisting JS function

function foo() {

// A function expression

var bar = function() {

return 3;

};

return bar();

// The variable bar already exists, and this code will never be reached

var bar = function() {

return 8;

};

}

var testvar = foo();

console.log(testvar); //3

function foo1() {

// A function declaration

function bar() {

return 3;

}

return bar();

// This function declaration will be hoisted and overwrite the previous one function

function bar() {

return 8;

}

}

var testvar1 = foo1();

console.log(JSON.stringify(testvar1)); //8

1. **What is clousure function in javascript?**

A **closure** is an inner **function** that has access to the outer (enclosing)**function's** variables—scope chain. The **closure** has three scope chains: it has access to its own scope (variables defined between its curly brackets), it has access to the outer **function's** variables, and it has access to the global variables.

<http://www.masterjavascript.io/blog/2016/04/24/understanding-closures/>

var add = (function () {  
    var counter = 0;  
    return function () {return counter += 1;}  
})();  
  
add();  
add();  
add();

//output --- 3

## **Example Explained**

The variable **add** is assigned the return value of a self-invoking function. The self-invoking function only runs once. It sets the counter to zero (0), and returns a function expression. This way add becomes a function. The "wonderful" part is that it can access the counter in the parent scope. This is called a JavaScript **closure.** It makes it possible for a function to have "**private**" variables. The counter is protected by the scope of the anonymous function, and can only be changed using the add function.

A closure is a function having access to the parent scope, even after the parent function has closed.

|  |
| --- |
| function showName (firstName, lastName) { |
|  | ​var nameIntro = "Your name is "; |
|  | // this inner function has access to the outer function's variables, including the parameter​ |
|  | ​function makeFullName () { |
|  | ​return nameIntro + firstName + " " + lastName; |
|  | } |
|  | ​ |
|  | ​return makeFullName (); |
|  | } |
|  | ​ |
|  | showName ("Michael", "Jackson"); // Your name is Michael Jackson |

1. **What is event boubling in javascript?**

|  |
| --- |
| <html> |
|  | <body> |
|  | <link type="text/css" rel="stylesheet" href="[example.css](http://javascript.info/files/tutorial/browser/events/bubbling/bubble/example.css)"> |
|  | <div class="d1" onclick="highlight(this)">1 |
|  | <div class="d2" onclick="highlight(this)">2 |
|  | <div class="d3" onclick="highlight(this)">3 |
|  | </div> |
|  | </div> |
|  | </div> |
|  | <script> |
|  | function highlight(elem) { |
|  | elem.style.backgroundColor='yellow' |
|  | alert(elem.className) |
|  | elem.style.backgroundColor = '' |
|  | } |
|  | </script> |
|  | </body> |
|  | </html> |

.d1{background-color:green;position:relative;width:150px;height:150px;text-align:center;cursor:pointer;}.d2{background-color:blue;position:absolute;top:25px;left:25px;width:100px;height:100px;}.d3{background-color:red;position:absolute;top:25px;left:25px;width:50px;height:50px;line-height:50px;}

![../Desktop/event-order-bubbling-target.png](data:image/png;base64,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)

<!DOCTYPE html>

<html>

<body>

<p>Click the button to find out if the onclick event is a bubbling event.</p>

<button onclick="myFunction(event)">Try it</button>

<p id="demo"></p>

<script>

function myFunction(event) {

var x = event.bubbles;

document.getElementById("demo").innerHTML = x;

}

</script>

</body>

</html>

1. **Give any example of recursion in javascript?**

The factorial of six is:

6 × 5 × 4 × 3 × 2 × 1 = 720

var factorial = function(number) {

if (number <= 0) { // terminal case

return 1;

} else { // block to execute

return (number \* factorial(number - 1));

}

};

console.log(factorial(6));

// 720

1. **What is prototype in javascript?**

Every JavaScript object has a prototype. The prototype is also an object. All JavaScript objects inherit their properties and methods from their prototype.

## JavaScript Prototypes

All JavaScript objects inherit the properties and methods from their prototype. Objects created using an object literal, or with new Object(), inherit from a prototype called Object.prototype. Objects created with new Date() inherit the Date.prototype. The Object.prototype is on the top of the prototype chain. All JavaScript objects (Date, Array, RegExp, Function, ....) inherit from the Object.prototype.

## **Adding Properties to a Prototype**

You cannot add a new property to a prototype the same way as you add a new property to an existing object, because the prototype is not an existing object.

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
}

var myFather = new person("John", "Doe", 50, "blue");  
var myMother = new person("Sally", "Rally", 48, "green");

person.nationality = "English";

To add a new property to a constructor, you must add it to the constructor function:

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
    this.nationality = "English"  
}

or

## **Using the prototype Property**

The JavaScript prototype property allows you to add new properties to an existing prototype:

function person(first, last, age, eyecolor) {  
    this.firstName = first;  
    this.lastName = last;  
    this.age = age;  
    this.eyeColor = eyecolor;  
}  
person.prototype.nationality = "English";

1. How achive the inheritance and encapsulation in javascript?
2. Is JavaScript call-by-value or call-by-reference?

JavaScript is call-by-value.

1. Garbage Collection

Instead of requiring manual deallocation, JavaScript relies on a technique called garbage collection. The JavaScript interpreter is able to detect when an object will never again be used by the program. When it determines that an object is unreachable (i.e., there is no longer any way to refer to it using the variables in the program), it knows that the object is no longer needed and its memory can be reclaimed. Consider the following lines of code, for example:

var s = "hello"; // Allocate memory for a string

var u = s.toUpperCase( ); // Create a new string

s = u; // Overwrite reference to original string

After this code runs, the original string "hello" is no longer reachable -- there are no references to it in any variables in the program. The system detects this fact and frees up its storage space for reuse.

Garbage collection is automatic and is invisible to the programmer. You can create all the garbage objects you want, and the system will clean up after you! You need to know only enough about garbage collection to trust that it works; you don't have to wonder about where all the old objects go

## **JavaScript Objects are Mutable**

Objects are mutable: They are addressed by reference, not by value. If y is an object, the following statement will not create a copy of y: The object x is not a **copy** of y. It **is** y. Both x and y points to the same object. Any changes to y will also change x, because x and y are the same object.

var x = y;  // This will not create a copy of y.

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"}  
  
var x = person;  
x.age = 10;           // This will change both x.age and person.age

1. **Diff Between undefined & null**

🡪

|  |  |
| --- | --- |
|  | In JavaScript, undefined means a variable has been declared but has not yet been assigned a value, such as:  var TestVar;  alert(TestVar); //shows undefined  alert(typeof TestVar); //shows undefined  null is an assignment value. It can be assigned to a variable as a representation of no value:  var TestVar = null;  alert(TestVar); //shows null  alert(typeof TestVar); //shows object  From the preceding examples, it is clear that undefined and null are two distinct types: undefined is a type itself (undefined) while null is an object.  null === undefined // false  null == undefined // true  null === null // true  and  null = 'value' // ReferenceError  undefined = 'value' // 'value' **Q. Falsy values** The following values evaluate to false (also known as [Falsy](https://developer.mozilla.org/en-US/docs/Glossary/Falsy" \o "Falsy: A falsy value is a value that translates to false when evaluated in a Boolean context.) values):   * false * undefined * null * 0 * NaN * the empty string ("")   e.g :  function abc(){  **if(!null && !undefined){**  return "abc func"; }  }  abc()//"abc func" --- true  function abc(){  **if(!0 && !undefined){**  return "abc func"; }  }  undefined  abc() //"abc func" --- true  function abc(){  **if(0 && !undefined){**  return "abc func"; }  }  abc() //undefined --- false   1. Object inheritance   var x = { this.name="Gajanan"; }  var y = Object.create(x);  y  Function\_\_  proto\_\_: ()  arguments: null  caller: null  length: 0  name: "x"  prototype: Object\_\_  proto\_\_: ()  [[FunctionLocation]]: VM221:1  [[Scopes]]: Scopes[1]  function x(){ this.name = "gggg"; }  undefined  var y = Object.create(x);  undefined  y  Function {}  \_\_proto\_\_: x()  arguments: null  caller: null  length: 0  name: "x"  prototype: Object  y.name  "x"  var x = {a:1,b:2};  var y = Object.create(x);  x //Object {a: 1, b: 2}  y // Object {} // below as shown property  Object  \_\_proto\_\_: Object  a: 1  b: 2  \_\_proto\_\_: Object  check inheritance  y.a  1  y.b  2   1. Function Overloading (JS do not support function overloading)   e.g  function add(){ return 1; }  function add(a,b){ return a+b; }  function add(a,b,c){ return a+b+c; }  function add(a,b,c,d){ return a+b+c; }  function add(a,b,c,d){ return a+b+c+d; }  add(); // NaN  add(1,2); // NaN  add(1,2,3); // NaN  add(1,2,3,”4”);//10  function add(a,b){ return a+b; }  function add(a,b,c){ return a+b+c; }  function add(a,b,c,d){ return a+b+c; }  function add(a,b,c,d){ return a+b+c+d; }  function add(){ return 1; }  undefined  add(1,2) //1  add(1,2,3,5) //1   1. **Array length**   e.g  var arr1 = ["a","b","c"];  arr1.length // 3  arr1[4] = "e"  arr1.length //5  arr1  ["a", "b", "c", undefined × 1, "e"]  arr1[3] = "d"  arr1  ["a", "b", "c", "d", "e"]  arr1[10] = "ggg";  "ggg"  arr1  ["a", "b", "c", "d", "e", undefined × 5, "ggg"]  4. HTML alert window execution  **html file**  <!DOCTYPE html>  <html>  <head>  <title>Page Title</title>  <script src="overview.js" type="text/javascript">  alert("Header");  console.log("Header Alert won't come --- Output - overview then body");  </script>  </head>  <body>  <script type="text/javascript">  alert("Body");  </script>  <h1>This is a Body</h1>  </body>  </html>  **overview.js**  alert(“Overview”);  O/p -----  Overview  Body |
|  | **If you remove src overview.js from head tag then output**  Header  Body |
|  | **Q**. **Type Conversation (left to right execution)**  "1"+2+3  "123"  1+undefined  NaN  undefined+1  NaN  undefined+"1"  "undefined1"  null+1  1  1+null  1  1+2+"3"  "33"  The typeof Operator  You can use the **typeof** operator to find the data type of a JavaScript variable.  typeof "John"                 // Returns "string"  typeof 3.14                   // Returns "number" typeof NaN                    // Returns "number" typeof false                  // Returns "boolean" typeof [1,2,3,4]              // Returns "object" typeof {name:'John', age:34}  // Returns "object" typeof new Date()             // Returns "object" typeof function () {}         // Returns "function" typeof myCar                  // Returns "undefined" \* typeof null                   // Returns "object"  Please observe:   * The data type of NaN is number * The data type of an array is object * The data type of a date is object * The data type of null is object * The data type of an undefined variable is **undefined** \* * The data type of a variable that has not been assigned a value is also **undefined** \*   The **constructor** property returns the constructor function for all JavaScript variables.  "John".constructor                 // Returns "function String()  { [native code] }" (3.14).constructor                 // Returns "function Number()  { [native code] }" false.constructor                  // Returns "function Boolean() { [native code] }" [1,2,3,4].constructor              // Returns "function Array()   { [native code] }" {name:'John', age:34}.constructor  // Returns" function Object()  { [native code] }" new Date().constructor             // Returns "function Date()    { [native code] }" function () {}.constructor         // Returns "function Function(){ [native code] }" |

1. Object copy ref

var obj = { a:1, b:2 };

var obj1 = {c:3};

var obj2 = obj1 = obj;

obj2.a = 11; obj2.b = 12; obj2.c = 13;

obj.a //11

obj1.a //11

obj1.c //13

obj1.a = 21; obj1.b = 22; obj1.c=23;

obj.a //21

obj2.a //21

function abc(){

console.log(this);

}

abc()

output ----

Window {postMessage: ƒ, blur: ƒ, focus: ƒ, close: ƒ, frames: Window, …}

|  |  |
| --- | --- |
|  | **Q. Javascript is always a synchronous(blocking) single thread language but we can make Javascript act Asynchronous through programming.**  Synchronous code:  console.log('a');  console.log('b');  Asynchronous code:  console.log('a');  setTimeout(function() {  console.log('b');  }, 1000);  setTimeout(function() {  console.log('c');  }, 1000);  setTimeout(function() {  console.log('d');  }, 1000);  console.log('e');  This outputs: a e b c d |

1. What is localStorage and sessionStorage in HTML5?

localStorage and sessionStorage both extend Storage. There is no difference between them except for the intended "non-persistence" of sessionStorage.

That is, the data stored in localStorage persists until explicitly deleted. Changes made are saved and available for all current and future visits to the site.

For sessionStorage, changes are only available per window (or tab in browsers like Chrome and Firefox). Changes made are saved and available for the current page, as well as future visits to the site **on the same window**. Once the window is closed, the storage is deleted.

localStorage - use for long term use.  
sessionStorage - use when you need to store something that changes or something temporary

|  |  |
| --- | --- |
|  | This is an extremely broad scope question, and a lot of the pros/cons will be contextual to the situation.  In all cases these storage mechanisms will be specific to an individual browser on an individual computer/device. Any requirement to store data on an ongoing basis across sessions will need to involve your application server side - most likely using a database, but possibly XML or a text/CSV file.  localStorage, sessionStorage and cookies are all client storage solutions. Session data is held on the server where it remains under your direct control. localStorage and sessionStorage localStorage and sessionStorage are relatively new APIs (meaning not all legacy browsers will support them) and are near identical (both in APIs and capabilities) with the sole exception of persistence. sessionStorage (as the name persists) is only available for the duration of the browser session (and is deleted when the window is closed) - it does however survive page reloads (source [DOM Storage guide - Mozilla Developer Network](https://developer.mozilla.org/en-US/docs/Web/Guide/API/DOM/Storage)).  Clearly, if the data you are storing needs to be available on an ongoing basis then localStorage is preferable to sessionStorage - although you should note both can be cleared by the user so you should not rely on the continuing existence of data in either case.  localStorage and sessionStorage are perfect for persisting non-sensitive data needed within client scripts between pages (for example: preferences, scores in games). The data stored in localStorage and sessionStorage can easily be read or changed from within the client/browser so should not be relied upon for storage of sensitive or security related data within applications. |

# localStorage vs. sessionStorage vs. Cookies

In terms of capabilities, cookies only allow you to store strings. sessionStorage and localStorage allow you to store JavaScript primitives but not Objects or Arrays (it is possible to JSON serialise them to store them using the APIs). Session storage will generally allow you to store any primitives or objects supported by your Server Side language/framework.

**Q. What is javascript hoisting (Refer:** <http://www.programmerinterview.com/index.php/javascript/javascript-hoisting/>)?

Ans) Because Javascript has Function Scope, this also means that variables declared within a function are visible anywhere

**Q. How do you check if javascript is enabled or not?**

using the <noscript> element

What are the different ways we can create objects in javascript?

Using an Object Literal

var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

Using the JavaScript Keyword new

The following example also creates a new JavaScript object with four properties:

Example

var person = new Object();

person.firstName = "John";

person.lastName = "Doe";

person.age = 50;

person.eyeColor = "blue";

Using an Object Constructor

The examples above are limited in many situations. They only create a single object.

Sometimes we like to have an "object type" that can be used to create many objects of one type.

The standard way to create an "object type" is to use an object constructor function:

Example

function person(first, last, age, eye) {

this.firstName = first;

this.lastName = last;

this.age = age;

this.eyeColor = eye;

}

var myFather = new person("John", "Doe", 50, "blue");

var myMother = new person("Sally", "Rally", 48, "green");

How to write Jquery plugins?

$.fn.greenify = function() {

this.css( "color", "green" );

};

$( "a" ).greenify(); // Makes all the links green.

What is jsonp?

Cross domain reqs

How do you access cross domain url using ajax?

Ans) Using JSONP or CORS

Is there a way to cancel a ajax request? If so How can you cancel an ajax request ?

Ans) The $.ajax() method returns an object that could be used to do that:

var xhr = $.ajax( url: "http://someurl.org", success: function() { ... } );

and then later when you want to stop the request:

xhr.abort();

ajax can be stopped from being initiated, but once its made its not possible to stop it.

**Q. Abort api request**

you can abort the AJAX request in the browser but of course if it has already hit the web server, that's a whole different story. The web server will continue to execute the request. It's just that since the browser aborted the request the web server will send the response to the void.

so it means that if an already initiated request is aborted using the .abort method it will not be catered for at the client side but that will depend when you call the abort method.

1. // abort function with check readystate
2. function abortAjax(xhr) {
3. if(xhr && xhr.readystate != 4){
4. xhr.abort();
5. }
6. }
7. // this function usage
8. abortAjax(xhr);

What are the different object oriented constructs supported by javascript?

If javascript is disbled will the HTML5 api's work ?

How do you identify memory leaks in javascript?

<https://auth0.com/blog/four-types-of-leaks-in-your-javascript-code-and-how-to-get-rid-of-them/>

**Q. How to avoid polluting Global Namespace in Javascript?**

<http://lillylabs.no/2014/09/19/avoid-polluting-the-global-namespace-in-javascript/>

What is "use strict" in ECMA Script 5 ?

**"use strict"** is a declaration that tells the interpreter to interpret the code in “strict mode”.

**Q. What is global namespace  in javascript?**

**Ans)** The global namespace is a namespace that is common to all JavaScript code in your JavaScript interpreter. It’s also known as “global scope”.

The global namespace is the window object. You don't have to declare a variable using the var keyword; as soon as you start to use it, and the variable hasn't already been defined, it is simply appended to the global namespace. Hence, x = 2; and window.x = 2; are equivalent.

Why is it bad idea to have vars/functions on a global level?

**Ans)** Because if you're adding lots of 3rd party libraries/ scripts, they all share the same global object(which is window object), there's the chance of name collisions. This is a real life problem with all the libraries which use $ as an alias (jQuery, Prototype and more).

**Q. How to delete the table row in javascript**

<!DOCTYPE html>

<html>

<head>

<style>

table, td {

border: 1px solid black;

}

</style>

</head>

<body>

<table id="myTable">

<tr>

<td>Row 1</td>

<td><input type="button" value="Delete" onclick="deleteRow(this)"></td>

</tr>

<tr>

<td>Row 2</td>

<td><input type="button" value="Delete" onclick="deleteRow(this)"></td>

</tr>

<tr>

<td>Row 3</td>

<td><input type="button" value="Delete" onclick="deleteRow(this)"></td>

</tr>

</table>

<script>

function deleteRow(r) {

var i = r.parentNode.parentNode.rowIndex;

document.getElementById("myTable").deleteRow(i);

}

</script>

</body>

</html>

**Q. variable scope, Difference between var and let in JavaScript**

Var a = 10;

Window.a

10

let a =10 ;

window.a;

undefined

* difference between them is that var is function scoped and let is block scoped.

**#################### ----- JQUERY -------- ####################**

1. **How to avoid conflict $**

-🡪 <script>

$.noConflict();

jQuery( document ).ready(function( $ ) {

// Code that uses jQuery's $ can follow here.

});

// Code that uses other library's $ can follow here.

</script>

var jq = $.noConflict();  
jq(document).ready(function(){  
    jq("button").click(function(){  
        jq("p").text("jQuery is still working!");  
    });  
});

**Q. What is jQuery delegate method?**

**Ans)** The delegate() method attaches one or more event handlers for specified elements that are children of selected elements, and specifies a function to run when the events occur. Event handlers attached using the delegate() method will work for both current and FUTURE elements (like a new element created by a script).

ex) When a <p> element inside a <div> element is clicked, change the background color of all <p> elements:

$("div").delegate("p", "click", function(){

   $("p").css("background-color", "pink");

});

**Q. What is jQuery live method?**

**Ans)** The live() method was deprecated in jQuery version 1.7, and removed in version 1.9. Use the on() method instead.

The live() method attaches one or more event handlers for selected elements, and specifies a function to run when the events occur.

Event handlers attached using the live() method will work for both current and FUTURE elements matching the selector (like a new element created by a script).

ex) $("button").live("click", function(){

$("p").slideToggle();

});

**Q. How do you show/hide a div when window scroll bar to some extent lets say 200px?**

Ans) Make sure you have a long content

$(document).on("scroll", function(){

 var scrollTop = $(document).scrollTop();

if(scrollTop > 100) {

      $("#myDiv").show("slow");

} else {

       $("#myDiv").hide("slow");

}

});

<div id="myDiv" style="width: 200px; height:200px; border-style:solid; border-color:red; margin:auto;position: fixed; top: 100px;display: none">

  <span>Hello I am Bhasker</span>

</div>

1. **How to access middle child of ul using jquery**

<ul>

<li>Glen</li>

<li>Tane</li>

<li>Ralph</li>

<li>David</li>

</ul>

<script>

$( "ul li:nth-child(2)" ).append( "<span> - 2nd!</span>" );

</script>

* Glen
* Tane - 2nd!
* Ralph
* David
  1. **What is bind, live & delegate methods**

.bind() attacheds events to elements that exist or match the selector at the time the call is made. Any elements created afterwards or that match going forward because the class was changed, will not fire the bound event.

.live() works for existing and future matching elements. Before jQuery 1.4 this was limited to the following events: click, dblclick mousedown, mouseup, mousemove, mouseover, mouseout, keydown, keypress, keyup

In short: .bind() will only apply to the items you currently have selected in your jQuery object. .live() will apply to all current matching elements, as well as any you might add in the future.

1. **what is polyfill**

**🡪** A polyfill is a browser fallback, made in JavaScript, that allows functionality you expect to work in modern browsers to work in older browsers, e.g., to support canvas (an HTML5 feature) in older browsers.

1. Which is fastest jQuery Selector?
2. Which is Slowest jQuery Selctor?
3. How Call the ajax in jQuery?
4. What are ajax function arguments in jQuery?
5. What is function chaining in jQuery?

Can I create a jquery object with Jquery?

**################# ----- HTML ------ #############**

1. **New Features in HTML5**

Key new features of HTML5 include:

* Improved support for embedding graphics, audio, and video content via the new [<canvas>](http://www.w3schools.com/tags/tag_canvas.asp), [<audio>](http://www.w3schools.com/tags/tag_audio.asp), and [<video>](http://www.w3schools.com/tags/tag_video.asp) tags.
* Extensions to the JavaScript API such as [geolocation](http://www.w3schools.com/html/html5_geolocation.asp) and [drag-and-drop](http://www.w3schools.com/html/html5_draganddrop.asp) as well for [storage](http://www.w3schools.com/html/html5_webstorage.asp) and [caching](http://www.w3schools.com/html/html5_app_cache.asp).
* Introduction of [“web workers”](http://www.w3schools.com/html/html5_webworkers.asp).
* Several new semantic tags were also added to complement the structural logic of modern web applications. These include the <main>, <nav>, <article>, <section>, <header>, <footer>, and <aside> tags.
* New form controls, such as <calendar>, <date>, <time>, <email>, <url>, and <search>.
* [Web workers](http://www.w3schools.com/html/html5_webworkers.asp) at long last bring multi-threading to JavaScript.
* A web worker is a script that runs in the background (i.e., in another thread) without the page needing to wait for it to complete. The user can continue to interact with the page while the web worker runs in the background. Workers utilize thread-like message passing to achieve parallelism.
  1. **custom attributes in HTML5?**

A custom data attribute starts with data- and would be named based on your requirement. Following is the simple example−

<div class="example" data-subject="physics" data-level="complex">

...

</div>

The above will be perfectly valid HTML5 with two custom attributes called data-subject and data-level. You would be able to get the values of these attributes using JavaScript APIs or CSS in similar way as you get for standard attributes.

1. **Doc Type**

🡪 The <!DOCTYPE> declaration is not an HTML tag; it is an instruction to the web browser about what version of HTML the page is written in.

HTML5

<!DOCTYPE html>

1. **Different types Doctypes**

The <!**DOCTYPE**> declaration is not an **HTML** tag; it is an instruction to the web browser about what version of **HTML** the page is written in. In**HTML** 4.01, the <!**DOCTYPE**> declaration refers to a DTD, because**HTML** 4.01 was based on SGML.

1. **What is HTML Canvas?**

🡪 The HTML <canvas> element is used to draw graphics, on the fly, via JavaScript.

The <canvas> element is only a container for graphics. You must use JavaScript to actually draw the graphics.

Canvas has several methods for drawing paths, boxes, circles, text, and adding images.

**Q. Difference between onload() and $.ready?**

The load event on the window and/or body element will fire once all the content of the page has been loaded -- this includes all images, scripts, etc... everything.

In contrast, jquery's $(document).ready(...) function will use a browser-specific mechanism to ensure that your handler is called as soon as possible after the HTML/XML dom is loaded and accessible. This is the earliest point in the page load process where you can safely run script that intends to access elements in the page's html dom. This point arrives earlier (often much earlier) than the final load event, because of the additional time required to load secondary resources (like images, and such).

We can have more than one document.ready() function in a page where we can have only one body onload function.

document.ready() function is called as soon as DOM is loaded where body.onload()function is called when everything gets loaded on the page that includes DOM, images and all associated resources of the page.

1. **What is difference between canvas and svg in html5?**

|  |  |  |
| --- | --- | --- |
|  | High Level Summary of Canvas vs. SVG  **Canvas**   1. Pixel based (Dynamic .png) 2. Single HTML element.(Inspect element in Developer tool. You can see only canvas tag) 3. Modified through script only 4. Event model/user interaction is granular (x,y) 5. Performance is better with smaller surface, a larger number of objects (>10k), or both   **SVG**   1. Shape based 2. Multiple graphical elements, which become part of the DOM 3. Modified through script and CSS 4. Event model/user interaction is abstracted (rect, path) 5. Performance is better with smaller number of objects (<10k), a larger surface, or both | |
| SVG is like a "draw" program. The drawing is specified as drawing instructions for each shape and any part of any shape can be changed. Drawings are shape-oriented.  Canvas is like a "paint" program. Once the pixels hit the screen, that is your drawing. You cannot change shapes except by overwriting them with other pixels. Paintings are pixel-oriented.  Being able to change drawings is very important for some programs; e.g. drafting apps, diagramming tools, etc. So SVG has an advantage here.  Being able to control individual pixels is important for some artistic programs.  Getting great animation performance for user-manipulation via mouse drags is easier with Canvas than SVG.  A single pixel on the computer screen will often consume 4 bytes of information and a computer screen these days takes several megabytes. So Canvas might be inconvenient if you want to let the user edit an image and then upload it again.  By contrast, drawing a handful of shapes that cover the entire screen using SVG takes up few bytes, downloads quickly, and can be uploaded again easily with the same advantages going in that direction as when it comes down on the other direction. So SVG can be faster than Canvas.  Google implemented Google Maps with SVG. That gives the web app its zippy performance and smooth scrolling. | |

There's a difference in what they are, and what they do for you.

* SVG is a document format for scalable vector graphics.
* Canvas is a javascript API for drawing vector graphics to a bitmap of a specific size.

To elaborate a bit, on format versus API:

With svg you can view, save and edit the file in many different tools. With canvas you just draw, and nothing is retained about what you just did apart from the resulting image on the screen. You can animate both, SVG handles the redrawing for you by just looking at the elements and attributes specified, while with canvas you have to redraw each frame yourself using the API. You can scale both, but SVG does it automatically, while with canvas again, you have to re-issue the drawing commands for the given size.

1. What is DTD in HTML?
2. what is new in HTML5?
3. How to overcome backword compatibility of HTML5 in IE?
4. What is HTML5 ?
5. What is WebSQL in HTML?

What is inline-block elements? Example of Default inline-block elements?

What is MVVM framework ?

how do you get HTML element properties ?

Can we have 2 head tag & does it through error?

* We can have 2 head tag but immediate to opening html tag give priority to show in output(e.g title)

################## --------- **CSS** -------- ###################

**Q. Box Model**

-🡪 div {

background-color: lightgrey;

width: 300px;

border: 25px solid green;

padding: 25px;

margin: 25px;

}

* 1. **media query**

Media Queries in Bootstrap allow you to move, show and hide content based on viewport size.

🡪 @media(min-width: 768px) {

.user-links {

a {

display: inline !important;

text-align: left;

line-height: normal;

&:nth-child(1) {

float: left;

}

&:nth-child(2) {

float: right;

}

}

}

.user-links-col1 {

top: -60px !important;

}

.user-links-col2 {

top: -59px !important;

}

}

1. **Selector**

🡪 .class, #id, \*(all element),

**ID is top priority in css to apply css on html tag(element)**

|  |  |  |
| --- | --- | --- |
|  | Element, element div, p | Selects all <div> elements and all <p> elements |

,

Element element div p Selects all <p> elements inside <div> elements,

|  |  |
| --- | --- |
| nth-child(2) p:nth-child(2) | Selects every <p> element that is the second child of its parent |

What is css specificity?

**Specificity** is a type of weighting that has a bearing on how your cascading style sheet (**CSS**) rules are displayed.

#divid ul li ?? or #divid .ulclass li ? which class will appear and why?

**################ ---- Bootstrap -------- #####################**

The Bootstrap grid system has four classes:

* xs (for phones)
* sm (for tablets)
* md (for desktops)
* lg (for larger desktops)

Some Bootstrap grid system rules:

* Rows must be placed within a .container (fixed-width) or .container-fluid (full-width) for proper alignment and padding
* Use rows to create horizontal groups of columns
* Content should be placed within columns, and only columns may be immediate children of rows
* Predefined classes like .row and .col-sm-4 are available for quickly making grid layouts
* Columns create gutters (gaps between column content) via padding. That padding is offset in rows for the first and last column via negative margin on .rows
* Grid columns are created by specifying the number of 12 available columns you wish to span. For example, three equal columns would use three .col-sm-4

Offsets are a useful feature for more specialized layouts. They can be used to push columns over for more spacing, for example. The .col-xs = \* classes don't support offsets, but they are easily replicated by using an empty cell.

**Q. Diff betwn .container and .container-fluid**

.container-fluid has the CSS property width: 100%;, so it continually readjusts at every screen width granularity.

.container-fluid {

width: 100%;

}

.container has something like "width = 800px" (or em, rem etc.), a specific pixel width value at different screen widths. This of course is what causes the element width to abruptly jump to a different width when the screen width crosses a screen width threshold. And that threshold is governed by CSS3 media queries, which allow you to apply different styles for different conditions, such as screen width ranges.

@media screen and (max-width: 400px){

.container {

width: 123px;

}

}

@media screen and (min-width: 401px) and (max-width: 800px){

.container {

width: 456px;

}

}

@media screen and (min-width: 801px){

.container {

width: 789px;

}

}

**Q. Maintain Performance**

Refer to http://yslow.org/

1) Minimize HTTP Requests - Use CSS instead of images whenever possible, Combine multiple style sheets into one, Reduce scripts and put

them at the bottom of the page.

2) Optimize images using sprites, sprites allow you to reduce the number of HTTP requests,

which are one of the key points for fast web page loading.

2) Optimizing expensive CSS properties: Properties like box-shadow, gradient, border-radius, outline, opacity have

some interesting rendering behaviors that can slow down your UI.

3) Minify your JavaScript and CSS files

4) Load resources from a CDN

Minimize HTTP Requests - According to Yahoo, 80% of a Web page’s load time is spent downloading the different pieces-parts

of the page: images, stylesheets, scripts, Flash, etc. An HTTP request is made for each one of these elements, so the more

on-page components, the longer it takes for the page to render.

Use a Content Delivery Network

Avoid empty src or href

Put StyleSheets at the Top

Put Scripts at the Bottom

Avoid CSS Expressions

Make JavaScript and CSS External

Reduce DNS Lookups

Minify JavaScript and CSS

Avoid Redirects

Remove Duplicate Scripts

Make AJAX Cacheable

Use GET for AJAX Requests

Reduce the Number of DOM Elements

No 404s

HTML5 --- <!DOCTYPE html>

1. HTML vs XHTML difference
2. UL/LI elements -> display items in roman numbers
3. this in function / loop
4. how to create instance to a class
5. typeof var/func
6. reload in HTML5 without using javascript

   Ans: <meta http-equiv="refresh" content="0;URL='http://thetudors.example.com/'"/>

1. Jquery -> show/hide elements what is the method name (.show(), .hid())
2. ajax & post call in jquery -> $.push
3. Different ways of importing styles (internal,external,inline)
4. which one take more important in executing: inline
5. HTML5 features & new input tags
6. CSS3 features
7. how to design responsive designs without bootstrap

https://www.youtube.com/watch?v=eOG90Q8EfRo

1. how to handle file upload
2. Interface
3. abstract
4. override vs overloading
5. COR in jquery ajax - using : crossDomain: true,
6. Stop from submitting a form - using e.preventDefault();
7. Different ways of creating Arrays

Ans : var points = new Array();         // Bad  
 var points = [];                  // Good

1. html5 - svg tag

**Q. CSS Preprocessors?**

CSS Preprocesssors are like CSS on steroids. Preprocessors enhances the performance of regular style sheets by making more usuable and manageable.

SaaS,Less

Css counters

nthChildren in CSS

Css basics

Loadind css based on device resolution

**Q. How do you write a program to sum all the Array elements without using any loop?**

Ans) Using Recursive functions we can achieve

* + 1. **How do you load a script dynamically in JavaScript?**

Ans:

$(‘script’)

document.createElement(‘script’).src = “”;

Create dynamic element. document.body.append(scriptElement)

1. What problem does angular solve? Why is it introduced?
2. What is the difference when including the script within head and within the body ?
3. Can we load a css file in the body ? If not why?
4. In which tag do we load css files?

|  |
| --- |
|  |
| <link rel="stylesheet" href="[/css/site.css?cb=12](http://www.ng-newsletter.com/css/site.css?cb=12)"> |
|  |

1. How can you subclass/inherit from 2 different classes ? Write an example?

What is state and transitional in Doctype?

**Zen3 Questions:**

What is a Doctype?

What is background-size property in CSS3? And what is cover and plain?

Cover:

Scale the background image to be as large as possible so that the background area is completely covered by the background image.

How to find the length of all div elements in a html page?

var nodelist = document.body.childNodes.length;

What is the difference between ng-hover and mouseover?

[Expression](https://docs.angularjs.org/guide/expression) to evaluate upon mouseover. ([Event object is available as $event](https://docs.angularjs.org/guide/expression#-event-))

How do you display a sidebar display and collapse?

How do you set multiple background images ? In IE it doesnt work so how do you make sure it works in IE?

background: {

url(number.png) 600px 10px no-repeat, /\* On top, like z-index: 4; \*/

url(thingy.png) 10px 10px no-repeat, /\* like z-index: 3; \*/

url(Paper-4.png); /\* On bottom, like z-index: 1; \*/

}

**Difference between block, inline and inline-block?**

(http://dustwell.com/div-span-inline-block.html)

An inline element has no line break before or after it, and it tolerates HTML elements next to it.

A block element has some whitespace above and below it and does not tolerate any HTML elements next to it.

An inline-block element is placed as an inline element (on the same line as adjacent content), but it behaves as a block element.

An element with display: inline; cannot have a height or a width or a vertical margin.

An element with display: block; can have a width, height and margin.

If you want to add a width/height/margins to the inline element, you need to set the element to display: inline-block;

**Q. What is polyfill in html5?**

In web development, a polyfill is a downloadable piece of code which provides facilities

that are not built into a web browser. It implements technology that a developer expects the browser

to provide natively, providing a more uniform API landscape. For ex the functionality you expect to work in

modern browsers to work in older browsers. Ie to support canvas (an html5 feature) in older browsers.

in that function. So, if a variable is declared in the middle or even at the very bottom of a function, that variable will

still be visible even at the top of the function – meaning that the variable will be visible above its declaration. But, this

does not mean that assigned values will still remain associated with the variable – it’s just that the variable name will be

recognized starting from the very beginning of the function.This is an interesting feature of Javascript known as hoisting,

because it is as if Javascript is “hoisting” (which means to move up) the variable declaration to the top of the function.

**Q. Can I add multiple footer elements in HTML5 ?**

**Yes**

**Q.** **Does browser understands less ? How does less file is converted to css (how or who converts it)?**

**Q. How do you check or add a condition if scroll bar is at the bottom of the container ?**

Ans) element.scrollHeight - element.scrollTop === element.clientHeight

**Q. What is less and how does it work ?**

Less is a CSS pre-processor, meaning that it extends the CSS language, adding features that allow variables, mixins, functions and many other techniques that allow you to make CSS that is more maintainable, themable and extendable.

Less runs inside Node, in the browser and inside Rhino. There are also many 3rd party tools that allow you to compile your files and watch for changes.

**Q. How do you measure performance of your application and how can you optmize it ?**

**Q.** **How to vertical align a text or container in another div container ?**

Ans)

<div style="height: 400px;display: table-cell; vertical-align: middle;">

         <span> everything is vertically centered in modern IE8+ and others.</span>

</div>

What is CDN?

What is Load Balancer?

What is Grunt and Bower?

http://www.pdfescape.com/open/?BEC0D3AA33EE8272E2BE834116217E1F596B8AF6D6825FAB

**XMTP, SOAP, REST Protocol**

[**https://www.youtube.com/watch?v=FoHxr0R9D7U**](https://www.youtube.com/watch?v=FoHxr0R9D7U)

The decision between the two will be your first choice in designing a web service, so it is important to understand the pros and cons of the two. It is also important, in the sometimes heated debate between the two philosophies, to separate reality from rhetoric.

**REST fundamentals**

* Everything in REST is considered as a resource.
* Every resource is identified by an URI.
* Uses uniform interfaces. Resources are handled uing POST, GET, PUT, DELETE operations which are similar to Create, Read, update and Delete(CRUD) operations.
* Be stateless. Every request is an independent request. Each request from client to server must contain all the information necessary to understand the request.
* Communications are done via representations. E.g. XML, JSON RESTful Web Services A RESTFul web services are based on HTTP methods and the concept of REST. A RESTFul web service typically defines the base URI for the services, the supported MIME-types (XML, text, JSON, user-defined, ...) and the set of operations (POST, GET, PUT, DELETE) which are supported.

### Fundamental REST Principles

**Client-Server Communication**

Client-server architectures have a very distinct separation of concerns. All applications built in the RESTful style must also be client-server in principle.

**Stateless**

Each client request to the server requires that its state be fully represented. The server must be able to completely understand the client request without using any server context or server session state. It follows that all state must be kept on the client.

**Cacheable**

Cache constraints may be used, thus enabling response data to be marked as cacheable or not-cacheable. Any data marked as cacheable may be reused as the response to the same subsequent request.

**Uniform Interface**

All components must interact through a single uniform interface. Because all component interaction occurs via this interface, interaction with different services is very simple. The interface is the same! This also means that implementation changes can be made in isolation. Such changes, will not affect fundamental component interaction because the uniform interface is always unchanged. One disadvantage is that you are stuck with the interface. If an optimization could be provided to a specific service by changing the interface, you are out of luck as REST prohibits this. On the bright side, however, REST is optimized for the web, hence incredible popularity of REST over HTTP!

The above concepts represent defining characteristics of REST and differentiate the REST architecture from other architectures like web services. It is useful to note that a REST service is a web service, but a web service is not necessarily a REST service.

**SOAP fundamentals**

* WSDL defines contract between client and service and is static by its nature.
* SOAP builds an XML based protocol on top of HTTP or sometimes TCP/IP.
* SOAP describes functions, and types of data.
* SOAP is a successor of XML-RPC and is very similar, but describes a standard way to communicate.
* Several programming languages have native support for SOAP, you typically feed it a web service URL and you can call its web service functions without the need of specific code.
* Binary data that is sent must be encoded first into a format such as base64 encoded.
* Has several protocols and technologies relating to it: WSDL, XSDs, SOAP, WS-Addressing.

**Q.** **explian agile ?**

Agile development model is a type of Incremental model. Software is developed in incremental, rapid cycles from the start of the project,

instead of trying to deliver it all at once near the end.

**Q.** **Explain Scrum?**

Scrum is an iterative and incremental agile software development methodology for managing product development.

We follow Scrum methodology which involves Sprint planning, Daily Scrum, Sprint review meeting and Sprint retrospective meeting.