Collections

# Concurrent Collections

Concurrent collections (Namespace: **System.Collections.Concurrent**) are basically thread safe collections that are designed to be used in multithreading environment. They also provide type safety due to the generic implementation.

These collections should be used when they are getting changed or data is added/updated/deleted by multiple threads. If the requirement is only read in multithreaded environment, then generic collections can be used.

If locking is needed at a few places, manual locking or synchronization techniques can also be used however if it is required at several places, using concurrent collection is a good choice.

Concurrent collections are designed to be used in cases when excessive thread safety is required, overly using manual locking can lead to deadlock and other issues.

**Most commonly used Concurrent Collections**

1. **ConcurrentStack<T>**
2. **ConcurrentQueue<T>**
3. **ConcurrentDictionary<TKey,TValue>**

## ****ConcurrentDictionary<T>****

The following are the important methods.

### TryAdd()

TryAdd returns true if it’s successfully added else the key/value pair returns false primarily due to duplicate key.

### TryGetValue()

If key is present, TryGetValue fetches the value and returns true and if key isn’t present, it simply returns false without throwing any exception.

### TryRemove()

If key is present, **TryRemove** deletes the element and returns true else it simply returns false without throwing any exception.

### AddOrUpdate()

If key is present, **AddOrUpdate** updates the existing value with a new one and returns the new value else it adds the key with the value passed in the second parameter and returns the same. It is designed not to fail irrespective if key is present or not as it handles both the possible cases. Let’s have a look at the code below to understand how to use it.

### GetOrAdd()

If key is present, **GetOrAdd** fetches the value else it adds the key with the value passed in the second parameter and returns the same. Similar to AddOrUpdate, it is also designed not to fail irrespective if key is present or not as it handles both the possible cases.

# Immutable Collections

Any type that somewhat restricts changes to its state or the state of its instances can be described as immutable in some sense. The System.String type is an immutable type in the sense that the size of the string, the characters, and their order can’t change. The System.MulticastDelegate type, which is the parent of all delegate types, is immutable just like System.String. Both use an array as an underlying data structure and make a copy of it to satisfy a requested change, no matter how small the change is.

## The System.Collections.Immutable namespace

Immutable collections are those whose members cannot change once they have been created. The System.Collections.Immutable namespace comprises several immutable collections. This namespace contains immutable versions of Lists, Dictionaries, Arrays, Hashes, Stacks, and Queues.

The ImmutableStack<T> can be used to push and pop elements much the same way we do with mutable stacks. However, since ImmutableStack<T> is an immutable collection, its elements cannot be altered. So, when you make a call to the pop method to pop an element from the stack, a new stack is created for you and the original stack remains unaltered.

Let’s illustrate this with an example. The following code snippet shows how you can push elements onto an immutable stack.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdUAAACPCAIAAAAjudaFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAASdEVYdFNvZnR3YXJlAEdyZWVuc2hvdF5VCAUAABEoSURBVHhe7Z3Zleq6FkWJywE5jhMCfxVF/RJABcGPI7ijPl8AvK3GRrJaY4EwNefgnkvZspotabEQbk7//fff7XYL/wUAgKdykv+QYACA14P/BQDoA/4XAKAP+F8AgD7gfwEA+oD/BQDoA/4XAKAP+F8AgD7gfwEA+oD/BQDoA/4XAKAP+F8AgD7gfwEA+oD/BQDoA/4XAKAP+N8dTOfhpBjOk90CrbmMOsSn8WI3JJl7Q1NOfhCeMMa+T7d/o30PfflM/yuT9mWa+MqySngS5NBTjRrERzVrQxM2Jo8wXc7DEslhOJ8jOR53jO3X3+t4+zrb989C2pzkWYF//Vz+TP973LnRiv0a1IoG8Xmt/qrDh/GyVHm6jEqLj6a/03Uc/p1O388YBFn91eUO35fp127YQazhTwz8K/vUgP/dy+v7rAb01/6xncjRsRzfd4xN1/P4dTqJ+P4bxp9nVLGsv6Z0pcJ262PEGj49L/Cvn8tJ//t7vv2T7ynzy3Tjz+BsnL/C/F5u38Pta97+Nd5+gyaorzz6pfKZVPr7nxu5nLUd0QziU84qZnafnjxRVmEVTzMOzlfM8TxFa6K8T1ial9TtM6f02n6cLt9msKZew/kRHxFRDLVJ12y0EdQmz5g7/UdlGkHarFlKmI/zbKITDY/NfTE3xul61RepAEfafmdyho9t3orc0Zpm7TK0HGO/l1l5tQO1Ww3ejI6tP5hJKsIqM3qZzt++znoK4Lx8Of69nL+HZQCPP8muKuE0XN763VI3Vp2h6nb9evxU9Ol9jDsVmbP3Us7YryBf4Z6Fgv+VcK8/6CbVN1f7h2byBPequ9lLMCMd/HO+fQ23HxsblXKTuqjmSkPvMdHhdvTX4HRbgkmwb4WLCm0w6Uxh924yha1zdsvSUylf8JrX6a/GjBc99ux4khba7XP6mjRCWEK0UDc+cYp9ofIVJZM5M3f9pOdSIt9U200L1MSbD1PrvOvCTJt1qmytG7RL0DVqMcYcyRu+z5fcmFFCnFj/VcZWpvxwu+oCjBCHSxh167/Oh8HpaxhNlttwGh6Pt4pfcaza8WME2qJW+IP84mXc0RkFCVJHTef5W0h6CpfWf0UiB08iJfTFxXtR7eiyk/qA9XPbihdWg269fT9TimMEiayfcTyPcOuyRTpn9aHaETVSgskuuPX30ugdzttCGiEsIVqom1sl62xUvnHtiuacant8u966ymXSIqdmsyCqH+vVBu1K5BFuXbZIZYMx9isf4bPZ/BqzymvI6+/KPEUT1+mvxlkMUdU7b1NhabhDIVZe/+od9r3aETlYBTMR5ySqQv5oUZknDtrvfwURTVdMlYfN1lDI6O/+5Sh//cH1DnfKcQxYzw23/7LohPrTNDbne+GNRQc3MqnxWpNGCEuIFurmVsk6m9QQT2Sdantic3K7RjystqRBQQ3a5cczg04YG2OibvNi62monVsF/+vXaK/+Gu6fEJGFkQxOkOPxdrcmx2pq/Mh2P/7xMjzWeckhmdFTpHz+g9sB6v1g3y+Y9V+zDKReei34efrrE/82VoyjfPF0Ft20kPthTM3hENUB+tvxY73w+vWHJTJeGr3DeVtII4QlRAt1c4tS7ItkYxLbU8llc4p8DSXLxPeudxhjjf1vY/3d7X/nIMvbSOvdXvDiqXfY99Xjx80tiSRaLLDKoXxEhorzH/SCr9HNiLHVa7iy0e32p/rfgEjQCnFUEVRf45wU8a6w77PMZakPglgnF/jr+iu7i32hNsTy8OuzEK2GkNhcRXhsg3Yl6h8yl5UZY+3Wf/0a7dDftuu/dySOy0Y3gRdfN7ap8aMzsu810eIC7tlJ+seHlKbq/F/7K1zs57JoTzxLf70AL0SClo9jdG+QdSKPIOT3dKlu7kE8VH6rvDR6h/O2kEYIS4gW6uYWEt27zkblGxnoqZxTbVcHRLe7+G2ciZzz1KBdqTxks5/wnk61LVPs6vyHuAo/X3+3nP8w/eiU8UXSaIDc/nUTeP2ud9j3evxE81ltjBYXQdKJBS71hV0aGqPnIljqzv81JjcWdNU9w/38h2Ut4mn6u3IVkw7FujCdcPmdQn8RdDrAxm3+y+4OstGZOOvL80LgKpnXZ3KMqp79qyOq8kFYBLe2Xhq9w3lbSCP4RcxRDApVyWTrnN8jfaETybf33ec/SAukf6RL78eZXr33mbRR9bF7jo0qK7SdDdplM2k9xkrn/+7XX7XxZM+REK5n9RV5PnDb+b/5kwS8hs+4/Vs1VvUOdTKgE7bo+Q+6O5J96qASqhEZjIo79nMlKoR3aq9/E+mUiEfVU/pMdpmXOXNF/K/6c14pNr0VvgpVCzEB1ku+aiwr1Gyye31UfG0aiZQc5VbdjHKL6RYVefWHN/qWaaORhM60FHR3qR1zD+nJa4j12tOZK7RGDxN3p67dvEHvdapuSaeZR51zQqWMZQnxOh6WPX3hlunkYxI6hPWfmWtrkT6910b3qZeR5CPVd4eYVmO71+etx9jq+jdtoaKvZRqaOW5exrPZiaxfq7lvNNfsWs5X0+hy0+57Tcr/pjtUIZ1aN57VH2pHafzMZPvUQee/Gloeel0xl0Dzmde/AQBYZv1tiMrS/xxdcRmrzkip9b8AAIekvf4q95vN8TpmT/tdwP8CwEfTWn+N+a1Q1zL4XwD4WFbLyHtkU1R3xX5Rx/8CAPQB/wsA0Af8LwBAH/C/AAB9wP8CAPQB/wsA0Ida/zudb8Ppdppfw3CLX77XEH1h4pC4e4W6VjJxDXsPilcjvhLn+U5fL4jRm7XdXBibu7b9A+Ojb7uz4b668CZU+V8R30V5l9ezZ5y6gO+UvHvQfv0t3cNpE++kQSIuy3WP9s51T+Vt2i4NFz019x/J6O8nxic/WeBtqfK/oxbcxI1unoO9K27VNXyP0VR/34awVXtvOteDnc9Oz+jvm8ZH36uwcLuAbBp7F5vyDV/grajyv0Z/Xyq/z/88/0z9FTVZxexY7Wzy7PSM/r5pfK6janL+86aQBgt8RLL+d/LWfN3X6mN2uqgVYbt3iOxdDjT3DFpWk8foyE9/mHu3soytP6h1CX0r0t3P0K5CXQm+8JD3aPz8i6/g+aaZu71WPB8ww/62++Senb6NjP6+aXwa6O8LvjJCc7L+t05/z4vyuq9Bjras9Pcy3v+UV2Rk2pGUG46ZWaMMzXC/J+m+Z2jX8vAtPprq7xR5vnQ6UjXPx67h4bbPbHh2ThVJ/X3b+LTQX5uAJYgjsWH9Nz6i55/mltVh5YX1ltXtMd0f8YZRqbPR5XC42HGfXQ7L66+YWfdrWDTxm+hvUy6b9GWnv1vY0fbNz46sIqm/bxUfK5fxl3wDqE2zYB94s/PTAl7J3vVf+9PcaoDOxtk9ZNHf4lStWcnK6+9KWP+M/m7zd614sO0PPTu9ikb+txVJ/V2aH74W/S2nucMS8OHY53+NzjpLDQtmUcLVZaO/2XvGW/6U/rZe/w1+X3pb/VW82P++bXyarD+gv8fj1f63Rn/3rz/8Xf0Nz6Zq284YO/TX8LL137eNTxP9Zf3heOxd/11+TAvXf0++5NXrb4Pf346jv42RVq3CFiqOper52DU0anvVs9OryOjvm8anif6aBPz+diRy/tc9b2H1cg1v8fyHeAJ56V/hIlScTL5ff9VG+TI618B/hvZm3kV/Bff6rsyHjA1yfs5X0bLtzz7/V3jH+GSvrbCU0ljXwvlnRyLnfyv1V1Ce1z//192/WX9TK1mve4Z2HfrK0ihdpdi5v8HqzGcXPV0fr+dT2/7Y9W9LX3qv8FP6+PGJweLvEala/+0AH+ZPRk3XtmcdfBYHiw/XHx+TqvXfLvB5/kyulc/H/qscLD5MloPyrv5XkC+hahGQIQVQQP90yQfq8Xhf/wsA8Nm8sf8FAPho8L8AAH3A/wIA9AH/CwDQB/wvAEAf8L8AAH2o97+/5sL8ZjcJBAD429T6X3uBDXe3AwBoxOlfDLvzTvHedwAAsI3T/wJEfwP/i/4CADQmrr925x30FwCgMfhfAIA+4H8BAPqw/v3N6K/nf6fraB4Jw+26AQDaUfa/nHkGAPAMKtZ/p+vFPBCe9QcAgHaw/gsA0AfOfwAA6APXvwEA9EHd/8EIrvG87r8O6C8AQGPU/c9Ef7PiK/yeB9Ff9eIsCACAJlT6X+E6agnm/pMAAE2o9L8AANCYev8LAAAtwf8CAPQB/wsA0Af8LwBAH/C/AAB9wP8CAPQB/7uD6TycFMOZGyPHOFx85gqPWy/0nH6G079hvNo/PS5jOseLurP294Xh81f5TP8rQ/5lc/6VZbXiYPHRCrZmGM7P0S3R4K36a++R/Yj+Zg6Ez+cz/e/B9OXlHDE+q3ym6TIOw2ajWsFm/b1860vzvx5ppTbO+rJSuwH+FPjfvaC/eZ6kv4rpLCa4eTO26u9OD4sF/sscz/9ezqNZpBOUATqreWn36ckTZTVPxTyJe7rnM56n6DzWJssmupfmJXV1wSm9Vhgm656Sr603PPqw+CzE9ddIpezTLLo5L+RGvvjn4yPoTFXD5kTSeLsrQtrA3usgZBS93j5P5h4sDxlteEsO5n/VRJNZuIw/M038+SNE5uqKSbBvhYuaKuFM1YXdFxntnFzl7Jal5Wjb7Girv58Xn4VInf1NWjfte8Oizwumyvn4GNl06hxt/IztvtytWcNq+Jibu5aXICb7GDDuQfg5HMz/qvmzGqd6Etr3M5G5WiI2VSN5hFuXLTLNxE5tK7U1UplPjc8qZ7X+67c1VLm4/pbiIwetmpARUKuJ2UeDl/TX3ty1rKr434/jeOu//vfH+I/gq7law3qOBNMyhU4oHkmJi93UlU+Nj+TjEWh5qHJR4SvGpzIfQ83qbUl/qzKBj+To5z/Ev9EW9UW+VDoLl3oi+saoOGcWtC7I8Q/KS/P1X5/Dx2ehWOdNujkTic+mfNBf2MMHnP8QmZiFuaokQdknJ0UwR3QW9n2WuSw1kQuTPcaT9Vc4dnwWCnV+UH+Fdcab8nnp+gN8HIfyv/GBHJmY+bka3RtknchDNvsJ7+lU9TLFPp9Dx8eeSJBc3MzXWQgbv45HXXzK+bi87ve3+Rlg2OQP4lD+Vw3klTMLfoXR6ITL+qD+Mi3HzZNM7ZU/5r/s7iAbnYmzPqjP+NfF2w0Gb/rKMap69q9Xc+T4FH/cX8tkgKrPvey51m5tdI2L8fGy0fg5+1RcQJE7XLAKXvpVzRbEM3A/igP6XzXNtR4ohvEcH5DqFx+b5qTnvDu6jVJYjCLoqSl/eN+pF+nRSELn1CXBzGd1kN2qJrMlrxXP4dDxyfhf5zBLfOljutdG/7C2Lr8YH7cgW8SchyLep/HV27DOMysprl381TKdkXE4Ip95/RvA66g0sFEq7LNByXR2lRmOyNHPfwDoz8MnMFQfeB057fcTwf8C7GZSv6El7j+ZQ99/EmH9u+B/AQD6gP8FAOgD/hcAoA/4XwCAPuB/AQD6gP8FAOgD/hcAoA9l/2suzB/GKycpAgA0pOx/eeoJAMAzqFv/NVepc/k5AEA76tZ/0V8AgNbgfwEA+oD/BQDoA/4XAKAP1v+uCCTYPqJqGH+iD48BAICtKP8r/yv43+VG0ZyFBgDQCOV/KyTY+N+v8cxVGAAAbajzv6z/AgC0ps7/or8AAK3B/wIA9AH/CwDQh7L/Xe6/88DjtQEAIEXZ/873n8T8AgC0pPb8XwAAaEvl+b8AANAY/C8AQB/wvwAAfcD/AgD0Af8LANAH/C8AQB/wvwAAfcD/AgD0Af8LANAH/C8AQB/wvwAAfcD/AgD0Af8LANAH/C8AQB/wvwAAfcD/AgD0Af8LANAH/C8AQA9ut/8DuEF2lGgjtdIAAAAASUVORK5CYII=)

## Immutable Lists

## Immutable Stacks

## Immutable Arrays

## Immutable Dictionary
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