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library(readr)

## Warning: package 'readr' was built under R version 3.5.2

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 3.5.2

library(dplyr)

## Warning: package 'dplyr' was built under R version 3.5.2

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyr)

## Warning: package 'tidyr' was built under R version 3.5.2

library(corrplot)

## Warning: package 'corrplot' was built under R version 3.5.3

## corrplot 0.84 loaded

library(caret)

## Warning: package 'caret' was built under R version 3.5.3

## Loading required package: lattice

#library(rms)  
library(MASS)

## Warning: package 'MASS' was built under R version 3.5.2

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(e1071)

## Warning: package 'e1071' was built under R version 3.5.2

library(ROCR)

## Warning: package 'ROCR' was built under R version 3.5.3

## Loading required package: gplots

## Warning: package 'gplots' was built under R version 3.5.3

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

library(gplots)  
library(pROC)

## Warning: package 'pROC' was built under R version 3.5.2

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

library(rpart)  
library(randomForest)

## Warning: package 'randomForest' was built under R version 3.5.3

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(ggpubr)

## Warning: package 'ggpubr' was built under R version 3.5.3

## Loading required package: magrittr

## Warning: package 'magrittr' was built under R version 3.5.2

##   
## Attaching package: 'magrittr'

## The following object is masked from 'package:tidyr':  
##   
## extract

library(tidyverse)

## Warning: package 'tidyverse' was built under R version 3.5.2

## -- Attaching packages ---------------------------------------------------------------- tidyverse 1.2.1 --

## v tibble 2.0.1 v stringr 1.4.0  
## v purrr 0.3.0 v forcats 0.3.0

## Warning: package 'tibble' was built under R version 3.5.2

## Warning: package 'purrr' was built under R version 3.5.2

## Warning: package 'stringr' was built under R version 3.5.2

## Warning: package 'forcats' was built under R version 3.5.2

## -- Conflicts ------------------------------------------------------------------- tidyverse\_conflicts() --  
## x randomForest::combine() masks dplyr::combine()  
## x magrittr::extract() masks tidyr::extract()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x purrr::lift() masks caret::lift()  
## x randomForest::margin() masks ggplot2::margin()  
## x MASS::select() masks dplyr::select()  
## x purrr::set\_names() masks magrittr::set\_names()

library(magrittr)  
library(data.table)

## Warning: package 'data.table' was built under R version 3.5.2

##   
## Attaching package: 'data.table'

## The following object is masked from 'package:purrr':  
##   
## transpose

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

library(reshape2)

## Warning: package 'reshape2' was built under R version 3.5.3

##   
## Attaching package: 'reshape2'

## The following objects are masked from 'package:data.table':  
##   
## dcast, melt

## The following object is masked from 'package:tidyr':  
##   
## smiths

library(stats)

telcoCust <- read.csv("C:/Users/epili/Desktop/MVA/Telecom-Customer-Churn-prediction-master/Telco-Customer-Churn.csv")  
str(telcoCust)

## 'data.frame': 7043 obs. of 21 variables:  
## $ customerID : Factor w/ 7043 levels "0002-ORFBO","0003-MKNFE",..: 5376 3963 2565 5536 6512 6552 1003 4771 5605 4535 ...  
## $ gender : Factor w/ 2 levels "Female","Male": 1 2 2 2 1 1 2 1 1 2 ...  
## $ SeniorCitizen : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ Partner : Factor w/ 2 levels "No","Yes": 2 1 1 1 1 1 1 1 2 1 ...  
## $ Dependents : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 2 1 1 2 ...  
## $ tenure : int 1 34 2 45 2 8 22 10 28 62 ...  
## $ PhoneService : Factor w/ 2 levels "No","Yes": 1 2 2 1 2 2 2 1 2 2 ...  
## $ MultipleLines : Factor w/ 3 levels "No","No phone service",..: 2 1 1 2 1 3 3 2 3 1 ...  
## $ InternetService : Factor w/ 3 levels "DSL","Fiber optic",..: 1 1 1 1 2 2 2 1 2 1 ...  
## $ OnlineSecurity : Factor w/ 3 levels "No","No internet service",..: 1 3 3 3 1 1 1 3 1 3 ...  
## $ OnlineBackup : Factor w/ 3 levels "No","No internet service",..: 3 1 3 1 1 1 3 1 1 3 ...  
## $ DeviceProtection: Factor w/ 3 levels "No","No internet service",..: 1 3 1 3 1 3 1 1 3 1 ...  
## $ TechSupport : Factor w/ 3 levels "No","No internet service",..: 1 1 1 3 1 1 1 1 3 1 ...  
## $ StreamingTV : Factor w/ 3 levels "No","No internet service",..: 1 1 1 1 1 3 3 1 3 1 ...  
## $ StreamingMovies : Factor w/ 3 levels "No","No internet service",..: 1 1 1 1 1 3 1 1 3 1 ...  
## $ Contract : Factor w/ 3 levels "Month-to-month",..: 1 2 1 2 1 1 1 1 1 2 ...  
## $ PaperlessBilling: Factor w/ 2 levels "No","Yes": 2 1 2 1 2 2 2 1 2 1 ...  
## $ PaymentMethod : Factor w/ 4 levels "Bank transfer (automatic)",..: 3 4 4 1 3 3 2 4 3 1 ...  
## $ MonthlyCharges : num 29.9 57 53.9 42.3 70.7 ...  
## $ TotalCharges : num 29.9 1889.5 108.2 1840.8 151.7 ...  
## $ Churn : Factor w/ 2 levels "No","Yes": 1 1 2 1 2 2 1 1 2 1 ...

# Change Senior Citizen into factor  
telcoCust$SeniorCitizen <- factor(telcoCust$SeniorCitizen)  
  
# Factor the response variable into 0, 1  
telcoCust$Churn <- factor(ifelse(telcoCust$Churn == 'No', 0, 1))  
  
# replace missing data with mean values  
telcoCust$TotalCharges <- ifelse(is.na(telcoCust$TotalCharges),   
 ave(telcoCust$TotalCharges, FUN = function(x) mean(x, na.rm=TRUE)),  
 telcoCust$TotalCharges)

Data Visualization

createplot <- function(dst, column, name) {  
 plt <- ggplot(dst, aes(x=column, fill=(Churn))) +   
 ggtitle(name) +   
 xlab(name) +  
 ylab("Percentage") +  
 geom\_bar(aes(y = 100\*(..count..)/sum(..count..)), width = 0.7) +   
 theme\_minimal() +  
 theme(legend.position="none", axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_fill\_manual(values=c("#d0d0d0", "#E69F00"))  
 return(plt)  
}  
  
# Plot 1 by gender   
p1 <- createplot(telcoCust, telcoCust$gender, "Gender")   
# plot 2 by Senior Citizen  
p2 <- createplot(telcoCust, telcoCust$SeniorCitizen, "Senior Citizen")  
# plot 3 by Partner  
p3 <- createplot(telcoCust, telcoCust$Partner, "Partner")  
# plot 4 by Dependents  
p4 <- createplot(telcoCust, telcoCust$Dependents, "Dependents")  
# plot 5 by Phone Service  
p5 <- createplot(telcoCust, telcoCust$PhoneService, "Phone Service")  
# plot 6 by Multiple Lines  
p6 <- createplot(telcoCust, telcoCust$MultipleLines, "Multiple Lines")  
# plot 7 by Internet Service  
p7 <- createplot(telcoCust, telcoCust$InternetService, "Internet Service")  
# plot 8 by Online Security  
p8 <- createplot(telcoCust, telcoCust$OnlineSecurity, "Online Security")  
  
# draw the plot grid  
library(gridExtra)

## Warning: package 'gridExtra' was built under R version 3.5.2

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:randomForest':  
##   
## combine

## The following object is masked from 'package:dplyr':  
##   
## combine

grid.arrange(p1, p2, p3, p4, p5, p6, p7, p8, ncol=4)
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# Churn Rate  
telcoCust1 <- telcoCust %>% group\_by(Churn) %>%  
 summarise(Count = length(Churn)) %>%  
 mutate(Rate = Count / sum(Count)\*100.0)

## Warning: package 'bindrcpp' was built under R version 3.5.3

ggplot(telcoCust1, aes(x = '', y = Rate, fill = Churn)) +  
 geom\_bar(width = 1, size = 1, color = 'white', stat = 'identity') +  
 coord\_polar('y') +  
 geom\_text(aes(label = paste0(round(Rate), '%')),  
 position = position\_stack(vjust = 0.5)) +  
 labs(title = 'Churners Rate') +  
 theme\_classic() +  
 theme(axis.line = element\_blank(),axis.title.x = element\_blank(),axis.title.y = element\_blank(),  
 axis.ticks = element\_blank(),  
 axis.text = element\_blank())
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Tenure for different types of contract histograms

#Tenure for month-to month option  
mtm <- subset(telcoCust, telcoCust$Contract=="Month-to-month")  
mtmplot1 <- ggplot(mtm, aes(x=tenure)) + geom\_histogram(binwidth=5, color="red", fill="#DD5868") +  
 ggtitle("Month to Month Contract") + theme(plot.title = element\_text(hjust = 0.5)) + xlab("Tenure, months") + ylab("# of customers")  
mtmplot1
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#Tenure for one year contract option  
oneyear <- subset(telcoCust, telcoCust$Contract=="One year")  
mtmplot2 <- ggplot(oneyear, aes(x=tenure)) + geom\_histogram(binwidth=5, color="blue", fill="#1E4594") +  
 ggtitle("One Year Contract") + theme(plot.title = element\_text(hjust = 0.5)) + xlab("Tenure, months") + ylab("# of customers")  
mtmplot2

![](data:image/png;base64,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)

#Tenure for two year contract option  
twoyear <- subset(telcoCust, telcoCust$Contract=="Two year")  
mtmplot3 <- ggplot(twoyear, aes(x=tenure)) + geom\_histogram(binwidth=5, color="green", fill="#125528") +  
 ggtitle("Two Year Contract") + theme(plot.title = element\_text(hjust = 0.5)) + xlab("Tenure, months") + ylab("# of customers")  
mtmplot3
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#Converting Monthly Charges to Factor variable  
telcoCust$MonthlyChargesBin <- NA  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 0 & telcoCust$MonthlyCharges <= 20] <- '20'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 20 & telcoCust$MonthlyCharges <= 40] <- '40'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 40 & telcoCust$MonthlyCharges <= 60] <- '60'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 60 & telcoCust$MonthlyCharges <= 80] <- '80'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 80 & telcoCust$MonthlyCharges <= 100] <- '100'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 100 & telcoCust$MonthlyCharges <= 120] <- '120'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 120 & telcoCust$MonthlyCharges <= 140] <- '140'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 140 & telcoCust$MonthlyCharges <= 160] <- '160'  
telcoCust$MonthlyChargesBin[telcoCust$MonthlyCharges > 160 & telcoCust$MonthlyCharges <= 180] <- '180'  
telcoCust$MonthlyChargesBin <- factor(telcoCust$MonthlyChargesBin,   
 levels = c('20', '40', '60', '80', '100', '120', '140', '160', '180'))  
  
  
# Remove PhoneService & InternetService  
telcoCust1 <- telcoCust[,-c(7,9)]  
  
# Remove Customer ID, Phone Service, Internet Service & monthly charges column  
telco <- telcoCust[, -c(1, 7, 9, 19)]   
  
# Replace No Phone/Internet Service of all service columns  
telco$MultipleLines <- replace(telco$MultipleLines, telco$MultipleLines == 'No phone service', 'No')  
telco$OnlineSecurity <- replace(telco$OnlineSecurity, telco$OnlineSecurity == 'No internet service', 'No')  
telco$OnlineBackup <- replace(telco$OnlineBackup, telco$OnlineBackup == 'No internet service', 'No')  
telco$DeviceProtection <- replace(telco$DeviceProtection, telco$DeviceProtection == 'No internet service', 'No')  
telco$TechSupport <- replace(telco$TechSupport, telco$TechSupport == 'No internet service', 'No')  
telco$StreamingTV <- replace(telco$StreamingTV, telco$StreamingTV == 'No internet service', 'No')  
telco$StreamingMovies <- replace(telco$StreamingMovies, telco$StreamingMovies == 'No internet service', 'No')  
  
# Churn Rate of top-tier customers  
topTierCust <- telcoCust1[which(telcoCust1$MultipleLines == 'Yes' & telcoCust1$OnlineSecurity == 'Yes' &   
 telcoCust1$OnlineBackup == 'Yes' & telcoCust1$DeviceProtection == 'Yes' &   
 telcoCust1$TechSupport == 'Yes' & telcoCust1$StreamingTV == 'Yes' &   
 telcoCust1$StreamingMovies == 'Yes'), ]  
paste0('Top-tier customers: ', round((length(which(topTierCust$Churn == 1)) / nrow(topTierCust))\*100, 2), '%')

## [1] "Top-tier customers: 5.29%"

topTier = topTierCust[, c(2, 3, 4, 5, 6, 14, 15, 16, 20, 19)]  
names(topTier)

## [1] "gender" "SeniorCitizen" "Partner"   
## [4] "Dependents" "tenure" "Contract"   
## [7] "PaperlessBilling" "PaymentMethod" "MonthlyChargesBin"  
## [10] "Churn"

library(caTools)

## Warning: package 'caTools' was built under R version 3.5.2

set.seed(234)  
split = sample.split(topTier$Churn, SplitRatio = 0.7)  
trainingSet\_topTier = subset(topTier, split == TRUE)  
testSet\_topTier = subset(topTier, split == FALSE)

#Random Forest   
library(randomForest)  
set.seed(456)  
classifier.rf <- randomForest(as.factor(Churn) ~ gender + SeniorCitizen + Partner + Dependents + tenure + Contract + PaperlessBilling + PaymentMethod + MonthlyChargesBin, data = trainingSet\_topTier,importance = TRUE,ntree = 3000)  
  
varImpPlot(classifier.rf)
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y\_Pred <- predict(classifier.rf, testSet\_topTier)  
confusionMatrix(testSet\_topTier$Churn, y\_Pred)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 58 1  
## 1 3 0  
##   
## Accuracy : 0.9355   
## 95% CI : (0.843, 0.9821)  
## No Information Rate : 0.9839   
## P-Value [Acc > NIR] : 0.9967   
##   
## Kappa : -0.0248   
##   
## Mcnemar's Test P-Value : 0.6171   
##   
## Sensitivity : 0.9508   
## Specificity : 0.0000   
## Pos Pred Value : 0.9831   
## Neg Pred Value : 0.0000   
## Prevalence : 0.9839   
## Detection Rate : 0.9355   
## Detection Prevalence : 0.9516   
## Balanced Accuracy : 0.4754   
##   
## 'Positive' Class : 0   
##

# Contract term  
paste0('The churn rate of month-to-month customers is ',  
 round(length(which(telcoCust$Contract == 'Month-to-month' & telcoCust$Churn == 1)) /   
 length(telcoCust$Contract == 'Month-to-month')\*100, 2), '%')

## [1] "The churn rate of month-to-month customers is 23.5%"

paste0('The churn rate of one year customers is ',  
 round(length(which(telcoCust$Contract == 'One year' & telcoCust$Churn == 1)) /   
 length(telcoCust$Contract == 'One year')\*100, 2), '%')

## [1] "The churn rate of one year customers is 2.36%"

paste0('The churn rate of two year customers is ',  
 round(length(which(telcoCust$Contract == 'Two year' & telcoCust$Churn == 1)) /   
 length(telcoCust$Contract == 'Two year')\*100, 2), '%')

## [1] "The churn rate of two year customers is 0.68%"

#SVM  
  
svm\_fit <- svm(Churn ~ ., probability = TRUE, data = trainingSet\_topTier )  
svm\_fit

##   
## Call:  
## svm(formula = Churn ~ ., data = trainingSet\_topTier, probability = TRUE)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
## gamma: 0.05   
##   
## Number of Support Vectors: 34

svm\_preds\_train <- predict(svm\_fit, trainingSet\_topTier, probability = TRUE)  
svm\_train\_probs <- data.frame(attr(svm\_preds\_train, "probabilities"))  
plot(roc(trainingSet\_topTier$Churn, svm\_train\_probs$X1))
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svmroc\_train\_simple <- roc(trainingSet\_topTier$Churn, svm\_train\_probs$X1)  
svmauc\_train\_simple <- auc(svmroc\_train\_simple)  
svmauc\_train\_simple

## Area under the curve: 0.9964

svm\_preds\_test <- predict(svm\_fit, testSet\_topTier, probability = TRUE)  
svm\_test\_probs <- data.frame(attr(svm\_preds\_test, "probabilities"))  
plot(roc(testSet\_topTier$Churn, svm\_test\_probs$X1))
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svmroc\_test <- roc(testSet\_topTier$Churn, svm\_test\_probs$X1)  
svmauc\_test <- auc(svmroc\_test)  
svmauc\_test

## Area under the curve: 0.8192

confusionMatrix(svm\_preds\_test,testSet\_topTier$Churn)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 59 3  
## 1 0 0  
##   
## Accuracy : 0.95165   
## 95% CI : (0.865, 0.9899)  
## No Information Rate : 0.9516   
## P-Value [Acc > NIR] : 0.6473   
##   
## Kappa : 0   
##   
## Mcnemar's Test P-Value : 0.2482   
##   
## Sensitivity : 1.0000   
## Specificity : 0.0000   
## Pos Pred Value : 0.9516   
## Neg Pred Value : NaN   
## Prevalence : 0.9516   
## Detection Rate : 0.9516   
## Detection Prevalence : 1.0000   
## Balanced Accuracy : 0.5000   
##   
## 'Positive' Class : 0   
##

We observe that the model is a good fit because the AUC values for training and test are high and similar. We may consider improving the SVM model by performing a grid search for values of C, gamma and degree of the kernel that gives higher accuracy using k-fold cross-validation.

#Logistic Regression  
  
# Remove Customer ID, Phone Service, Internet Service & monthly charges column  
telco <- telcoCust[, -c(1, 7, 9, 19)]   
  
# Replace No Phone/Internet Service of all service columns  
telco$MultipleLines <- replace(telco$MultipleLines, telco$MultipleLines == 'No phone service', 'No')  
telco$OnlineSecurity <- replace(telco$OnlineSecurity, telco$OnlineSecurity == 'No internet service', 'No')  
telco$OnlineBackup <- replace(telco$OnlineBackup, telco$OnlineBackup == 'No internet service', 'No')  
telco$DeviceProtection <- replace(telco$DeviceProtection, telco$DeviceProtection == 'No internet service', 'No')  
telco$TechSupport <- replace(telco$TechSupport, telco$TechSupport == 'No internet service', 'No')  
telco$StreamingTV <- replace(telco$StreamingTV, telco$StreamingTV == 'No internet service', 'No')  
telco$StreamingMovies <- replace(telco$StreamingMovies, telco$StreamingMovies == 'No internet service', 'No')

# Building the optimal model using backward elimination  
library(stats)  
  
# Fit classifier to the dataset  
classifier <- glm(formula = Churn ~ .,  
 family = 'binomial',  
 data = telco)  
  
# identify variables using backward elimination  
classifier <- step(classifier, direction = 'backward')

## Start: AIC=5974.15  
## Churn ~ gender + SeniorCitizen + Partner + Dependents + tenure +   
## MultipleLines + OnlineSecurity + OnlineBackup + DeviceProtection +   
## TechSupport + StreamingTV + StreamingMovies + Contract +   
## PaperlessBilling + PaymentMethod + TotalCharges + MonthlyChargesBin  
##   
## Df Deviance AIC  
## - Partner 1 5924.2 5972.2  
## - gender 1 5924.4 5972.4  
## - DeviceProtection 1 5925.1 5973.1  
## <none> 5924.1 5974.1  
## - StreamingTV 1 5926.2 5974.2  
## - MultipleLines 1 5926.6 5974.6  
## - StreamingMovies 1 5926.8 5974.8  
## - Dependents 1 5928.8 5976.8  
## - OnlineBackup 1 5930.0 5978.0  
## - SeniorCitizen 1 5935.2 5983.2  
## - TotalCharges 1 5942.3 5990.3  
## - TechSupport 1 5952.1 6000.1  
## - OnlineSecurity 1 5953.6 6001.6  
## - PaperlessBilling 1 5956.0 6004.0  
## - PaymentMethod 3 5968.5 6012.5  
## - MonthlyChargesBin 5 5987.0 6027.0  
## - tenure 1 6024.6 6072.6  
## - Contract 2 6038.1 6084.1  
##   
## Step: AIC=5972.17  
## Churn ~ gender + SeniorCitizen + Dependents + tenure + MultipleLines +   
## OnlineSecurity + OnlineBackup + DeviceProtection + TechSupport +   
## StreamingTV + StreamingMovies + Contract + PaperlessBilling +   
## PaymentMethod + TotalCharges + MonthlyChargesBin  
##   
## Df Deviance AIC  
## - gender 1 5924.4 5970.4  
## - DeviceProtection 1 5925.1 5971.1  
## <none> 5924.2 5972.2  
## - StreamingTV 1 5926.2 5972.2  
## - MultipleLines 1 5926.6 5972.6  
## - StreamingMovies 1 5926.8 5972.8  
## - Dependents 1 5929.5 5975.5  
## - OnlineBackup 1 5930.0 5976.0  
## - SeniorCitizen 1 5935.5 5981.5  
## - TotalCharges 1 5942.4 5988.4  
## - TechSupport 1 5952.1 5998.1  
## - OnlineSecurity 1 5953.6 5999.6  
## - PaperlessBilling 1 5956.0 6002.0  
## - PaymentMethod 3 5968.6 6010.6  
## - MonthlyChargesBin 5 5987.0 6025.0  
## - tenure 1 6025.0 6071.0  
## - Contract 2 6038.1 6082.1  
##   
## Step: AIC=5970.39  
## Churn ~ SeniorCitizen + Dependents + tenure + MultipleLines +   
## OnlineSecurity + OnlineBackup + DeviceProtection + TechSupport +   
## StreamingTV + StreamingMovies + Contract + PaperlessBilling +   
## PaymentMethod + TotalCharges + MonthlyChargesBin  
##   
## Df Deviance AIC  
## - DeviceProtection 1 5925.3 5969.3  
## <none> 5924.4 5970.4  
## - StreamingTV 1 5926.4 5970.4  
## - MultipleLines 1 5926.8 5970.8  
## - StreamingMovies 1 5927.1 5971.1  
## - Dependents 1 5929.7 5973.7  
## - OnlineBackup 1 5930.2 5974.2  
## - SeniorCitizen 1 5935.8 5979.8  
## - TotalCharges 1 5942.5 5986.5  
## - TechSupport 1 5952.3 5996.3  
## - OnlineSecurity 1 5953.7 5997.7  
## - PaperlessBilling 1 5956.2 6000.2  
## - PaymentMethod 3 5968.9 6008.9  
## - MonthlyChargesBin 5 5987.3 6023.3  
## - tenure 1 6025.2 6069.2  
## - Contract 2 6038.3 6080.3  
##   
## Step: AIC=5969.3  
## Churn ~ SeniorCitizen + Dependents + tenure + MultipleLines +   
## OnlineSecurity + OnlineBackup + TechSupport + StreamingTV +   
## StreamingMovies + Contract + PaperlessBilling + PaymentMethod +   
## TotalCharges + MonthlyChargesBin  
##   
## Df Deviance AIC  
## - StreamingTV 1 5927.3 5969.3  
## <none> 5925.3 5969.3  
## - StreamingMovies 1 5927.9 5969.9  
## - MultipleLines 1 5928.0 5970.0  
## - Dependents 1 5930.7 5972.7  
## - OnlineBackup 1 5931.0 5973.0  
## - SeniorCitizen 1 5936.7 5978.7  
## - TotalCharges 1 5943.2 5985.2  
## - TechSupport 1 5953.7 5995.7  
## - OnlineSecurity 1 5954.4 5996.4  
## - PaperlessBilling 1 5957.4 5999.4  
## - PaymentMethod 3 5970.3 6008.3  
## - MonthlyChargesBin 5 5987.4 6021.4  
## - tenure 1 6026.4 6068.4  
## - Contract 2 6042.0 6082.0  
##   
## Step: AIC=5969.28  
## Churn ~ SeniorCitizen + Dependents + tenure + MultipleLines +   
## OnlineSecurity + OnlineBackup + TechSupport + StreamingMovies +   
## Contract + PaperlessBilling + PaymentMethod + TotalCharges +   
## MonthlyChargesBin  
##   
## Df Deviance AIC  
## <none> 5927.3 5969.3  
## - MultipleLines 1 5929.6 5969.6  
## - StreamingMovies 1 5930.4 5970.4  
## - Dependents 1 5932.5 5972.5  
## - OnlineBackup 1 5933.5 5973.5  
## - SeniorCitizen 1 5938.5 5978.5  
## - TotalCharges 1 5945.4 5985.4  
## - TechSupport 1 5955.3 5995.3  
## - OnlineSecurity 1 5957.4 5997.4  
## - PaperlessBilling 1 5960.2 6000.2  
## - PaymentMethod 3 5973.2 6009.2  
## - MonthlyChargesBin 5 5999.7 6031.7  
## - tenure 1 6028.1 6068.1  
## - Contract 2 6042.3 6080.3

summary(classifier)

##   
## Call:  
## glm(formula = Churn ~ SeniorCitizen + Dependents + tenure + MultipleLines +   
## OnlineSecurity + OnlineBackup + TechSupport + StreamingMovies +   
## Contract + PaperlessBilling + PaymentMethod + TotalCharges +   
## MonthlyChargesBin, family = "binomial", data = telco)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.8692 -0.7025 -0.2905 0.7326 3.4256   
##   
## Coefficients:  
## Estimate Std. Error z value  
## (Intercept) -1.1584264 0.1800693 -6.433  
## SeniorCitizen1 0.2792302 0.0832956 3.352  
## DependentsYes -0.1835786 0.0805872 -2.278  
## tenure -0.0566821 0.0061309 -9.245  
## MultipleLinesYes 0.1210102 0.0800674 1.511  
## OnlineSecurityYes -0.4563750 0.0839345 -5.437  
## OnlineBackupYes -0.1935930 0.0778352 -2.487  
## TechSupportYes -0.4459391 0.0849453 -5.250  
## StreamingMoviesYes 0.1517842 0.0853702 1.778  
## ContractOne year -0.7769263 0.1060737 -7.324  
## ContractTwo year -1.5398925 0.1739701 -8.851  
## PaperlessBillingYes 0.4185645 0.0732658 5.713  
## PaymentMethodCredit card (automatic) -0.0734528 0.1131169 -0.649  
## PaymentMethodElectronic check 0.3784082 0.0933542 4.053  
## PaymentMethodMailed check -0.1491074 0.1127946 -1.322  
## TotalCharges 0.0002976 0.0000716 4.157  
## MonthlyChargesBin40 0.4602844 0.1754231 2.624  
## MonthlyChargesBin60 0.9323477 0.1735501 5.372  
## MonthlyChargesBin80 1.1741521 0.1756034 6.686  
## MonthlyChargesBin100 1.4229276 0.1942970 7.323  
## MonthlyChargesBin120 1.7837095 0.2529982 7.050  
## Pr(>|z|)   
## (Intercept) 1.25e-10 \*\*\*  
## SeniorCitizen1 0.000801 \*\*\*  
## DependentsYes 0.022726 \*   
## tenure < 2e-16 \*\*\*  
## MultipleLinesYes 0.130698   
## OnlineSecurityYes 5.41e-08 \*\*\*  
## OnlineBackupYes 0.012875 \*   
## TechSupportYes 1.52e-07 \*\*\*  
## StreamingMoviesYes 0.075412 .   
## ContractOne year 2.40e-13 \*\*\*  
## ContractTwo year < 2e-16 \*\*\*  
## PaperlessBillingYes 1.11e-08 \*\*\*  
## PaymentMethodCredit card (automatic) 0.516111   
## PaymentMethodElectronic check 5.05e-05 \*\*\*  
## PaymentMethodMailed check 0.186189   
## TotalCharges 3.22e-05 \*\*\*  
## MonthlyChargesBin40 0.008694 \*\*   
## MonthlyChargesBin60 7.78e-08 \*\*\*  
## MonthlyChargesBin80 2.29e-11 \*\*\*  
## MonthlyChargesBin100 2.42e-13 \*\*\*  
## MonthlyChargesBin120 1.79e-12 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 8150.1 on 7042 degrees of freedom  
## Residual deviance: 5927.3 on 7022 degrees of freedom  
## AIC: 5969.3  
##   
## Number of Fisher Scoring iterations: 6

# Remove the variables from the dataset  
telco1 <- telco[, c(2, 4, 5, 7, 8, 10, 12, 13, 14, 15, 16, 17, 18)]  
  
# split the dataset into training set & test set  
library(caTools)  
set.seed(123)  
split = sample.split(telco1$Churn, SplitRatio = .7)  
trainingSet <- subset(telco1, split == TRUE)  
testSet <- subset(telco1, split == FALSE)  
  
# Feature Scaling  
trainingSet[c(3,11)] = scale(trainingSet[c(3,11)])  
testSet[c(3,11)] = scale(testSet[c(3,11)])

# Fitting classifier to the Training set  
classifier <- glm(formula = Churn ~ .,  
 family = 'binomial',  
 data = trainingSet)  
summary(classifier)

##   
## Call:  
## glm(formula = Churn ~ ., family = "binomial", data = trainingSet)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.8609 -0.6868 -0.2754 0.7251 3.4307   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) -2.27568 0.21533 -10.568 < 2e-16  
## SeniorCitizen1 0.27672 0.10038 2.757 0.00584  
## DependentsYes -0.19817 0.09815 -2.019 0.04349  
## tenure -1.47296 0.18660 -7.894 2.93e-15  
## OnlineSecurityYes -0.46817 0.10187 -4.596 4.31e-06  
## OnlineBackupYes -0.22614 0.09314 -2.428 0.01518  
## TechSupportYes -0.52479 0.10338 -5.076 3.85e-07  
## StreamingMoviesYes 0.09907 0.10206 0.971 0.33166  
## ContractOne year -0.82374 0.13090 -6.293 3.12e-10  
## ContractTwo year -1.51401 0.21028 -7.200 6.03e-13  
## PaperlessBillingYes 0.42495 0.08849 4.802 1.57e-06  
## PaymentMethodCredit card (automatic) 0.01335 0.13700 0.097 0.92234  
## PaymentMethodElectronic check 0.45124 0.11363 3.971 7.15e-05  
## PaymentMethodMailed check -0.11702 0.13753 -0.851 0.39484  
## TotalCharges 0.77288 0.19814 3.901 9.59e-05  
## MonthlyChargesBin40 0.30301 0.20812 1.456 0.14541  
## MonthlyChargesBin60 0.94515 0.20159 4.688 2.75e-06  
## MonthlyChargesBin80 1.12879 0.20176 5.595 2.21e-08  
## MonthlyChargesBin100 1.44525 0.22046 6.556 5.54e-11  
## MonthlyChargesBin120 1.83800 0.28749 6.393 1.62e-10  
##   
## (Intercept) \*\*\*  
## SeniorCitizen1 \*\*   
## DependentsYes \*   
## tenure \*\*\*  
## OnlineSecurityYes \*\*\*  
## OnlineBackupYes \*   
## TechSupportYes \*\*\*  
## StreamingMoviesYes   
## ContractOne year \*\*\*  
## ContractTwo year \*\*\*  
## PaperlessBillingYes \*\*\*  
## PaymentMethodCredit card (automatic)   
## PaymentMethodElectronic check \*\*\*  
## PaymentMethodMailed check   
## TotalCharges \*\*\*  
## MonthlyChargesBin40   
## MonthlyChargesBin60 \*\*\*  
## MonthlyChargesBin80 \*\*\*  
## MonthlyChargesBin100 \*\*\*  
## MonthlyChargesBin120 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 5704.4 on 4929 degrees of freedom  
## Residual deviance: 4069.0 on 4910 degrees of freedom  
## AIC: 4109  
##   
## Number of Fisher Scoring iterations: 6

# Predicting the Test set results  
threshold = 0.5  
probPred = predict(classifier, type = 'response', newdata = testSet[-12])  
y\_Pred <- ifelse(probPred > threshold, 1, 0)  
  
  
# Confusion Matrix - simplest but relies on 1 testSet, not relevant  
confusionMatrix(table(testSet$Churn, y\_Pred))

## Confusion Matrix and Statistics  
##   
## y\_Pred  
## 0 1  
## 0 1389 163  
## 1 282 279  
##   
## Accuracy : 0.7894   
## 95% CI : (0.7714, 0.8066)  
## No Information Rate : 0.7908   
## P-Value [Acc > NIR] : 0.5762   
##   
## Kappa : 0.4208   
##   
## Mcnemar's Test P-Value : 2.222e-08   
##   
## Sensitivity : 0.8312   
## Specificity : 0.6312   
## Pos Pred Value : 0.8950   
## Neg Pred Value : 0.4973   
## Prevalence : 0.7908   
## Detection Rate : 0.6574   
## Detection Prevalence : 0.7345   
## Balanced Accuracy : 0.7312   
##   
## 'Positive' Class : 0   
##

# K-folds cross validation  
library(caret)  
set.seed(456)  
folds <- createFolds(trainingSet$Churn, k=10)  
cv <- lapply(folds, function(x) {  
 training\_fold <- trainingSet[-x, ]  
 test\_fold <- trainingSet[x, ]  
 classifier <- glm(formula = Churn ~ .,  
 family = 'binomial',  
 data = training\_fold)  
 threshold = 0.5  
 probPred = predict(classifier, type = 'response', newdata = test\_fold[-12])  
 y\_Pred <- ifelse(probPred > threshold, 1, 0)  
 cm = table(test\_fold[, 12], y\_Pred)  
 accuracy = (cm[1,1] + cm[2,2]) / (cm[1,1] + cm[2,2] + cm[1,2] + cm[2,1])  
 return(accuracy)  
})  
  
#Printing the Mean of Accuracy  
accuracy\_logistic = mean(as.numeric(cv))  
accuracydf <- NULL  
accuracydf$logistic = accuracy\_logistic  
accuracydf

## $logistic  
## [1] 0.801827

#Random Forest   
library(randomForest)  
split = sample.split(telco$Churn, SplitRatio = .7)  
trainingSet <- subset(telco, split == TRUE)  
testSet <- subset(telco, split == FALSE)  
set.seed(456)  
classifier.rf.final <- randomForest(as.factor(Churn)~., data = trainingSet,importance = TRUE,ntree = 1500)  
   
varImpPlot(classifier.rf.final)

![](data:image/png;base64,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)

names(testSet)

## [1] "gender" "SeniorCitizen" "Partner"   
## [4] "Dependents" "tenure" "MultipleLines"   
## [7] "OnlineSecurity" "OnlineBackup" "DeviceProtection"   
## [10] "TechSupport" "StreamingTV" "StreamingMovies"   
## [13] "Contract" "PaperlessBilling" "PaymentMethod"   
## [16] "TotalCharges" "Churn" "MonthlyChargesBin"

y\_Pred <- predict(classifier.rf.final, testSet[-17])  
confusionMatrix(testSet$Churn, y\_Pred)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 1401 151  
## 1 266 295  
##   
## Accuracy : 0.8027   
## 95% CI : (0.785, 0.8194)  
## No Information Rate : 0.7889   
## P-Value [Acc > NIR] : 0.06346   
##   
## Kappa : 0.4586   
##   
## Mcnemar's Test P-Value : 2.369e-08   
##   
## Sensitivity : 0.8404   
## Specificity : 0.6614   
## Pos Pred Value : 0.9027   
## Neg Pred Value : 0.5258   
## Prevalence : 0.7889   
## Detection Rate : 0.6630   
## Detection Prevalence : 0.7345   
## Balanced Accuracy : 0.7509   
##   
## 'Positive' Class : 0   
##

names(trainingSet)

## [1] "gender" "SeniorCitizen" "Partner"   
## [4] "Dependents" "tenure" "MultipleLines"   
## [7] "OnlineSecurity" "OnlineBackup" "DeviceProtection"   
## [10] "TechSupport" "StreamingTV" "StreamingMovies"   
## [13] "Contract" "PaperlessBilling" "PaymentMethod"   
## [16] "TotalCharges" "Churn" "MonthlyChargesBin"

# K-folds cross validation  
folds <- createFolds(trainingSet$Churn, k=10)  
cv <- lapply(folds, function(x) {  
 training\_fold <- trainingSet[-x, ]  
 test\_fold <- trainingSet[x, ]  
 classifier.rf.final <- randomForest(as.factor(Churn)~., data = training\_fold,importance = TRUE,ntree = 50)  
 y\_Pred <- predict(classifier.rf.final, test\_fold[-17])  
 #probPred = predict(classifier, type = 'response', newdata = test\_fold[-17])  
 #y\_Pred <- ifelse(probPred > threshold, 1, 0)  
 cm = table(test\_fold$Churn, y\_Pred)  
 accuracy = (cm[1,1] + cm[2,2]) / (cm[1,1] + cm[2,2] + cm[1,2] + cm[2,1])  
 return(accuracy)  
})  
  
#Printing the Mean of Accuracy  
accuracy\_randomforest = mean(as.numeric(cv))  
accuracydf$randomforest <- accuracy\_randomforest  
accuracydf

## $logistic  
## [1] 0.801827  
##   
## $randomforest  
## [1] 0.7829566