***Classes, Inheritance, Exceptions, Packages and Interfaces***

***Question bank***

1. ***describe the structure of java class along with the possible member***

***with example explain the uses of this keyword***

1. ***What is inheritance? Explain how inheritance is achieved in java***
2. ***with example explain the uses of this keyword***
3. ***what is method overriding explain with example***
4. ***explain abstract class and abstract function with example***
5. ***with example explain final modifier***
6. ***What is package? Explain how to create and use packages.***
7. ***With example explain How to access package from another package***
8. ***List and explain java Access Specifiers.***
9. ***What is interface?expalin with example how to create and implement interfaces***
10. ***Write a program to illustrate the interface variables***
11. ***With example explain how to implement and extends the multiple interfaces***
12. ***What is nested interface explain with example?***
13. ***What is exception list and explain the different types of exception(Exception hierarchy)***
14. ***With example explain how exception will be handled in java***
15. ***With example explain how to create user defined exception***
16. ***What is chained exception explain with example***
17. ***Write a note on i)object class***

***ii)finalize() method***

## *1 Classes in Java*

*A class is a blueprint from which individual objects are created.*

*Following is a sample of a class.*

### *Example*

*public class Dog {*

*String breed;*

*int ageC*

*String color;*

*void barking() {*

*}*

*void hungry() {*

*}*

*void sleeping() {*

*}*

*}*

*A class can contain any of the following variable types.*

* ***Local variables****− Variables defined inside methods, constructors or blocks are called local variables. The variable will be declared and initialized within the method and the variable will be destroyed when the method has completed.*
* ***Instance variables****− Instance variables are variables within a class but outside any method. These variables are initialized when the class is instantiated. Instance variables can be accessed from inside any method, constructor or blocks of that particular class.*
* ***Class variables****− Class variables are variables declared within a class, outside any method, with the static keyword.*
* *A class can have any number of methods to access the value of various kinds of methods. In the above example, barking(), hungry() and sleeping() are methods.*

***Following are some of the important topics that need to be discussed when looking into classes of the Java Language****.*

## *Constructors*

* *When discussing about classes, one of the most important sub topic would be constructors. Every class has a constructor. If we do not explicitly write a constructor for a class, the Java compiler builds a default constructor for that class.*
* *Each time a new object is created, at least one constructor will be invoked. The main rule of constructors is that they should have the same name as the class. A class can have more than one constructor.*

*Following is an example of a constructor −*

### *Example*

*public class Puppy {*

*public Puppy() {*

*}*

*public Puppy(String name) {*

*// This constructor has one parameter, name.*

*}*

*}*

## *Creating an Object*

*As mentioned previously, a class provides the blueprints for objects. So basically, an object is created from a class. In Java, the new keyword is used to create new objects.*

*There are three steps when creating an object from a class −*

* ***Declaration****− A variable declaration with a variable name with an object type.*
* ***Instantiation****− The 'new' keyword is used to create the object.*
* ***Initialization****− The 'new' keyword is followed by a call to a constructor. This call initializes the new object.*

*Following is an example of creating an object −*

### *Example*

*public class Puppy {*

*public Puppy(String name) {*

*// This constructor has one parameter, name.*

*System.out.println("Passed Name is :" + name );*

*}*

*public static void main(String []args) {*

*// Following statement would create an object myPuppy*

*Puppy myPuppy = new Puppy( "tommy" );*

*}*

*}*

*If we compile and run the above program, then it will produce the following result −*

### *Output*

*Passed Name is :tommy*

## *Accessing Instance Variables and Methods*

* *Instance variables and methods are accessed via created objects. To access an instance variable, following is the fully qualified path −*

*/\* First create an object \*/*

*ObjectReference = new Constructor();*

*/\* Now call a variable as follows \*/*

*ObjectReference.variableName;*

*/\* Now you can call a class method as follows \*/*

*ObjectReference.MethodName();*

### *Example*

*This example explains how to access instance variables and methods of a class.*

*public class Puppy {*

*int puppyAge;*

*public Puppy(String name) {*

*// This constructor has one parameter, name.*

*System.out.println("Name chosen is :" + name );*

*}*

*public void setAge( int age ) {*

*puppyAge = age;*

*}*

*public int getAge( ) {*

*System.out.println("Puppy's age is :" + puppyAge );*

*return puppyAge;*

*}*

*public static void main(String []args) {*

*/\* Object creation \*/*

*Puppy myPuppy = new Puppy( "tommy" );*

*/\* Call class method to set puppy's age \*/*

*myPuppy.setAge( 2 );*

*/\* Call another class method to get puppy's age \*/*

*myPuppy.getAge( );*

*/\* You can access instance variable as follows as well \*/*

*System.out.println("Variable Value :" + myPuppy.puppyAge );*

*}*

*}*

*If we compile and run the above program, then it will produce the following result −*

### *Output*

*Name chosen is :tommy*

*Puppy's age is :2*

*Variable Value :2*

***2 this keyword:***

* *this is a keyword in java which refers to the current instance of the class. Every constructor and all non-static methods in java have this as an implicitly parameter.*
* *Note: When n numbers of parameters are passed in a method then from JRE point of view n+1 number of parameters are passed in the method. One additional parameter is this. If this keyword is used in constructor or method then this must be the first statement.*

*Use of this keyword in java:*

*1. this can be used to differentiate between instance variable and local variable.*

*2. this can be used in constructor chaining. this() and super() must be the first statement.*

*3. this can be used to invoke current class method implicitly.*

*4. this can be used to return current instance of the class.*

*5. this can be used as a parameter in constructor call.*

*6. this can be used as a parameter in method call.*

*1. this can be used to differentiate between instance variable and local variable.*

*If local variable and instance variables are same than compiler will not be able to distinguish them.*

*Example:*

*ThisExample1.java*

|  |
| --- |
| */\*\**  *\* This program is used to show that if local variable and*  *\* instance variables are same than compiler will not be able*  *\* to distinguish them.*    *\*/*  *class Student{*  *//instance variable.*  *int rollNo;*  *String name;*    *Student(String name, int rollNo){*  *//local variable.*  *name = name;*  *rollNo = rollNo;*  *}*    *public void displayDetails(){*  *System.out.println("RollNo = " + rollNo);*  *System.out.println("name = " + name);*  *}*  *}*    *public class ThisExample1 {*  *public static void main(String args[]){*  *//creating Student class object.*  *Student stu1 = new Student("jai", 6);*  *//method call*  *stu1.displayDetails();*  *}*  *}* |

*Output:*

|  |
| --- |
| *RollNo = 0*  *name = null* |

* *If the constructor modified like below*

*Student(String name, int rollNo){*

*This. name = name;*

*This.rollNo = rollNo;*

*}*

*The output will be*

*Output:*

|  |
| --- |
| *RollNo = 6*  *name = jai* |

# *3 Java - Inheritance*

* *Inheritance can be defined as the process where one class acquires the properties (methods and fields) of another. With the use of inheritance the information is made manageable in a hierarchical order.*
* *The class which inherits the properties of other is known as subclass (derived class, child class) and the class whose properties are inherited is known as superclass (base class, parent class).*

## *extends Keyword*

* *Extends is the keyword used to inherit the properties of a class. Following is the syntax of extends keyword.*

*Syntax*

*class Super {*

*.....*

*.....*

*}*

*class Sub extends Super {*

*.....*

*.....*

*}*

* *Following is an example demonstrating Java inheritance. In this example, you can observe two classes namely Calculation and My\_Calculation.*
* *Using extends keyword, the My\_Calculation inherits the methods addition() and Subtraction() of Calculation class.*

*Example*

*class Calculation {*

*int z;*

*public void addition(int x, int y) {*

*z = x + y;*

*System.out.println("The sum of the given numbers:"+z);*

*}*

*public void Subtraction(int x, int y) {*

*z = x - y;*

*System.out.println("The difference between the given numbers:"+z);*

*}*

*}*

*public class My\_Calculation extends Calculation {*

*public void multiplication(int x, int y) {*

*z = x \* y;*

*System.out.println("The product of the given numbers:"+z);*

*}*

*public static void main(String args[]) {*

*int a = 20, b = 10;*

*My\_Calculation demo = new My\_Calculation();*

*demo.addition(a, b);*

*demo.Subtraction(a, b);*

*demo.multiplication(a, b);*

*}*

*}*

*Compile and execute the above code as shown below.*

*javac My\_Calculation.java*

*java My\_Calculation*

*After executing the program, it will produce the following result −*

*Output*

*The sum of the given numbers:30*

*The difference between the given numbers:10*

*The product of the given numbers:200*

* *In the given program, when an object to My\_Calculation class is created, a copy of the contents of the superclass is made within it. That is why, using the object of the subclass you can access the members of a superclass.*

*![Inheritance](data:image/jpeg;base64,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)*

***Storing child class object inside parent class reference***

* *The Superclass reference variable can hold the subclass object, but using that variable you can access only the members of the superclass, so to access the members of both classes it is recommended to always create reference variable to the subclass.*
* *If you consider the above program, you can instantiate the class as given below. But using the superclass reference variable ( cal in this case) you cannot call the method multiplication(), which belongs to the subclass My\_Calculation.*

*Calculation cal = new My\_Calculation();*

*demo.addition(a, b);*

*demo.Subtraction(a, b);*

***Note −*** *A subclass inherits all the members (fields, methods, and nested classes) from its superclass. Constructors are not members, so they are not inherited by subclasses, but the constructor of the superclass can be invoked from the subclass.*

## *4 The super keyword*

* *The super keyword is similar to this keyword. Following are the scenarios where the super keyword is used.*
* *It is used to differentiate the members of superclass from the members of subclass, if they have same names.*
* *It is used to invoke the superclass constructor from subclass.*

### *Differentiating the Members*

* *If a class is inheriting the properties of another class. And if the members of the superclass have the names same as the sub class, to differentiate these variables we use super keyword as shown below.*

*super.variable*

*super.method();*

### *Sample Code*

* *This section provides you a program that demonstrates the usage of the super keyword. In the given program, you have two classes namely Sub\_class and Super\_class, both have a method named display() with different implementations, and a variable named num with different values.*
* *We are invoking display() method of both classes and printing the value of the variable num of both classes. Here you can observe that we have used super keyword to differentiate the members of superclass from subclass.*

*Example*

*class Super\_class {*

*int num = 20;*

*// display method of superclass*

*public void display() {*

*System.out.println("This is the display method of superclass");*

*}*

*}*

*public class Sub\_class extends Super\_class {*

*int num = 10;*

*// display method of sub class*

*public void display() {*

*System.out.println("This is the display method of subclass");*

*}*

*public void my\_method() {*

*// Instantiating subclass*

*Sub\_class sub = new Sub\_class();*

*// Invoking the display() method of sub class*

*sub.display();*

*// Invoking the display() method of superclass*

*super.display();*

*// printing the value of variable num of subclass*

*System.out.println("value of the variable named num in sub class:"+ sub.num);*

*// printing the value of variable num of superclass*

*System.out.println("value of the variable named num in super class:"+ super.num);*

*}*

*public static void main(String args[]) {*

*Sub\_class obj = new Sub\_class();*

*obj.my\_method();*

*}*

*}*

*Output*

*This is the display method of subclass*

*This is the display method of superclass*

*value of the variable named num in sub class:10*

*value of the variable named num in super class:20*

## *Invoking Superclass Constructor*

* *If a class is inheriting the properties of another class, the subclass automatically acquires the default constructor of the superclass. But if you want to call a parameterized constructor of the superclass, you need to use the super keyword as shown below.*

*super(values);*

### *Sample Code*

* *The program given in this section demonstrates how to use the super keyword to invoke the parametrized constructor of the superclass. This program contains a superclass and a subclass, where the superclass contains a parameterized constructor which accepts a string value, and we used the super keyword to invoke the parameterized constructor of the superclass.*

*Copy and paste the following program in a file with the name Subclass.java*

*Example*

*class Superclass {*

*int age;*

*Superclass(int age) {*

*this.age = age;*

*}*

*public void getAge() {*

*System.out.println("The value of the variable named age in super class is: " +age);*

*}*

*}*

*public class Subclass extends Superclass {*

*Subclass(int age) {*

*super(age);*

*}*

*public static void main(String argd[]) {*

*Subclass s = new Subclass(24);*

*s.getAge();*

*}*

*}*

*Compile and execute the above code using the following syntax.*

*javac Subclass*

*java Subclass*

*On executing the program, you will get the following result −*

*Output*

*The value of the variable named age in super class is: 24*

# *5 Java – Overriding(dynamic method dispatch)*

* *If a class inherits a method from its superclass, then there is a chance to override the method provided that it is not marked final.*
* *The benefit of overriding is: ability to define a behavior that's specific to the subclass type, which means a subclass can implement a parent class method based on its requirement.*
* *In object-oriented terms, overriding means to override the functionality of an existing method.*

### *Example*

*Let us look at an example.*

*class Animal {*

*public void move() {*

*System.out.println("Animals can move");*

*}*

*}*

*class Dog extends Animal {*

*public void move() {*

*System.out.println("Dogs can walk and run");*

*}*

*}*

*public class TestDog {*

*public static void main(String args[]) {*

*Animal a = new Animal(); // Animal reference and object*

*Animal b = new Dog(); // Animal reference but Dog object*

*a.move(); // runs the method in Animal class*

*b.move(); // runs the method in Dog class*

*}*

*}*

*This will produce the following result −*

### *Output*

*Animals can move*

*Dogs can walk and run*

* *In the above example, you can see that even though b is a type of Animal it runs the move method in the Dog class. The reason for this is: In compile time, the check is made on the reference type. However, in the runtime, JVM figures out the object type and would run the method that belongs to that particular object.*
* *Therefore, in the above example, the program will compile properly since Animal class has the method move. Then, at the runtime, it runs the method specific for that object.*

*Consider the following example −*

### *Example*

*class Animal {*

*public void move() {*

*System.out.println("Animals can move");*

*}*

*}*

*class Dog extends Animal {*

*public void move() {*

*System.out.println("Dogs can walk and run");*

*}*

*public void bark() {*

*System.out.println("Dogs can bark");*

*}*

*}*

*public class TestDog {*

*public static void main(String args[]) {*

*Animal a = new Animal(); // Animal reference and object*

*Animal b = new Dog(); // Animal reference but Dog object*

*a.move(); // runs the method in Animal class*

*b.move(); // runs the method in Dog class*

*b.bark();*

*}*

*}*

*This will produce the following result −*

### *Output*

*TestDog.java:26: error: cannot find symbol*

*b.bark();*

*^*

*symbol: method bark()*

*location: variable b of type Animal*

*1 error*

* *This program will throw a compile time error since b's reference type Animal doesn't have a method by the name of bark.*

## *Rules for Method Overriding*

* *The argument list should be exactly the same as that of the overridden method.*
* *The return type should be the same or a subtype of the return type declared in the original overridden method in the superclass.*
* *The access level cannot be more restrictive than the overridden method's access level. For example: If the superclass method is declared public then the overriding method in the sub class cannot be either private or protected.*
* *Instance methods can be overridden only if they are inherited by the subclass.*
* *A method declared final cannot be overridden.*
* *A method declared static cannot be overridden but can be re-declared.*
* *If a method cannot be inherited, then it cannot be overridden.*
* *A subclass within the same package as the instance's superclass can override any superclass method that is not declared private or final.*
* *A subclass in a different package can only override the non-final methods declared public or protected.*
* *Constructors cannot be overridden.*

## *Using the super Keyword*

*When invoking a superclass version of an overridden method the super keyword is used.*

### *Example*

*class Animal {*

*public void move() {*

*System.out.println("Animals can move");*

*}*

*}*

*class Dog extends Animal {*

*public void move() {*

*super.move(); // invokes the super class method*

*System.out.println("Dogs can walk and run");*

*}*

*}*

*public class TestDog {*

*public static void main(String args[]) {*

*Animal b = new Dog(); // Animal reference but Dog object*

*b.move(); // runs the method in Dog class*

*}*

*}*

*This will produce the following result −*

### *Output*

*Animals can move*

*Dogs can walk and run*

# *6 Abstract Classes and function*

* *Abstraction refers to the ability to make a class abstract in OOP. An abstract class is one that cannot be instantiated. All other functionality of the class still exists, and its fields, methods, and constructors are all accessed in the same manner. You just cannot create an instance of the abstract class.*
* *If a class is abstract and cannot be instantiated, the class does not have much use unless it is subclass. This is typically how abstract classes come about during the design phase. A parent class contains the common functionality of a collection of child classes, but the parent class itself is too abstract to be used on its own.*

## *Abstract Class*

*Use the abstract keyword to declare a class abstract. The keyword appears in the class declaration somewhere before the class keyword. The following shows an example of how abstract class can be inherited and used.*

*import java.io.\*;*

*abstract class Person*

*{*

*int age;*

*string name;*

*int getAge()*

*{*

*return age;*

*}*

*}*

*class Employee extends Person*

*{*

*public static void main()*

*{*

*Employee emp = new Employee();*

*emp.age=34*

*emp.name = "Emp1";*

*System.out.println(emp.name);*

*System.out.println(emp.getAge());*

*}*

*}*

*When we compile and run the above program, we will get the following output.*

*Emp1*

*34*

## *Abstract functions*

* *Similar to classes, funtion can also be made abstract. The implementation of such function is not given in its class but should be provided in the class that inherits the class with abstract function.*
* *An abstract method is a method declared without any implementation. The methods body (implementation) is provided by the subclass. Abstract methods can never be final or strict.*
* *Any class that extends an abstract class must implement all the abstract methods of the super class, unless the subclass is also an abstract class.*
* *If a class contains one or more abstract methods, then the class must be declared abstract. An abstract class does not need to contain abstract methods.*
* *The abstract method ends with a semicolon. Example: public void sample();*

*A above example is updated with abstract function and is given below.*

*import java.io.\*;*

*abstract class Person*

*{*

*int age;*

*string name;*

*int getAge()//abstract class can hava concrete function*

*{*

*return age;*

*}*

*}*

*void print();//abstract function*

*}*

*class Employe eextends Person*

*{*

*int empID;*

*void print()//overriding abstract function*

*{*

*System.out.println(this.name);*

*System.out.println(this.age);*

*}*

*}*

*void main()*

*{*

*Employee emp = new Employee();*

*emp.age=34*

*emp.name = "Emp1";*

*System.out.println(emp.getAge());//using parent class function*

*Emp.print();//using overridden defnition*

*}*

*When we compile and run the above program, we will get the following output.*

*34*

*Emp1*

*34*

## *7 The Final Modifier*

### *Final Variables*

* *A final variable can be explicitly initialized only once. A reference variable declared final can never be reassigned to refer to an different object. However, the data within the object can be changed. So, the state of the object can be changed but not the reference.*
* *With variables, the final modifier often is used with static to make the constant a class variable.*

*Example*

*public class Test {*

*final int value = 10;*

*// The following are examples of declaring constants:*

*public static final int BOXWIDTH = 6;*

*static final String TITLE = "Manager";*

*public void changeValue() {*

*value = 12; // will give an error*

*}*

*}*

### *Final Methods*

* *A final method cannot be overridden by any subclasses. As mentioned previously, the final modifier prevents a method from being modified in a subclass.The main intention of making a method final would be that the content of the method should not be changed by any outsider.*

*Example*

*You declare methods using the final modifier in the class declaration, as in the following example −*

*public class Test {*

*public final void changeName() {*

*// body of method*

*}*

*}*

### *Final Classes*

* *The main purpose of using a class being declared as final is to prevent the class from being subclassed(inheritance). If a class is marked as final then no class can inherit any feature from the final class.*

*Example*

*public final class Test {*

*// body of class*

*}*

*Public child extends test{// error test is final cannot be extended*

*}*

# *8 Java - Packages*

* *Packages are used in Java in order to prevent naming conflicts, to control access, to make searching/locating and usage of classes, interfaces, enumerations and annotations easier, etc.*
* *A Package can be defined as a grouping of related types (classes, interfaces, enumerations and annotations ) providing access protection and namespace management.*

*Some of the existing packages in Java are −*

* *java.lang − bundles the fundamental classes*
* *java.io − classes for input , output functions are bundled in this package*
* *Programmers can define their own packages to bundle group of classes/interfaces, etc. It is a good practice to group related classes implemented by you so that a programmer can easily determine that the classes, interfaces, enumerations, and annotations are related.*
* *Since the package creates a new namespace there won't be any name conflicts with names in other packages. Using packages, it is easier to provide access control and it is also easier to locate the related classes.*

## *Creating a Package*

* *While creating a package, you should choose a name for the package and include a package statement along with that name at the top of every source file that contains the classes, interfaces, enumerations, and annotation types that you want to include in the package.*
* *The package statement should be the first line in the source file. There can be only one package statement in each source file, and it applies to all types in the file.*
* *If a package statement is not used then the class, interfaces, enumerations, and annotation types will be placed in the current default package.*
* *To compile the Java programs with package statements, you have to use -d option as shown below.*

*javac -d Destination\_folder file\_name.java*

* *Then a folder with the given package name is created in the specified destination, and the compiled class files will be placed in that folder.*

### *Example*

* *Let us look at an example that creates a package called animals. It is a good practice to use names of packages with lower case letters to avoid any conflicts with the names of classes and interfaces.*

*Following package example contains interface named animals −*

*/\* File name : Animal.java \*/*

*package animals;*

*interface Animal {*

*public void eat();*

*public void travel();*

*}*

*Now, let us implement the above interface in the same package animals −*

*package animals;*

*/\* File name : MammalInt.java \*/*

*public class MammalInt implements Animal {*

*public void eat() {*

*System.out.println("Mammal eats");*

*}*

*public void travel() {*

*System.out.println("Mammal travels");*

*}*

*public int noOfLegs() {*

*return 0;*

*}*

*public static void main(String args[]) {*

*MammalInt m = new MammalInt();*

*m.eat();*

*m.travel();*

*}*

*}*

*Now compile the java files as shown below −*

*$ javac -d . Animal.java*

*$ javac -d . MammalInt.java*

*Now a package/folder with the name animals will be created in the current directory and these class files will be placed in it as shown below.*

*You can execute the class file within the package and get the result as shown below.*

*Mammal eats*

*Mammal travels*

## *9 The import Keyword*

* *If a class wants to use another class in the same package, the package name need not be used. Classes in the same package find each other without any special syntax.*

### *Example*

* *Here, a class named Boss is added to the payroll package that already contains Employee. The Boss can then refer to the Employee class without using the payroll prefix, as demonstrated by the following Boss class.*

*package payroll;*

*public class Boss {*

*public void payEmployee(Employee e) {*

*e.mailCheck();*

*}*

*}*

* *What happens if the Employee class is not in the payroll package? The Boss class must then use one of the following techniques for referring to a class in a different package.*
* ***The fully qualified name of the class can be used.*** *For example −*

*payroll.Employee*

* ***The package can be imported using the import keyword and the wild card (\*)****. For example −*

*import payroll.\*;*

* ***The class itself can be imported using the import keyword.*** *For example −*

*import payroll.Employee;*

***Note − A class file can contain any number of import statements. The import statements must appear after the package statement and before the class declaration.***

## *Simple example of java package*

*The package keyword is used to create a package in java.*

*//save as Simple.java*

*package mypack;*

*public class Simple{*

*public static void main(String args[]){*

*System.out.println("Welcome to package");*

*}*

*}*

## *How to compile java package*

*If you are not using any IDE, you need to follow the syntax given below:*

*javac -d directory javafilename*

*For example*

*javac -d . Simple.java*

*The -d switch specifies the destination where to put the generated class file. You can use any directory name like /home (in case of Linux), d:/abc (in case of windows) etc. If you want to keep the package within the same directory, you can use . (dot).*

## *How to run java package program*

*You need to use fully qualified name e.g. mypack.Simple etc to run the class.*

|  |
| --- |
| ***To Compile:****javac -d . Simple.java* |
| ***To Run:****java mypack.Simple* |

*Output:Welcome to package*

|  |
| --- |
| *The -d is a switch that tells the compiler where to put the class file i.e. it represents destination. The . represents the current folder.* |

***10 How to access package from another package?***

*There are three ways to access the package from outside the package.*

*import package.\*;*

*import package.classname;*

*fully qualified name.*

***1) Using packagename.\****

* *If you use package.\* then all the classes and interfaces of this package will be accessible but not subpackages.*
* *The import keyword is used to make the classes and interface of another package accessible to the current package.*

*Example of package that import the packagename.\**

*//save by A.java*

*package pack;*

*public class A{*

*public void msg(){System.out.println("Hello");}*

*}*

*//save by B.java*

*package mypack;*

*import pack.\*;*

*class B{*

*public static void main(String args[]){*

*A obj = new A();*

*obj.msg();*

*}*

*}*

*Output:Hello*

*2) Using packagename.classname*

* *If you import package.classname then only declared class of this package will be accessible.*

*Example of package by import package.classname*

*//save by A.java*

*package pack;*

*public class A{*

*public void msg(){System.out.println("Hello");}*

*}*

*//save by B.java*

*package mypack;*

*import pack.A;*

*class B{*

*public static void main(String args[]){*

*A obj = new A();*

*obj.msg();*

*}*

*}*

*Output:Hello*

***3) Using fully qualified name***

* *If you use fully qualified name then only declared class of this package will be accessible. Now there is no need to import. But you need to use fully qualified name every time when you are accessing the class or interface.*
* *It is generally used when two packages have same class name e.g. java.util and java.sql packages contain Date class.*

*Example of package by import fully qualified name*

*//save by A.java*

*package pack;*

*public class A{*

*public void msg(){System.out.println("Hello");}*

*}*

*//save by B.java*

*package mypack;*

*class B{*

*public static void main(String args[]){*

*pack.A obj = new pack.A();//using fully qualified name*

*obj.msg();*

*}*

*}*

*Output:Hello*

***Note: If you import a package, subpackages will not be imported.***

* *If you import a package, all the classes and interface of that package will be imported excluding the classes and interfaces of the subpackages. Hence, you need to import the subpackage as well.*

***Note: Sequence of the program must be package then import then class.***

***11 sequence of package***

*Subpackage in java*

*Package inside the package is called the subpackage. It should be created to categorize the package further.*

*Example of Subpackage*

*package outer.inner;*

*class Simple{*

*public static void main(String args[]){*

*System.out.println("Hello subpackage");*

*}*

*}*

*To Compile: javac -d . Simple.java*

*To Run: java outer.inner.Simple*

*Output:Hello subpackage*

***12 Access Specifiers In Java***

* *Java Access Specifiers (also known as Visibility Specifiers ) regulate access to classes, fields and methods in Java.These Specifiers determine whether a field or method in a class, can be used or invoked by another method in another class or sub-class.*
* *Access Specifiers can be used to restrict access. Access Specifiers are an integral part of object-oriented programming.  
    
  Types Of Access Specifiers :  
    
  In java we have four Access Specifiers and they are listed below.  
  1. public  
  2. private  
  3. protected  
  4. default(no specifier)  
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* *Public Specifiers achieves the highest level of accessibility. Classes, methods, and fields declared as public can be accessed from any class in the Java program, whether these classes are in the same package or in another package.  
    
  Example*

*public class Demo { // public class  
public x, y, size; // public instance variables  
}*

***private specifiers :***

* *Private Specifiers achieves the lowest level of accessibility.private methods and fields can only be accessed within the same class to which the methods and fields belong.*
* *private methods and fields are not visible within subclasses and are not inherited by subclasses. So, the private access specifier is opposite to the public access specifier.*
* *Using Private Specifier we can achieve encapsulation and hide data from the outside world.  
    
  Example :*

*public class Demo { // public class  
private double x, y; // private (encapsulated) instance variables  
  
public set(int x, int y) { // setting values of private fields  
this.x = x;  
this.y = y;  
}  
  
public get() { // setting values of private fields  
return Point(x, y);  
}  
}*

***protected specifiers :***

* *Methods and fields declared as protected can only be accessed by the subclasses in other package or any class within the package of the protected members' class. The protected access specifier cannot be applied to class and interfaces.*

*public class Demo {*

*protected x, y, size;*

*}*

***default(no specifier):***

* *When you don't set access specifier for the element, it will follow the default accessibility level. There is no default specifier keyword. Classes, variables, and methods can be default accessed.*
* *Using default specifier we can access class, method, or field which belongs to same package,but not from outside this package.  
    
  Example :*

*class Demo  
{  
int i; (Default)  
}*

# *13 Java - Interfaces*

* *An interface is a reference type in Java. It is similar to class. It is a collection of abstract methods. A class implements an interface, thereby inheriting the abstract methods of the interface.*
* *Along with abstract methods, an interface may also contain constants and nested types.*
* *Writing an interface is similar to writing a class. But a class describes the attributes and behaviors of an object. And an interface contains behaviors that a class implements.*
* *Unless the class that implements the interface is abstract, all the methods of the interface need to be defined in the class.*

*An interface is similar to a class in the following ways −*

* *An interface can contain any number of methods.*
* *An interface is written in a file with a .java extension, with the name of the interface matching the name of the file.*
* *The byte code of an interface appears in a .class file.*
* *Interfaces appear in packages, and their corresponding bytecode file must be in a directory structure that matches the package name.*

*However, an interface is different from a class in several ways, including −*

* *You cannot instantiate an interface.*
* *An interface does not contain any constructors.*
* *All of the methods in an interface are abstract.*
* *An interface cannot contain instance fields. The only fields that can appear in an interface must be declared both static and final.*
* *An interface is not extended by a class; it is implemented by a class.*
* *An interface can extend multiple interfaces.*

## *Declaring Interfaces*

* *The interface keyword is used to declare an interface. Here is a simple example to declare an interface −*

### *Example*

*Following is an example of an interface −*

*/\* File name : NameOfInterface.java \*/*

*import java.lang.\*;*

*// Any number of import statements*

*public interface NameOfInterface {*

*// Any number of final, static fields*

*// Any number of abstract method declarations\*

*}*

***Interfaces have the following properties −***

* *An interface is implicitly abstract. You do not need to use the abstract keyword while declaring an interface.*
* *Each method in an interface is also implicitly abstract, so the abstract keyword is not needed.*
* *Methods in an interface are implicitly public.*

### *Example*

*/\* File name : Animal.java \*/*

*interface Animal {*

*public void eat();*

*public void travel();*

*}*

## *Implementing Interfaces*

* *When a class implements an interface, you can think of the class as signing a contract, agreeing to perform the specific behaviors of the interface. If a class does not perform all the behaviors of the interface, the class must declare itself as abstract.*
* *A class uses the implements keyword to implement an interface. The implements keyword appears in the class declaration following the extends portion of the declaration.*

### *Example*

*/\* File name : MammalInt.java \*/*

*public class MammalInt implements Animal {*

*public void eat() {*

*System.out.println("Mammal eats");*

*}*

*public void travel() {*

*System.out.println("Mammal travels");*

*}*

*public int noOfLegs() {*

*return 0;*

*}*

*public static void main(String args[]) {*

*MammalInt m = new MammalInt();*

*m.eat();*

*m.travel();*

*}*

*}*

*This will produce the following result −*

### *Output*

*Mammal eats*

*Mammal travels*

*When overriding methods defined in interfaces, there are several rules to be followed −*

* *The signature of the interface method and the same return type or subtype should be maintained when overriding the methods.*
* *An implementation class itself can be abstract and if so, interface methods need not be implemented.*

*When implementation interfaces, there are several rules −*

* *A class can implement more than one interface at a time.*
* *A class can extend only one class, but implement many interfaces.*
* *An interface can extend another interface, in a similar way as a class can extend another class.*

***Interface Instances***

* *Once a Java class implements an Java interface you can use an instance of that class as an instance of that interface. Here is an example:*

*Animal A = new MammalInt();*

*A.eat();*

*A.travel();*

* *Notice how the variable is declared to be of the interface type Animal while the object created is of type MammalInt. Java allows this because the class MammalInt implements the MyInterface interface.*
* *You can then reference instances of the MammalInt class as instances of the Animal  interface.*
* *You cannot create instances of a Java interface by itself. You must always create an instance of some class that implements the interface, and reference that instance as an instance of the interface*

## *14 Extending Interfaces*

* *An interface can extend another interface in the same way that a class can extend another class. The extends keyword is used to extend an interface, and the child interface inherits the methods of the parent interface.*

*The following Sports interface is extended by Hockey and Football interfaces.*

### *Example*

*// Filename: Sports.java*

*public interface Sports {*

*public void setHomeTeam(String name);*

*public void setVisitingTeam(String name);*

*}*

*// Filename: Football.java*

*public interface Football extends Sports {*

*public void homeTeamScored(int points);*

*public void visitingTeamScored(int points);*

*public void endOfQuarter(int quarter);*

*}*

*// Filename: Hockey.java*

*public interface Hockey extends Sports {*

*public void homeGoalScored();*

*public void visitingGoalScored();*

*public void endOfPeriod(int period);*

*public void overtimePeriod(int ot);*

*}*

* *The Hockey interface has four methods, but it inherits two from Sports; thus, a class that implements Hockey needs to implement all six methods. Similarly, a class that implements Football needs to define the three methods from Football and the two methods from Sports.*

## *Extending Multiple Interfaces*

* *A Java class can only extend one parent class. Multiple inheritance is not allowed. Interfaces are not classes, however, and an interface can extend more than one parent interface.*
* *The extends keyword is used once, and the parent interfaces are declared in a comma-separated list.*
* *For example, if the Hockey interface extended both Sports and Event, it would be declared as −*

### *Example*

*public interface Hockey extends Sports, Event*

# *15 Nested or Inner interfaces in Java*

* *An interface which is declared inside another interface or class is called nested interface. They are also known as inner*[*interface*](http://beginnersbook.com/2013/05/java-interface/)*. Since nested interface cannot be accessed directly, the main purpose of using them is to resolve the namespace by grouping related interfaces (or related interface and class) together.*
* *This way, we can only call the nested interface by using outer class or outer interface name followed by dot( . ), followed by the interface name.*

*Example: Entry interface inside Map interface is nested. Thus we access it by calling [Map.Entry](http://beginnersbook.com/2014/06/map-entry-interface-in-java/" \t "_blank).*

*Note:*

* *Nested interfaces are static by default. You don’t have to mark them static explicitly as it would be redundant.*
* *Nested interfaces declared inside class can take any access modifier, however nested interface declared inside interface is public implicitly.*

### *Example 1: Nested interface declared inside another interface*

*interface MyInterfaceA{*

*void display();*

*interface MyInterfaceB{*

*void myMethod();*

*}*

*}*

*class NestedInterfaceDemo1  implements MyInterfaceA.MyInterfaceB*

*{*

*public void myMethod(){*

*System.out.println("Nested interface method");*

*}*

*public static void main(String args[]){*

*MyInterfaceA.MyInterfaceB obj=   new NestedInterfaceDemo1();*

*obj.myMethod();*

*}*

*}*

*Output:  
Nested interface method*

### *Example 2: Nested interface declared inside a class*

*class MyClass{*

*interface MyInterfaceB{*

*void myMethod();*

*}*

*}*

*class NestedInterfaceDemo2 implements MyClass.MyInterfaceB{*

*public void myMethod(){*

*System.out.println("Nested interface method");*

*}*

*public static void main(String args[]){*

*MyClass.MyInterfaceB obj=  new NestedInterfaceDemo2();*

*obj.myMethod();*

*}*

*}*

*Output:  
Nested interface method*

# *16* [*Accessing Interface Variables in Java*](http://www.xcnotes.com/interfaces-in-java/accessing-interface-variables)

* *The variables of an interface are always declared as"final". Final variables are those variables, whose values are constants and cannot be changed.*
* *The class that implements the interface can use the variables as declared in the interface and cannot modify or changed the value of the variable.*

*interface selectcolor  
{  
int blue=4;  
int yellow=5;  
int pink=6;  
public void choose(int color);  
}  
class selectimp implements selectcolor  
{  
public void choose(int color)  
{  
switch(color)  
{  
case blue:  
   System.out.println("The color selected is blue");  
   break;  
case yellow:  
   System.out.println("The color selected is yellow");  
   break;  
case pink:  
   System.out.println("The color selected is pink");  
   break;  
}  
}  
public static void main(String aa[])  
{  
  
selectimp st=new selectimp();  
st.choose(5);  
st.choose(4);  
st.choose(6);  
}  
}*

*The color selected is yellow*

*The color selected is blue*

*The color selected is pink*

## *Explanation....*

* *In this example first  an interface selectcolor is created and the value for the integers yellow,blue, pink are set as 4,5,6. Then a method choose() which takes an integer parameter is declared.*
* *A class selectimp is created, which implements the interface selectcolor.  
  Then the method choose() of the interface selectcolor is implemented using the switch case statements.*
* *Then there is a main() which creates the object of the class selectimp and call the choose() of the selectimp class with differentparameters or arguments.*

# *17 Java - Exceptions*

* *An exception (or exceptional event) is a problem that arises during the execution of a program. When an Exception occurs the normal flow of the program is disrupted and the program/Application terminates abnormally, which is not recommended, therefore, these exceptions are to be handled.*
* *An exception can occur for many different reasons. Following are some scenarios where an exception occurs.*
* *A user has entered an invalid data.*
* *A file that needs to be opened cannot be found.*
* *A network connection has been lost in the middle of communications or the JVM has run out of memory.*
* *Some of these exceptions are caused by user error, others by programmer error, and others by physical resources that have failed in some manner*
* *Based on these, we have three categories of Exceptions. You need to understand them to know how exception handling works in Java.*
* ***Checked exceptions****− A checked exception is an exception that occurs at the compile time, these are also called as compile time exceptions. These exceptions cannot simply be ignored at the time of compilation, the programmer should take care of (handle) these exceptions.*
* *For example, if you use FileReader class in your program to read data from a file, if the file specified in its constructor doesn't exist, then a FileNotFoundException occurs, and the compiler prompts the programmer to handle the exception.*

### *Example*

*import java.io.File;*

*import java.io.FileReader;*

*public class FilenotFound\_Demo {*

*public static void main(String args[]) {*

*File file = new File("E://file.txt");*

*FileReader fr = new FileReader(file);*

*}*

*}*

*If you try to compile the above program, you will get the following exceptions.*

### *Output*

*C:\>javac FilenotFound\_Demo.java*

*FilenotFound\_Demo.java:8: error: unreported exception FileNotFoundException; must be caught or declared to be thrown*

*FileReader fr = new FileReader(file);*

*^*

*1 error*

*Note − Since the methods read() and close() of FileReader class throws IOException, you can observe that the compiler notifies to handle IOException, along with FileNotFoundException.*

* ***Unchecked exceptions****− An unchecked exception is an exception that occurs at the time of execution. These are also called as Runtime Exceptions. These include programming bugs, such as logic errors or improper use of an API. Runtime exceptions are ignored at the time of compilation.*
* *For example, if you have declared an array of size 5 in your program, and trying to call the 6th element of the array then an ArrayIndexOutOfBoundsException exception occurs.*

### *Example*

*public class Unchecked\_Demo {*

*public static void main(String args[]) {*

*int num[] = {1, 2, 3, 4};*

*System.out.println(num[5]);*

*}*

*}*

*If you compile and execute the above program, you will get the following exception.*

### *Output*

*Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 5*

*at Exceptions.Unchecked\_Demo.main(Unchecked\_Demo.java:8)*

* ***Errors****− These are not exceptions at all, but problems that arise beyond the control of the user or the programmer. Errors are typically ignored in your code because you can rarely do anything about an error. For example, if a stack overflow occurs, an error will arise. They are also ignored at the time of compilation.*

## *Exception Hierarchy*

* *All exception classes are subtypes of the java.lang.Exception class. The exception class is a subclass of the Throwable class. Other than the exception class there is another subclass called Error which is derived from the Throwable class.*
* *Errors are abnormal conditions that happen in case of severe failures, these are not handled by the Java programs. Errors are generated to indicate errors generated by the runtime environment. Example: JVM is out of memory. Normally, programs cannot recover from errors.*

*The Exception class has two main subclasses: IOException class and RuntimeException Class.*
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*Following is a list of most common checked and unchecked*[*Java's Built-in Exceptions*](https://www.tutorialspoint.com/java/java_builtin_exceptions.htm)*.*

|  |
| --- |
| ***Exception & Description*** |
| *1* | ***ArithmeticException***  *Arithmetic error, such as divide-by-zero.* |
| *2* | ***ArrayIndexOutOfBoundsException***  *Array index is out-of-bounds.* |
| *3* | ***ArrayStoreException***  *Assignment to an array element of an incompatible type.* |
| *4* | ***ClassCastException***  *Invalid cast.* |
| *5* | ***IllegalArgumentException***  *Illegal argument used to invoke a method.* |
| *6* | ***IllegalMonitorStateException***  *Illegal monitor operation, such as waiting on an unlocked thread.* |
| *7* | ***IllegalStateException***  *Environment or application is in incorrect state.* |
| *8* | ***IllegalThreadStateException***  *Requested operation not compatible with the current thread state.* |
| *9* | ***IndexOutOfBoundsException***  *Some type of index is out-of-bounds.* |
| *10* | ***NegativeArraySizeException***  *Array created with a negative size.* |
| *11* | ***NullPointerException***  *Invalid use of a null reference.* |
| *12* | ***NumberFormatException***  *Invalid conversion of a string to a numeric format.* |
| *13* | ***SecurityException***  *Attempt to violate security.* |
| *14* | ***StringIndexOutOfBounds***  *Attempt to index outside the bounds of a string.* |
| *15* | ***UnsupportedOperationException***  *An unsupported operation was encountered.* |

*Following is the list of Java Checked Exceptions Defined in java.lang.*

|  |  |
| --- | --- |
| ***Sr.No.*** | ***Exception & Description*** |
| *1* | ***ClassNotFoundException***  *Class not found.* |
| *2* | ***CloneNotSupportedException***  *Attempt to clone an object that does not implement the Cloneable interface.* |
| *3* | ***IllegalAccessException***  *Access to a class is denied.* |
| *4* | ***InstantiationException***  *Attempt to create an object of an abstract class or interface.* |
| *5* | ***InterruptedException***  *One thread has been interrupted by another thread.* |
| *6* | ***NoSuchFieldException***  *A requested field does not exist.* |
| *7* | ***NoSuchMethodException***  *A requested method does not exist.* |

## *Exceptions Methods*

*Following is the list of important methods available in the Throwable class.*

|  |  |
| --- | --- |
| *Sr.No.* | *Method & Description* |
| *1* | *public String getMessage()*  *Returns a detailed message about the exception that has occurred. This message is initialized in the Throwable constructor.* |
| *2* | *public Throwable getCause()*  *Returns the cause of the exception as represented by a Throwable object.* |
| *3* | *public String toString()*  *Returns the name of the class concatenated with the result of getMessage().* |
| *4* | *public void printStackTrace()*  *Prints the result of toString() along with the stack trace to System.err, the error output stream.* |
| *5* | *public StackTraceElement [] getStackTrace()*  *Returns an array containing each element on the stack trace. The element at index 0 represents the top of the call stack, and the last element in the array represents the method at the bottom of the call stack.* |
| *6* | *public Throwable fillInStackTrace()*  *Fills the stack trace of this Throwable object with the current stack trace, adding to any previous information in the stack trace.* |

## *18 Exception Handling IN JAVA*

## *Exceptions can be handled by using 'try-catch' block. Try block contains the code which is under observation for exceptions. The catch block contains the remedy for the exception. If any exception occurs in the try block then the control jumps to catch block.*

## *If a method doesn't handle the exception, then it is mandatory to specify the exception type in the method signature using 'throws' clause.*

## *We can explicitly throw an exception using 'throw' clause*

## *Java finally block is a block that is used to execute important code such as closing connection, stream etc. Java finally block is always executed whether exception is handled or not. Java finally block follows try or catch block.*

## 

## *try/catch*

* *A method catches an exception using a combination of the try and catch keywords. A try/catch block is placed around the code that might generate an exception.*
* *Code within a try/catch block is referred to as protected code, and the syntax for using try/catch looks like the following −*

### *Syntax*

*try {*

*// Protected code*

*}catch(ExceptionName e1) {*

*// Catch block*

*}*

* *The code which is prone to exceptions is placed in the try block. When an exception occurs, that exception occurred is handled by catch block associated with it. Every try block should be immediately followed either by a catch block or finally block.*
* *A catch statement involves declaring the type of exception you are trying to catch. If an exception occurs in protected code, the catch block (or blocks) that follows the try is checked. If the type of exception that occurred is listed in a catch block, the exception is passed to the catch block much as an argument is passed into a method parameter.*

### *Example*

*The following is an array declared with 2 elements. Then the code tries to access the 3rd element of the array which throws an exception.*

*// File Name : ExcepTest.java*

*import java.io.\*;*

*public class ExcepTest {*

*public static void main(String args[]) {*

*try {*

*int a[] = new int[2];*

*System.out.println("Access element three :" + a[3]);*

*}catch(ArrayIndexOutOfBoundsException e) {*

*System.out.println("Exception thrown :" + e);*

*}*

*System.out.println("Out of the block");*

*}*

*}*

*This will produce the following result −*

### *Output*

*Exception thrown :java.lang.ArrayIndexOutOfBoundsException: 3*

*Out of the block*

## *Multiple Catch Blocks*

*A try block can be followed by multiple catch blocks. The syntax for multiple catch blocks looks like the following −*

### *Syntax*

*try {*

*// Protected code*

*}catch(ExceptionType1 e1) {*

*// Catch block*

*}catch(ExceptionType2 e2) {*

*// Catch block*

*}catch(ExceptionType3 e3) {*

*// Catch block*

*}*

* *The previous statements demonstrate three catch blocks, but you can have any number of them after a single try. If an exception occurs in the protected code, the exception is thrown to the first catch block in the list.*
* *If the data type of the exception thrown matches ExceptionType1, it gets caught there. If not, the exception passes down to the second catch statement. This continues until the exception either is caught or falls through all catches, in which case the current method stops execution and the exception is thrown down to the previous method on the call stack.*

### *Example*

*Here is code segment showing how to use multiple try/catch statements.*

*try {*

*file = new FileInputStream(fileName);*

*x = (byte) file.read();*

*}catch(IOException i) {*

*i.printStackTrace();*

*return -1;*

*}catch(FileNotFoundException f) // Not valid! {*

*f.printStackTrace();*

*return -1;*

*}*

## *The Throws/Throw Keywords*

* *If a method does not handle a checked exception, the method must declare it using the throws keyword. The throws keyword appears at the end of a method's signature.*
* *You can throw an exception, either a newly instantiated one or an exception that you just caught, by using the throw keyword.*
* *Try to understand the difference between throws and throw keywords, throws is used to postpone the handling of a checked exception and throw is used to invoke an exception explicitly.*

*The following method declares that it throws a RemoteException −*

### *Example*

*import java.io.\*;*

*public class className {*

*public void deposit(double amount) throws RemoteException {*

*// Method implementation*

*throw new RemoteException();*

*}*

*// Remainder of class definition*

*}*

* *A method can declare that it throws more than one exception, in which case the exceptions are declared in a list separated by commas. For example, the following method declares that it throws a RemoteException and an InsufficientFundsException −*

### *Example*

*import java.io.\*;*

*public class className {*

*public void withdraw(double amount) throws RemoteException, InsufficientFundsException*

*{*

*// Method implementation*

*}*

*// Remainder of class definition*

*}*

## *The Finally Block*

* *The finally block follows a try block or a catch block. A finally block of code always executes, irrespective of occurrence of an Exception.Using a finally block allows you to run any cleanup-type statements that you want to execute, no matter what happens in the protected code.*
* *A finally block appears at the end of the catch blocks and has the following syntax −*

### *Syntax*

*try {*

*// Protected code*

*}catch(ExceptionType1 e1) {*

*// Catch block*

*}catch(ExceptionType2 e2) {*

*// Catch block*

*}catch(ExceptionType3 e3) {*

*// Catch block*

*}finally {*

*// The finally block always executes.*

*}*

### *Example*

*public class ExcepTest {*

*public static void main(String args[]) {*

*int a[] = new int[2];*

*try {*

*System.out.println("Access element three :" + a[3]);*

*}catch(ArrayIndexOutOfBoundsException e) {*

*System.out.println("Exception thrown :" + e);*

*}finally {*

*a[0] = 6;*

*System.out.println("First element value: " + a[0]);*

*System.out.println("The finally statement is executed");*

*}*

*}*

*}*

*This will produce the following result −*

### *Output*

*Exception thrown :java.lang.ArrayIndexOutOfBoundsException: 3*

*First element value: 6*

*The finally statement is executed*

*Note the following −*

* *A catch clause cannot exist without a try statement.*
* *It is not compulsory to have finally clauses whenever a try/catch block is present.*
* *The try block cannot be present without either catch clause or finally clause.*
* *Any code cannot be present in between the try, catch, finally blocks.*

## *19 User-defined Exceptions*

* *You can create your own exceptions in Java. Keep the following points in mind when writing your own exception classes −*
* *All exceptions must be a child of Throwable.*
* *If you want to write a checked exception that is automatically enforced by the Handle or Declare Rule, you need to extend the Exception class.*
* *If you want to write a runtime exception, you need to extend the RuntimeException class.*

*We can define our own Exception class as below −*

*class MyException extends Exception {*

*}*

* *You just need to extend the predefined Exception class to create your own Exception. These are considered to be checked exceptions.*
* *The following InsufficientFundsException class is a user-defined exception that extends the Exception class, making it a checked exception. An exception class is like any other class, containing useful fields and methods.*

### *Example*

*// File Name InsufficientFundsException.java*

*import java.io.\*;*

*public class InsufficientFundsException extends Exception {*

*private double amount;*

*public InsufficientFundsException(double amount) {*

*this.amount = amount;*

*}*

*public double getAmount() {*

*return amount;*

*}*

*}*

* *To demonstrate using our user-defined exception, the following CheckingAccount class contains a withdraw() method that throws an InsufficientFundsException.*

*// File Name CheckingAccount.java*

*import java.io.\*;*

*public class CheckingAccount {*

*private double balance;*

*private int number;*

*public CheckingAccount(int number) {*

*this.number = number;*

*}*

*public void deposit(double amount) {*

*balance += amount;*

*}*

*public void withdraw(double amount) throws InsufficientFundsException {*

*if(amount <= balance) {*

*balance -= amount;*

*}else {*

*double needs = amount - balance;*

*throw new InsufficientFundsException(needs);*

*}*

*}*

*public double getBalance() {*

*return balance;*

*}*

*public int getNumber() {*

*return number;*

*}*

*}*

*The following BankDemo program demonstrates invoking the deposit() and withdraw() methods of CheckingAccount.*

*// File Name BankDemo.java*

*public class BankDemo {*

*public static void main(String [] args) {*

*CheckingAccount c = new CheckingAccount(101);*

*System.out.println("Depositing $500...");*

*c.deposit(500.00);*

*try {*

*System.out.println("\nWithdrawing $100...");*

*c.withdraw(100.00);*

*System.out.println("\nWithdrawing $600...");*

*c.withdraw(600.00);*

*}catch(InsufficientFundsException e) {*

*System.out.println("Sorry, but you are short $" + e.getAmount());*

*e.printStackTrace();*

*}*

*}*

*}*

*Compile all the above three files and run BankDemo. This will produce the following result −*

### *Output*

*Depositing $500...*

*Withdrawing $100...*

*Withdrawing $600...*

*Sorry, but you are short $200.0*

*InsufficientFundsException*

*at CheckingAccount.withdraw(CheckingAccount.java:25)*

*at BankDemo.main(BankDemo.java:13)*

***20 Chained Exceptions in Java***

* *Chained Exceptions allows to relate one exception with another exception, i.e one exception describes cause of another exception.*
* *For example, consider a situation in which a method throws an ArithmeticException because of an attempt to divide by zero but the actual cause of exception was an I/O error which caused the divisor to be zero.*
* *The method will throw only ArithmeticException to the caller. So the caller would not come to know about the actual cause of exception. Chained Exception is used in such type of situations.*

***Constructors Of Throwable class Which support chained exceptions in java*** *:*

1. ***Throwable(Throwable cause)*** *:- Where cause is the exception that causes the current exception.*
2. ***Throwable(String msg, Throwable cause)*** *:- Where msg is the exception message and cause is the exception that causes the current exception.*

*Methods Of Throwable class Which support chained exceptions in java :*

1. ***getCause()*** *method :- This method returns actual cause of an exception.*
2. ***initCause(Throwable cause)*** *method :- This method sets the cause for the calling exception.*

***Example of using Chained Exception****:*

|  |
| --- |
| *// Java program to demonstrate working of chained exceptions*  *public class ExceptionHandling*  *{*  *public static void main(String[] args)*  *{*  *try*  *{*  *// Creating an exception*  *NumberFormatException ex =*  *new NumberFormatException("Exception");*    *// Setting a cause of the exception*  *ex.initCause(new NullPointerException(*  *"This is actual cause of the exception"));*    *// Throwing an exception with cause.*  *throw ex;*  *}*    *catch(NumberFormatException ex)*  *{*  *// displaying the exception*  *System.out.println(ex);*    *// Getting the actual cause of the exception*  *System.out.println(ex.getCause());*  *}*  *}*  *}* |

*Output:*

*java.lang.NumberFormatException: Exception*

*java.lang.NullPointerException: This is actual cause of the exception*

# *21 Object class in Java*

* ***Object****class is present in****java.lang****package. Every class in Java is directly or indirectly derived from the****Object****class.*
* *If a Class does not extend any other class then it is direct child class of****Object****and if extends other class then it is an indirectly derived. Therefore the Object class methods are available to all Java classes. Hence Object class acts as a root of inheritance hierarchy in any Java Program.*

***Using Object class methods***

*There are several methods in****Object****class:*

* ***toString()****: toString() provides String representation of an Object and used to convert an object to String. The default toString() method for class Object returns a string consisting of the name of the class of which the object is an instance*
* ***hashCode()****: For every object, JVM generates a unique number which is hashcode. It returns distinct integers for distinct objects. A common misconception about this method is that hashCode() method returns the address of object, which is not correct. It convert the internal address of object to an integer by using an algorithm.*
* ***equals(Object obj)****: Compares the given object to “this” object (the object on which the method is called). It gives a generic way to compare objects for equality. It is recommended to override****equals(Object obj)****method to get our own equality condition on Objects.*
* ***getClass()****: Returns the class object of “this” object and used to get actual runtime class of the object. It can also be used to get metadata of this class.*
* ***finalize()****method : This method is called just before an object is garbage collected. It is called by the*[*Garbage Collector*](http://www.geeksforgeeks.org/garbage-collection-java/)*on an object when garbage collector determines that there are no more references to the object*
* ***clone()****: It returns a new object that is exactly the same as this object. For clone() method refer*[*Clone()*](http://www.geeksforgeeks.org/clone-method-in-java-2/)
* *The remaining three methods****wait()****,****notify()******notifyAll()****are related to Concurrency.*

# *22 java.lang.Object.finalize() Method*

* *The java.lang.Object.finalize() is called by the garbage collector on an object when garbage collection determines that there are no more references to the object. A subclass overrides the finalize method to dispose of system resources or to perform other cleanup.*

## *Declaration*

*Following is the declaration for java.lang.Object.finalize() method*

*protected void finalize()*

## *Example*

*The following example shows the usage of lang.Object.finalize() method.*

*import java.util.\*;*

*public class ObjectDemo extends GregorianCalendar {*

*public static void main(String[] args) {*

*try {*

*// create a new ObjectDemo object*

*ObjectDemo cal = new ObjectDemo();*

*// print current time*

*System.out.println("" + cal.getTime());*

*// finalize cal*

***System.out.println("Finalizing...");***

***cal.finalize();***

***System.out.println("Finalized.");***

*} catch (Throwable ex) {*

*ex.printStackTrace();*

*}*

*}*

*}*

*Let us compile and run the above program, this will produce the following result −*

*Sat april 22 00:27:21 EEST 2017*

*Finalizing...*

*Finalized.*