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**JavaScript 学习笔记**

# JavaScript How To

Scripts in HTML must be inserted between **<script>** and **</script>** tags.

Scripts can be put in the **<body>** and in the **<head>** section of an HTML page.

## JavaScript in <body>

In this example, JavaScript writes into the HTML **<body>** while the page loads:

<!DOCTYPE html>

<html>

<body>

<script>

document.write("<h1>This is a heading</h1>");

document.write("<p>This is a paragraph</p>");

</script>

</body>

</html>

## JavaScript in <head> or <body>

You can place **an unlimited number of scripts** in an HTML document.

Scripts can be in the **<body>** or in the **<head>** section of HTML, and/or in both.

It is a common practice to put functions in the **<head>** section, or at the bottom of the page. This way they are all in one place and do not interfere with page content.

## External JavaScripts

Scripts can also be placed in **external files**. External files often contain code to be used by several different web pages.

External JavaScript files have the file extension **.js.**

To use an external script, point to the .js file in the "src" attribute of the <script> tag:

<!DOCTYPE html>

<html>

<body>

<script src="myScript.js"></script>

</body>

</html>

You can place the script in the <head> or <body> as you like. The script will behave as if it was located exactly where you put the <script> tag in the document.

**External scripts cannot contain <script> tags.**

# JavaScript Output

## Manipulating HTML Elements

To access an HTML element from JavaScript, you can use the **document.getElementById(id)** method.

Use the "id" attribute to identify the HTML element:

**Example**

Access the HTML element with the **specified id**, and change its content:

<!DOCTYPE html>

<html>

<body>

<h1>My First Web Page</h1>

<p id="demo">My First Paragraph</p>

<script>

document.getElementById("demo").innerHTML="My First JavaScript";

</script>

</body>

</html>

## Writing to The Document Output

The example below writes a **<p>** element directly into the HTML document output:

<!DOCTYPE html>

<html>

<body>

<h1>My First Web Page</h1>

<script>

document.write("<p>My First JavaScript</p>");

</script>

</body>

</html>

## Warning

Use document.write() only to write directly into the document output.

If you execute document.write after the document has finished loading, the entire HTML page will be overwritten:

<!DOCTYPE html>

<html>

<body>

<h1>My First Web Page</h1>

<p>My First Paragraph.</p>

<button onclick="myFunction()">Try it</button>

<script>

function myFunction()

{

document.write("Oops! The document disappeared!");

}

</script>

</body>

</html>

# JavaScript Statements

JavaScript statements are **"commands"** to the browser. The purpose of the statements is to tell the browser what to do.

This JavaScript statement tells the browser to write "Hello Dolly" inside an HTML element with id="demo":

document.getElementById("demo").innerHTML="Hello Dolly";

## JavaScript is Case Sensitive

## Break up a Code Line

You can break up a code line within a text string with a backslash. The example below will be displayed properly:

document.write("Hello \

World!");

# JavaScript Comments

* Single line comments start with //.
* Multi line comments start with /\* and end with \*/.

# JavaScript Variables

**Example**

var x=5;

var y=6;

var z=x+y;

## JavaScript Data Types

**Example**

var pi=3.14;

var name="John Doe";

var answer='Yes I am!';

## Declaring (Creating) JavaScript Variables

Creating a variable in JavaScript is most often referred to as "declaring" a variable.

You declare JavaScript variables with the **var** keyword:

var carname;

**NOTE:** It's a good programming practice to declare all the variables you will need, in one place, at the beginning of your code.

## One Statement, Many Variables

You can declare many variables in one statement. Just start the statement with var and separate the variables by comma:

var name="Doe", age=30, job="carpenter";

## Re-Declaring JavaScript Variables

If you **re-declare** a JavaScript variable, it will not lose its value:.

The value of the variable carname will still have the value "Volvo" after the execution of the following two statements:

var carname="Volvo";

var carname;

## JavaScript Arithmetic

As with algebra, you can do arithmetic with JavaScript variables, using operators like = and +:

**Example**

y=5;

x=y+2;

# JavaScript Data Types

**String, Number, Boolean, Array, Object, Null, Undefined.**

## JavaScript Has Dynamic Types

JavaScript has **dynamic types**. This means that the same variable can be used as different types:

**Example**

var x // Now x is undefined

var x = 5; // Now x is a Number

var x = "John"; // Now x is a String

## JavaScript Arrays

The following code creates an Array called cars:

var cars=new Array();

cars[0]="Saab";

cars[1]="Volvo";

cars[2]="BMW";

or (condensed array):

var cars=new Array("Saab","Volvo","BMW");

or (literal array):

**Example**

var cars=["Saab","Volvo","BMW"];

## JavaScript Objects

An object is delimited by curly braces. Inside the braces the object's properties are defined as name and value pairs **(name : value)**. The properties are separated by commas:

var person={firstname:"John", lastname:"Doe", id:5566};

The object (person) in the example above has 3 properties: firstname, lastname, and id.

You can address the object properties in two ways:

**Example**

name=person.lastname;

name=person["lastname"];

## Undefined and Null

Undefined is the value of a variable with no value.

Variables can be emptied by setting the value to null;

Example

cars=null;

person=null;

## Declaring Variable Types

When you declare a new variable, you can declare its type using the "**new**" keyword:

var carname=new String;

var x= new Number;

var y= new Boolean;

var cars= new Array;

var person= new Object;

**JavaScript variables are all objects. When you declare a variable you create a new object.**

# JavaScript Objects

"Everything" in JavaScript is an Object: a String, a Number, an Array, a Date....

In JavaScript, **an object is data, with properties and methods.**

## Properties and Methods

**Properties** are values associated with an object.

**Methods** are actions that can be performed on objects.

## Objects in JavaScript:

In JavaScript, objects are data (variables), with properties and methods.

When you declare a JavaScript variable like this:

var txt = "Hello";

You actually create a JavaScript String object. The String object has a **built-in property** called **length**. For the string above, length has the value 5. The String object also have several **built-in methods**.

## Creating JavaScript Objects

Almost "everything" in JavaScript is an object. Strings, Dates, Arrays, Functions.

You can also create your own objects.

This example creates an object called "person", and adds four properties to it:

**Example**

person=new Object();

person.firstname="John";

person.lastname="Doe";

person.age=50;

person.eyecolor="blue";

## Accessing Object Properties

The syntax for accessing the property of an object is:

objectName.propertyName

This example uses the length property of the String object to find the length of a string:

var message="Hello World!";

var x=message.length;

The value of x, after execution of the code above will be:

12

## Accessing Object Methods

You can call a method with the following syntax:

objectName.methodName()

This example uses the toUpperCase() method of the String object, to convert a text to uppercase:

var message="Hello world!";

var x=message.toUpperCase();

The value of x, after execution of the code above will be:

HELLO WORLD!

# JavaScript Functions

## JavaScript Function Syntax

function functionname()

{

some code to be executed

}

## Calling a Function with Arguments

function myFunction(var1,var2)

{

some code

}

<script>

function myFunction(name,job)

{

alert("Welcome " + name + ", the " + job);

}

</script>

## Functions With a Return Value

function myFunction()

{

var x=5;

return x;

}

## Local JavaScript Variables

## Global JavaScript Variables

## Assigning Values to Undeclared JavaScript Variables

If you assign a value to variable that has not yet been declared, **the variable will automatically be declared as a GLOBAL variable.**

This statement:

carname="Volvo";

will declare the variable carname as a global variable , even if it is executed inside a function.

# JavaScript Operators

## The + Operator Used on Strings

The + operator can also be used to add string variables or text values together.

## Adding Strings and Numbers

Adding two numbers, will return the sum, but **adding a number and a string will return a string:**

**Example**

x=5+5;

y="5"+5;

z="Hello"+5;

The result of x,y, and z will be:

10

55

Hello5

# JavaScript Comparison and Logical Operators

|  |
| --- |
|  |
| **Operator** | **Description** | **Comparing** | **Returns** | **Try it** |
| == | is equal to | x==8 | *false* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison1) |
| x==5  x==”5” | *true* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison2) |
| === | is exactly equal to (value and type) | x==="5" | *false* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison3) |
| x===5 | *true* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison4) |
| != | is not equal | x!=8 | *true* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison5) |
| !== | is not equal (neither value nor type) | x!=="5" | *true* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison6) |
| x!==5 | *false* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison7) |
| > | is greater than | x>8 | *false* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison8) |
| < | is less than | x<8 | *true* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison9) |
| >= | is greater than or equal to | x>=8 | *false* | [**Try it »**](http://www.w3schools.com/js/tryit.asp?filename=tryjs_comparison10) |
| <= | is less than or equal to | x<=8 | *true* |  |

## Logical Operators

**&&, ||, !**

## Conditional Operato

**(condition)?value1:value2**

# JavaScript If...Else Statements

**The same as C!**

# JavaScript Switch Statement

**The same as C!**

# JavaScript For Loop

## The same as C!

## The For/In Loop

**The JavaScript for/in statement loops through the properties of an object:**

**Example**

var person={fname:"John",lname:"Doe",age:25};

for (x in person)

{

txt=txt + person[x];

}

txt=JohnDoe25

## The While Loop

**The same as C!**

# JavaScript Break and Continue

The **break** statement "jumps out" of **a loop**.

The **continue** statement "jumps over" **one iteration in the loop.**

## JavaScript Labels

As you have already seen, in the chapter about the switch statement, JavaScript statements can be labeled.

To label JavaScript statements you precede the statements with a colon:

label:

statements

The break and the continue statements are the only JavaScript statements that can "jump out of" a code block.

**Syntax:**

break labelname;

continue labelname;

The continue statement (**with or without a label reference**) can only be used inside a loop.

The break statement, **without** a label reference, can only be used inside a loop or a switch.

**With a label reference, it(break) can be used to "jump out of" any JavaScript code block:**

**Example**

cars=["BMW","Volvo","Saab","Ford"];

list:

{

document.write(cars[0] + "<br>");

document.write(cars[1] + "<br>");

document.write(cars[2] + "<br>");

break list;

document.write(cars[3] + "<br>");

document.write(cars[4] + "<br>");

document.write(cars[5] + "<br>");

}

# JavaScript Errors - Throw and Try to Catch

The **try** statement lets you to test a block of code for errors.

The **catch** statement lets you handle the error.

The **throw** statement lets you create custom errors.

## Errors Will Happen!

When the JavaScript engine is executing JavaScript code, different errors can occur:

It can be syntax errors, typically coding errors or typos made by the programmer.

It can be misspelled or missing features in the language (maybe due to browser differences).

It can be errors due to wrong input, from a user, or from an Internet server.

And, of course, it can be many other unforeseeable things.

## JavaScript Throws Errors

When an error occurs, when something goes wrong, the JavaScript engine will normally stop, and generate an error message.

The technical term for this is: JavaScript will **throw** an error.

## JavaScript try and catch

The try statement allows you to define a block of code to be tested for errors while it is being executed.

The catch statement allows you to define a block of code to be executed, if an error occurs in the try block.

The JavaScript statements try and catch come **in pairs.**

**Syntax**

try

{

//Run some code here

}

catch(err)

{

//Handle errors here

}

## Examples

<!DOCTYPE html>

<html>

<head>

<script>

var txt="";

function message()

{

try

{

adddlert("Welcome guest!");

}

catch(err)

{

txt="There was an error on this page.\n\n";

txt+="Error description: " + err.message + "\n\n";

txt+="Click OK to continue.\n\n";

alert(txt);

}

}

</script>

</head>

<body>

<input type="button" value="View message" onclick="message()">

</body>

</html>

## The Throw Statement

The throw statement allows you to **create a custom error.**

The correct technical term is to create or **throw an exception.**

If you use the throw statement together with try and catch, you can control program flow and generate custom error messages.

**Syntax**

throw exception

The **exception** can be a JavaScript **String, a Number, a Boolean or an Object.**

<script>

function myFunction()

{

try

{

var x=document.getElementById("demo").value;

if(x=="") throw "empty";

if(isNaN(x)) throw "not a number";

if(x>10) throw "too high";

if(x<5) throw "too low";

}

catch(err)

{

var y=document.getElementById("mess");

y.innerHTML="Error: " + err + ".";

}

}

</script>

<h1>My First JavaScript</h1>

<p>Please input a number between 5 and 10:</p>

<input id="demo" type="text">

<button type="button" onclick="myFunction()">Test Input</button>

<p id="mess"></p>

# JavaScript Form Validation

JavaScript can be used to validate data in HTML forms before sending off the content to a server.

Form data that typically are checked by a JavaScript could be:

has the user left required fields empty?

has the user entered a valid e-mail address?

has the user entered a valid date?

has the user entered text in a numeric field?

## Required Fields

The function below checks if a field has been left empty. If the field is blank, an alert box alerts a message, the function returns false, and the form will not be submitted:

function validateForm()

{

var x=document.forms["myForm"]["fname"].value;

if (x==null || x=="")

{

alert("First name must be filled out");

return false;

}

}

<form name="myForm" action="demo\_form.asp" onsubmit="return validateForm()" method="post">

First name: <input type="text" name="fname">

<input type="submit" value="Submit">

</form>

## E-mail Validation

The function below checks if the content has the general syntax of an email.

This means that the input data must contain an @ sign and at least one dot (.). Also, the @ must not be the first character of the email address, and the last dot must be present after the @ sign, and minimum 2 characters before the end:

function validateForm()

{

var x=document.forms["myForm"]["email"].value;

var atpos=x.indexOf("@");

var dotpos=x.lastIndexOf(".");

if (atpos<1 || dotpos<atpos+2 || dotpos+2>=x.length)

{

alert("Not a valid e-mail address");

return false;

}

}

The function above could be called when a form is submitted:

**Example**

<form name="myForm" action="demo\_form.asp" onsubmit="return validateForm();" method="post">

Email: <input type="text" name="email">

<input type="submit" value="Submit">

</form>

# JavaScript HTML DOM

With the HTML DOM, JavaScript can access all the elements of an HTML document.

## The HTML DOM (Document Object Model)

When a web page is loaded, the browser creates a **D**ocument **O**bject **M**odel of the page.

The HTML DOM model is constructed as **a tree of Objects:**

![DOM HTML tree](data:image/gif;base64,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)

With a programmable object model, JavaScript gets all the power it needs to create dynamic HTML:

* JavaScript can change all the HTML elements in the page
* JavaScript can change all the HTML attributes in the page
* JavaScript can change all the CSS styles in the page
* JavaScript can react to all the events in the page

## Finding HTML Elements by Id

var x=document.getElementById("intro");

## Finding HTML Elements by Tag Name

This example finds the element with id="main", and then finds all <p> elements inside "main":

var x=document.getElementById("main");

var y=x.getElementsByTagName("p");

**y is a array!**

# JavaScript HTML DOM - Changing HTML

## Changing the HTML Output Stream

JavaScript can create dynamic HTML content:

**Date: Wed Mar 06 2013 23:30:41 GMT+0800 (中国标准时间)**

In JavaScript, **document.write()** can be used to write directly to the HTML output stream:

**Example**

<!DOCTYPE html>

<html>

<body>

<script>

document.write(Date());

</script>

</body>

</html>

**Note:** Never use **document.write()** after the document is loaded. It will overwrite the document.

## Changing HTML Content

The easiest way to modify the content of an HTML element is by using the innerHTML property.

To change the content of an HTML element, use this syntax:

document.getElementById(id).innerHTML=new HTML

**Example**

<html>

<body>

<p id="p1">Hello World!</p>

<script>

document.getElementById("p1").innerHTML="New text!";

</script>

</body>

</html>

## Changing an HTML Attribute

To change the attribute of an HTML element, use this syntax:

document.getElementById(id).attribute=new value

This example changes the src attribute of an <img> element:

**Example**

<!DOCTYPE html>

<html>

<body>

<img id="image" src="smiley.gif">

<script>

document.getElementById("image").src="landscape.jpg";

</script>

</body>

</html>

# JavaScript HTML DOM - Changing CSS

## Changing HTML Style

To change the style of an HTML element, use this syntax:

document.getElementById(id).style.property=new style

**Example**

<html>

<body>

<p id="p2">Hello World!</p>

<script>

document.getElementById("p2").style.color="blue";

</script>

<p>The paragraph above was changed by a script.</p>

</body>

</html>

This example changes the style of the HTML element with id="id1", when the user clicks a button:

<!DOCTYPE html>

<html>

<body>

<h1 id="id1">My Heading 1</h1>

<button type="button"

onclick="document.getElementById('id1').style.color='red'">

Click Me!</button>

</body>

</html>

# JavaScript HTML DOM Events

## Reacting to Events

A JavaScript can be executed when an event occurs, like when a user clicks on an HTML element.

To execute code when a user clicks on an element, add JavaScript code to an HTML event attribute:

onclick=JavaScript

**Examples of HTML events:**

* When a user clicks the mouse
* When a web page has loaded
* When an image has been loaded
* When the mouse moves over an element
* When an input field is changed
* When an HTML form is submitted
* When a user strokes a key

In this example, the content of the <h1> element is changed when a user clicks on it:

**Example**

<!DOCTYPE html>

<html>

<body>

<h1 onclick="this.innerHTML='Ooops!'">Click on this text!</h1>

</body>

</html>

In this example, a **function** is called from the event handler:

**Example**

<!DOCTYPE html>

<html>

<head>

<script>

**function changetext(id)**

**{**

**id.innerHTML="Ooops!";**

**}**

</script>

</head>

<body>

<h1 onclick="changetext(this)">Click on this text!</h1>

</body>

</html>