# 斗地主AI算法——第三章の数据处理

原文地址 ：<https://blog.csdn.net/sm9sun/article/details/70807809>

上一章我们定义了基本的数据结构，相信大家看到手牌类里面那么多出牌序列时一定会比较愤慨。。。其实一开始写的时候我也是觉得很脑残，不过后续开发证明了这样的结构还是可以的，因为只要我封装了一层数据转换，接下来所有的算法策略都只用到2个成员变量，状态数据及手牌数量。特别便于调试、管理。那么接下来就写出类成员函数的实现方法

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

//手牌数据类

**class** HandCardData

{

**public**:

    //构造函数

    HandCardData::HandCardData()

    {

    }

    //析构函数

**virtual** HandCardData::~HandCardData()

    {

    }

**public**:

      //手牌序列——无花色，值域3~17

    vector <**int**> value\_nHandCardList;

      //手牌序列——状态记录，便于一些计算，值域为该index牌对应的数量0~4

**int** value\_aHandCardList[18] = { 0 };

      //手牌序列——有花色，按照从大到小的排列  56，52：大王小王……4~0：红3黑3方3花3

    vector <**int**> color\_nHandCardList;

      //手牌个数

**int** nHandCardCount = 17 ;

      //玩家角色地位       0：地主    1：农民——地主下家   2：农民——地主上家

**int** nGameRole = -1;

      //玩家座位ID

**int** nOwnIndex = -1;

    //玩家要打出去的牌类型

    CardGroupData uctPutCardType;

    //要打出去的牌——无花色

    vector <**int**> value\_nPutCardList;

    //要打出去的牌——有花色

    vector <**int**> color\_nPutCardList;

    HandCardValue uctHandCardValue;

**public**:

    //要打出的牌序列清空

**void** ClearPutCardList();

    //手牌排序，大牌靠前

**void** SortAsList(vector <**int**> &arr);

    //出一张牌，返回操作是否合法

**bool** PutOneCard(**int** value\_nCard, **int** &clear\_nCard);

    //出一组牌，返回操作是否合法

**bool** PutCards();

    //通过有花色手牌获取无花色手牌（包含两种结构）

**void** get\_valueHandCardList();

    //初始化

**void** Init();

    //输出所有成员变量，用于测试

**void** PrintAll();

 };

void HandCardData::ClearPutCardList() 是把要出的牌打入出牌序列前清空现列表的操作，含有花色和无花色，顺便把之前出牌类型的值初始化一下

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

**void** HandCardData::ClearPutCardList()

{

    color\_nPutCardList.clear();

    value\_nPutCardList.clear();

    uctPutCardType.cgType = cgERROR;

    uctPutCardType.nCount = 0;

    uctPutCardType.nMaxCard = -1;

    uctPutCardType.nValue = 0;

**return**;

}

void HandCardData::SortAsList(vector <int> & arr )简单的排序，这个就不说了

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

/\*降序排序对比\*/

**int** cmp(**int** a, **int** b) { **return** a > b ? 1 : 0; }

**void** HandCardData::SortAsList(vector <**int**> & arr )

{

    sort(arr.begin(), arr.end(), cmp);

**return**;

}

void HandCardData::get\_valueHandCardList()根据获取的有花色手牌序列转换成无花色手牌序列

我们的花色定义是按照从大到小的排列  56，52：大王小王……4~0：红3黑3方3花3  所以花色值/4再加上最小的牌3就是我们要的无花色权值

注：2对应的值是15 A对应的值是14

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

**void** HandCardData::get\_valueHandCardList()

{

    //清零

    value\_nHandCardList.clear();

    memset(value\_aHandCardList, 0,**sizeof**(value\_aHandCardList));

**for** (vector<**int**>::iterator iter = color\_nHandCardList.begin(); iter != color\_nHandCardList.end(); iter++)

    {

        value\_nHandCardList.push\_back((\*iter / 4)+3);

        value\_aHandCardList[(\*iter / 4) + 3]++;

    }

}

void HandCardData::Init()手牌的初始化，主要用于根据获取的有花色手牌序列转换成无花色手牌序列，手牌序列排序， 计算出手牌个数。

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

**void** HandCardData::Init()

{

    //根据花色手牌获取权值手牌

    get\_valueHandCardList();

    //手牌 排序

    SortAsList(color\_nHandCardList);

    SortAsList(value\_nHandCardList);

    //当前手牌个数

    nHandCardCount = value\_nHandCardList.size();

}

void HandCardData::PrintAll()就是输出一些类成员变量，测试时使用。

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

**void** HandCardData::PrintAll()

{

    cout << "color\_nHandCardList:" << endl;

**for** (vector<**int**>::iterator iter = color\_nHandCardList.begin(); iter != color\_nHandCardList.end(); iter++)

        cout << get\_CardsName(\*iter) << (iter == color\_nHandCardList.end() - 1 ? '\n' : ',');

    cout << endl;

    /\*

    cout << "value\_nHandCardList：" << endl;

    for (vector<int>::iterator iter = value\_nHandCardList.begin(); iter != value\_nHandCardList.end(); iter++)

        cout << \*iter << (iter == value\_nHandCardList.end() - 1 ? '\n' : ',');

    cout << endl;

    cout << "value\_aHandCardList：" << endl;

    for (int i = 0; i < 18; i++)

    {

        cout << value\_aHandCardList[i] << (i == 17 ? '\n' : ',');

    }

    cout << endl;

    cout << "nHandCardCount:" << nHandCardCount << endl;

    cout << endl;

    cout << "nGameRole:" << nGameRole << endl;

    cout << endl;

    \*/

}

接下来就说出牌的函数了

bool  HandCardData::PutCards()出一组牌，返回操作是否合法

其函数实现为：遍历无花色手牌序列逐一映射到有花色手牌，然后将其加入有花色出牌数组里。说白了PutCards就是循环调用PutOneCard

![https://img-blog.csdn.net/20170426164532389](data:image/png;base64,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)

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

**bool**  HandCardData::PutCards()

{

**for** (vector<**int**>::iterator iter = value\_nPutCardList.begin(); iter != value\_nPutCardList.end(); iter++)

    {

**int** color\_nCard = -1;

**if** (PutOneCard(\*iter, color\_nCard))

        {

            color\_nPutCardList.push\_back(color\_nCard);

        }

**else**

        {

**return** **false**;

        }

    }

    nHandCardCount -= value\_nPutCardList.size();

**return** **true**;

}

重点就是出一张牌的实现方法了，bool PutOneCard(int value\_nCard, int &clear\_nCard);

这里我们需要做的事情可以分成两部分，第一部分，返回一个有花色的手牌以供PutCards加入有花色出牌序列，也就是引用的 int &clear\_nCard

第二个就是处理我们的这几个数组（value状态数组、value列表数组、color列表数组）

[cpp] [view plain](https://blog.csdn.net/sm9sun/article/details/70807809) [copy](https://blog.csdn.net/sm9sun/article/details/70807809)

**bool**  HandCardData::PutOneCard(**int** value\_nCard, **int** &color\_nCard)

{

**bool** ret = **false**;

    //value状态数组处理

    value\_aHandCardList[value\_nCard]--;

**if** (value\_aHandCardList[value\_nCard] < 0)

    {

**return** **false**;

    }

    //value列表数组处理

**for** (vector<**int**>::iterator iter = value\_nHandCardList.begin(); iter != value\_nHandCardList.end(); iter++)

    {

**if** (\*iter == value\_nCard)

        {

            value\_nHandCardList.erase(iter);

            ret = **true**;

**break**;

        }

    }

    // color列表数组处理

**int** k = (value\_nCard - 3) \* 4;      //数值转换

**for** (vector<**int**>::iterator iter = color\_nHandCardList.begin(); iter != color\_nHandCardList.end(); iter++)

    {

**for** (**int** i = k; i < k + 4; i++)

        {

**if** (\*iter == i)

            {

                color\_nCard = i;

                color\_nHandCardList.erase(iter);

**return** ret;

            }

        }

    }

**return** **false**;

}

至此，手牌类成员的数据处理函数就做完了，而全局类并没有什么需要我们处理的，因为那些都应该是我们从服务器获取的信息。

如果说这些都算是准备工作的话，那么接下来便是开始进入AI逻辑环节了，我们先从手牌权值的定义说起。

敬请关注下一章：斗地主AI算法——第四章の权值定义