## 标准SVN目录结构

Trunk ： 主干目录，此目录下的文件为基准文件  
Branches ： 用于开发的分支目录  
Tags ： 用于发布的版本目录
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***这是一个标准的布局，trunk为主开发目录，branches为分支开发目录，tags为tag存档目录（不允许修改）***  
  
  
）

## SVN的工作机制在某种程度上就像一颗正在生长的树

一颗有树干和许多分支的树  
    \* 分支从树干生长出来，并且细的分支从相对较粗的树干中长出  
    \* 一棵树可以只有树干没有分支（但是这种情况不会持续很久，随着树的成长，肯定会有分支啦，^^）  
    \* 一颗没有树干但是有很多分支的树看起来更像是地板上的一捆树枝  
    \* 如果树干患病了，最终分支也会受到影响，然后整棵树就会死亡  
    \* 如果分支患病了，你可以剪掉它，然后其他分支还会生长出来的哦！  
    \* 如果分支生长太快了，对于树干它可能会非常沉重，最后整棵树会垮塌掉  
    \* 当你感觉你的树、树干或者是分支看起来很漂亮的时候，你可以给它照张相，这样就就可以记得它在那时是多么的赞。

### Trunk

　Trunk是放置稳定代码的主要环境，就好像一个汽车工厂，负责将成品的汽车零件组装在一起。

　　以下内容将告诉你如何使用SVN trunk：

* 除非你必须处理一些容易且能迅速解决的BUG，或者你必须添加一些无关逻辑的文件（比如媒体文件：图像，视频，CSS等等），否则永远不要在trunk直接做开发
* 不要因为特殊的需求而去对先前的版本做太大的改变，如何相关的情况都意味着需要建立一个branch（如下所述）
* 不要提交一些可能破坏trunk的内容，例如从branch合并
* 如果你在某些时候偶然间破坏了trunk，bring some cake the next day (”with great responsibilities come… huge cakes”)

### Branches

一个branch就是从一个SVN仓库中的子树所作的一份普通拷贝。通常情况它的工作类似与UNIX系统上的符号链接，但是你一旦在一个SVN branch里修改了一些文件，并且这些被修改的文件从拷贝过来的源文件独立发展，就不能这么认为了。当一个branch完成了，并且认为它足够稳定的时候，它必须合并回它原来的拷贝的地方，也就是说：如果原来是从trunk中拷贝的，就应该回到trunk去，或者合并回它原来拷贝的父级branch。

　　以下内容将告诉你如何使用SVN branches：

* 如果你需要修改你的应用程序，或者为它开发一个新的特性，请从trunk中创建一个新的branch，然后基于这个新的分支进行开发
* 除非是因为必须从一个branch中创建一个新的子branch，否则新的branch必须从trunk创建
* 当你创建了一个新branch，你应当立即切换过去。如果你没有这么做，那你为什么要在最初的地方创建这个分支呢？

### Tags

从表面上看，SVN branches和SVN tags没有什么差别，但是从概念上来说，它们有许多差别。其实一个SVN tags就是上文所述的“为这棵树照张相”：一个trunk或者一个branch修订版的命名快照。

　　以下内容将告诉你如何使用SVN tags：

* 作为一个开发者，永远不要切换至、取出，或者向一个SVN tag提交任何内容：一个tag好比某种“照片”，并不是实实在在的东西，tags只可读，不可写。
* 在特殊或者需要特别注意的环境中，如：生产环境（production）、？（staging）、测试环境（testing）等等，只能从一个修复过的（fixed）tag中checkout和update，永远不要commit至一个tag。
* 对于上述提及到的环境，可以创建如下的tags：“production”，“staging”，“testing”等等。你也可以根据软件版本、项目的成熟程度来命名tag：“1.0.3”，“stable”，“latest”等等。
* 当trunk已经稳定，并且可以对外发布，也要相应地重新创建tags，然后再更新相关的环境（production, staging, etc）

### 一般工作流步骤

　假设你必须添加了一个特性至一个项目，且这个项目是受版本控制的，你差不多需要完成如下几个步骤：

1. 使用SVN checkout或者SVN switch从这个项目的trunk获得一个新的工作拷贝（branch）
2. 使用SVN切换至新的branch
3. 完成新特性的开发（当然，要做足够的测试，包括在开始编码前）
4. 一旦这个特性完成并且稳定（已提交），并经过你的同事们确认，切换至trunk
5. 合并你的分支至你的工作拷贝（trunk），并且解决一系列的冲突
6. 重新检查合并后的代码
7. 如果可能的话，麻烦你的同事对你所编写、更改的代码进行一次复查（review）
8. 提交合并后的工作拷贝至trunk
9. 如果某些部署需要特殊的环境（生成环境等等），请更新相关的tag至你刚刚提交到trunk的修订版本
10. 使用SVN update部署至相关环境

## 常用两种开发模式

### （一）Trunk作为主要的开发目录

一般的，我们的所有的开发都是基于trunk进行开发，当一个版本/release开发告一段落（开发、测试、文档、制作安装程序、打包等）结束后，代码处于冻结状态（人为规定，可以通过hook来进行管理）。此时应该基于当前冻结的代码库，打tag。当下一个版本/阶段的开发任务开始，继续在trunk进行开发。  
此时，如果发现了上一个已发行版本（Released Version）有一些bug，或者一些很急迫的功能要求，而正在开发的版本（Developing Version）无法满足时间要求，这时候就需要在上一个版本上进行修改了。应该基于发行版对应的tag，做相应的分支（branch）进行开发。  
例如，刚刚发布1.0，正在开发2.0，此时要在1.0的基础上进行bug修正。  
按照时间的顺序  
  
1.0开发完毕，代码冻结  
基于已经冻结的trunk，为release1.0打tag  
此时的目录结构为  
svn://proj/  
             +trunk/ (freeze)  
             +branches/  
             +tags/  
                     +tag\_release\_1.0　(copy from trunk)  
2.0开始开发，trunk此时为2.0的开发版  
发现1.0有bug，需要修改，基于1.0的tag做branch  
此时的目录结构为  
svn://proj/  
             +trunk/ ( dev 2.0 )  
             +branches/  
                           +dev\_1.0\_bugfix (copy from tag/release\_1.0)  
             +tags/  
                     +release\_1.0　(copy from trunk)  
在1.0 bugfix branch进行1.0 bugfix开发，在trunk进行2.0开发  
在1.0 bugfix 完成之后，基于dev\_1.0\_bugfix的branch做release等  
根据需要选择性的把dev\_1.0\_bugfix这个分支merge回trunk（什么时候进行这步操作，要根据具体情况）  
这是一种很标准的开发模式，很多的公司都是采用这种模式进行开发的。trunk永远是开发的主要目录

### （二）在每一个release的branch中进行各自的开发，trunk只做发布使用

这种开发模式当中，trunk是不承担具体开发任务的，一个版本/阶段的开发任务在开始的时候，根据已经release的版本做新的开发分支，并且基于这个分支进行开发。还是举上面的例子，这里面的时序关系是。  
  
1.0开发，做dev1.0的branch  
此时的目录结构  
svn://proj/  
             +trunk/ (不担负开发任务 )  
             +branches/  
                           +dev\_1.0 (copy from trunk)  
             +tags/  
1.0开发完成，merge dev1.0到trunk  
此时的目录结构  
svn://proj/  
             +trunk/ (merge from branch dev\_1.0)  
             +branches/  
                           +dev\_1.0 (开发任务结束，freeze)  
             +tags/  
根据trunk做1.0的tag  
此时的目录结构  
svn://proj/  
             +trunk/ (merge from branch dev\_1.0)  
             +branches/  
                           +dev\_1.0 (开发任务结束，freeze)  
             +tags/  
                     +tag\_release\_1.0 (copy from trunk)  
1.0开发，做dev2.0分支  
此时的目录结构  
svn://proj/  
             +trunk/  
             +branches/  
                           +dev\_1.0 (开发任务结束，freeze)  
                           +dev\_2.0 （进行2.0开发）  
             +tags/  
                     +tag\_release\_1.0 (copy from trunk)  
1.0有bug，直接在dev1.0的分支上修复

## 新版本的定义规则

![SVN版本控制与分支设置](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAY4AAADmCAIAAABNtvWoAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAB3RJTUUH2QUGCBca4pwbvwAAAAd0RVh0QXV0aG9yAKmuzEgAAAAMdEVYdERlc2NyaXB0aW9uABMJISMAAAAKdEVYdENvcHlyaWdodACsD8w6AAAADnRFWHRDcmVhdGlvbiB0aW1lADX3DwkAAAAJdEVYdFNvZnR3YXJlAF1w/zoAAAALdEVYdERpc2NsYWltZXIAt8C0jwAAAAh0RVh0V2FybmluZwDAG+aHAAAAB3RFWHRTb3VyY2UA9f+D6wAAAAh0RVh0Q29tbWVudAD2zJa/AAAABnRFWHRUaXRsZQCo7tInAAABAElEQVR4nO2dPY6zPBeGD5/ehRilSZFFgKYhSpsdQBOlJZo1jEIbpYEdpI1CE8EiUqSJ8E74Cv5sMARmJj/Mc1/NTMDYBszN8fHB1tI0JQAAeG/+9+oKAADAfSBVAIARAKkCAIwASBUAYARAqgAAIwBSBQAYAZAqAMAIgFQBAEYApAoAMAIgVQCAEQCpAgCMAEgVAGAEQKoAACMAUgUAGAGQKgDACIBUAQBGAKQKADACIFUAgBEAqQIAjABIFQBgBECqAAAjAFIFABgBkCoAwAiAVAEARgCkCgAwAiBVAIARAKkCAIwASBUAYARAqgAAIwBSBQAYAZAqAMAIgFQBAEYApAoABTAzIQAAAQBJREFUMAIgVQCAEQCpAgCMAEgVAGAEQKoAACMAUgXAO8M5/3kecfzzTF7Nn5YqHsw1bR5waWO80TRtE/fNI94MSd1V8L1ShqQfwiPzBo/nvGq/fTyY92mejI567zYQb1py7FnYw0j/MJFLbtTc1tzYSeJbA48oCxKOq/1sJhb3Ra76ZknHtyRSnfE3qg9eS+JbRJafpIlvFbcvSRJhJxFlKSLfT+7kFrlk3U1UpW3nhS3pL1tV/DaNtoa8LT56lr82VMmLFHEsb2CTZeMIHmyU7yhhu7GNXPLM/F3Gbxci63KLFQcpqbeJyCW3cTa1RIlvFScXb0ZjSQ02Qf8VLH9vM2nLeSMu0swAAAEASURBVKVpmqZpK9rnt/xkMzLsWrJfKDlRaEUlkC/h0VLFg7nWwgNNyXijaZqmO45ZKy0+eu5ndWMVvbv4aJq1ih6JVrVNuuM5uuIEmL247orNxtq3aDZhRMTPh9Dy9yfb6K44DwIp03jT4xnmwVx5La+/4OUA70UmIqdf0KZXd+cG82ipYvZJEmXBDqibCL+LUFBpbPDg6+JPj5XimJ5s6fBgbnoNG3drVyeR5+dGbSdgLOirUBdmn/JE/Bpayw9WT1wKuemRZ2qatiI6zgPOpuX7K3RK6evAM5uNbrYwGgW+I8w+/fThG91jdx82mUm/+3rXs7d0HdOj0NGlTSvap+niNh5p18AVAAABAElEQVRr9i93AOvEu8Nyb9tbqVdFyw9DSDPzk/sSOvns6EIa6+Whri7x0VMpVSXkhT/pZNvb2lPrLu7Wh+hOpxa8FT0HOjJx0Z3QMzVN1/X57toQnEYHxdimNXLfk+VHvi+8hU82o7a+o7oU3Ql/5fS/yeulSuoiym/G5huiuMHCnr4v03hzXNx7d7MJKW9S7ZaZpt7R0tjH8vIl7ubBl1qp7sJvl47KTl/iOuDBXJsHXLgF4rXI9xY3tbo5sidAumnNJ1dMXLvSYpvYxPkG3QkpM0tVOcm1rbWXtuZXO5FyZ6+MfsfzVvcYndZTsvwkERUn8S2r8+3Kgy/P8n2XiJg9OfZ4JgyuYQAAAQBJREFUWppiJ/YwDOrplvh1XixV8UZwEYpuaKJ4o5WdsXI45GSzWjctIkXfp8l1d1tsjTZveInqNilH0PYf7Zkw+3MmdNv4+RCKDrIucrcTv5bvL2vadqCQ6NmEjq59TZP88oSOrNyho+vXz6plE8UbTXeofPIi1zPbH2cpceKTo5eqILaJ4tYbW9m30HwdhY6uHRdFQxKaWFfzq51I5OZSmJ92M6O2Ov86bHI9Fnnz8yHMvKEtxDuH/L09yX6J3ol6QmXHUc1xsafV8/vbHQr6y9R9Vd0pIld6rYg/78cbyOqSvXma/7eP4Zajws3M+iEEOHSMEzeHhS0/iVw3KorMx1zcSCI20EEAAAEASURBVFWLckt5TsLJCcmbRya+1X/sWnVq1AitsMrHtL5XeeOluyv9aCSuNrQ3oDt7xHOttavWXOoHKn+Lb1J1nZV01EHMQrgmbnF/3ShNq+iEe3E0ZdurGmHP1jwkuuFJvL4DWOdy43dSsKlFnnnntZV3BzRN7mOzjyU5K+HNonwn8Z3+Mzcts/f+xdzEFG9Mr9Wkqmy4ylfFjG1lzvNr6LrukBiHHvBg5YQUSldhKJIDjU0tCq+8ZS/x8yGsG4dsalF4OCsqwK+1xGwyyxqFKp9+1O+xVNkaUvPrMFjKalFXnUUqu8X0RHdQq3lZJtEdz9nFlR3NKPOG8vOB2p2UPJibl0YHrNEnAAABAElEQVS8g7GNyLzXf2t1Wbwy7P31UiVYnqKmGAu3Gv3iwZdH5bVj9inxrUKMWhRFtqqq7Wwy62qBWXG3iyKISahtDxXLxEozvZaM6gValy8h10W0NYj47eIuFpnn39i2Dpnya3cnoF6zj6VFRH37pD2584apVbA+vlXCb5e6V9f02vP5OS3Nbwj36pwjvZgEm6XVgSpYqpa/NojfLpkgso/l5RhTvHOo1QXKg5Uzi1R5G9to1t1BjXdOqHat66apitF5Cq+VKh7MReeDqCmZRzmXI90hPxEvez50linWMB+f8My3ea35NZTf3pWJlvk81mxIiffh13D2eVoci1esYRiUvTR7cIhEkQAAAQBJREFUGBHx0SvNmGUf/cku3i/HitzRkJqStY4XsMlM1Tkq7/19m3sAHc1vCPfq/L26Nd8//FooE7M/ydQUNlORMpivaN9yi+PNcZG5C9sMujbHetbffGyQUTsvlarMpFeasFnMZHLnvjN771ud9vx3iI+eu6SdcBsrEy27T4ypaiPCg7l+WCZp4l86PMhCgQuDjG3iC73TeOfMJOWpxYfmmhsfPXfBgrm2iZldhph2GGG/gagY9zpm7GPZuEf8GpJ6ULTRm6z2TGbdfbehdDS/YbTX+duUFpS0qZdNmY0VnD7OwtCmGFd1XCyOG9qmiW+Fg9z//HwIv9UB/x1eKlVy44s3gl0w5P4AAAEASURBVAXO7E+3boLmF1X8ZuT7/ouc5rE8+Lr4a9te0+qbQ7I8mGv69TM92YyYfUqjmdP1sWhWoEGUSW/eM4o3JvV4gcUb8+KvDWaf0sWxy/EhV69fynaEQb9454TdvUn2sbTEIFUezE2v7RBmf7pyRGt5v421L+VTNQQ2mRF5x5gG0dH8BmbUXufvUllQ5ZbzYZYbzzyYmxSlyfJQVxoezLXjomx5JaKXfGtk7tA8Qf83Wksc89NQm3qPQDksIhrdbiR04uujJOIIjHiQcpyiMbSmHudTjZ+IIyRZmdaQr5VbBnfKGjdzilzVNml8rBpLbAytyWU1xrtUhxV1+eaXp/ltFO6w+WgHAAABAElEQVRBr7Ev6ZbIVWxeM6krJu2S9ii/8Fbk1Ein7PNJza9x4N2hxPY6f4NizK/I2fKjYos0NpcVKvwWh64FfmNAb/iH/r/Lm86soGjx92MdKtqDFToae3Zg4462ezCaD1x3BaunVRyaV3yX3Hz4FRVu6FRtq6ANvzrsPOQ+9KPP2P2/haRUaZoW8Qmql2veProv4HelSn7nv/YmvalUNeZMUcXr/Agp5rcs8zsFCMFPfVJHUVIdKN38+2InJu3XbhRa+EN+Xap+X/vGTqNtZpa34j3al59ZVa+2pzK0NE1bjIZXE2+kMV9LHgMEL4IHc92ZRb/itS9usfs72YG/zBtLFQAATJ2UZAAAAQBJREFUFLw+BBQAAO4CqQIAjABIFQBgBECqAAAjAFIFABgBkCoAwAiAVAEARgCkCgAwAiBVAIARAKkCAIwASBUAYARAqgAAIwBSBQAYAZAqAMAIgFQBAEYApAoAMAIgVQCAEQCpAgCMAEgVAGAEQKoAACMAUgUAGAGQKgDACIBUAQBGAKQKADACIFUAgBEAqQIAjABIFQBgBDxZqjjnP88jjn+eCfglfn5Hf5pDHMc/rAEYA8+2qs4rbR5w9T4ezDVtE9/LgtFRb8+kRrxpybFnYXkePVPW8+9by5ZCf5TBN4ucB1xWjztvBsZ3+dXhQRBnRwRzbcgVO696n2i8aaY06NjnSsEWT+wAAAEASURBVP1GSwCvJH0GiW8RWX6SJr7lRvm2JBF2ElGWIvL95E5ukUvW3URV2naKqvSqf+/EtcKr42o/m4nFs4rcAfXrW5/mta0ufl5cEkVJ/aoprnbiW/nmyM0OrM7u3v1pVqPIQ8zfVWQRuWS5fqTacbdF/E5LAC/jaVKVNSVRqoqHpLfsFAyUKnXaLvWJovoO5UOuephq2yO3OsFMry2/pdA8QVGnISfZ/RjK1DIt70w9P6EeLZcp35P9Ec66/QjhNBtKoTqFes0kQeo4Z+WF+1ZLAO/DS93qWdM52ezHOf2qER8fTVOTORKtapt0x3N0RZHMXlx3xWZj7Vs0mzAi4udDaPmwu1+bAAABAElEQVT7k220lcvsT5e8Y0xExG+XATU2tr1veJ+rzW8Xa3o3mbGIFkb+f3ymtU1xzIn47eKW24mIB3PpKsU7h+qSsTXkU8iFT64rD47Tvc2ELqlKYCKX3M9faFHg3fjvKaWwyYxuwm/OOetzXLzRTE+9S9cc4ZflJ2nKg4AbP22lPJibnhulW6O+x7alVLvJqZmGiIiMBc2LmjD7lOaHXENrue+unbH2fV5mmknc0+DBXD8sk5PN+DWcLTrK5sFcd0Jhg2cSkUNEZLkuhV6o1e7afJpkuhNvTM+N0q7MOSc+WdfvIw92tN4yIuLnL9M5RlHP0wJ/haFm2PdoWuuW6zb6ARmdMJTBSwAAAQBJREFUxniekeVHfntPqrPgOyW19etqqSKFw0TMxKrn3d6hU3SIWhncWb6HULjlJ9l5SbXPu7C+0nUWuWRZlnglE9+1qguodiHd7a6qCrLq/cv2XNQNCL6qkfM0qWq02cxLkoiKo3acyMdkj43lJ2nk/koDq1ett9+nq6r1M6m80P1Q+E8e41JpXnKVVmd3qRwIkSoUueRGhU89ct2okvG797NGMZTQ8BWK96TI8Z5LbDg9fPPgdbw6BJRNrplzhjJvTmenJ9455O/tSfbLWNBXywh1NtLfj+NiTyvBm6Ly+ygfi/1Hx2nZnzOn9FgRPx/CIR4Ufj6EksPnx8Sb++EAPAiCYEKSS50AAAEASURBVL6iWueLB3P9OjGIGGPixhXty26ysU0Tf3oLboutQbdbXhK/dt/PWg214yJNtwaRYRjyvuKeRK7l76vaeer7L57rT1oCeC8eLIUZ4uu1eGsX3YxycO2e2VB2oaq+VM8366DRtKLKognxnTe4cDpDy1deiTuZ9OlGtgQdVLt9309UGdXGLcWqCF3h4k4W5m5vo6o7ikNIJqaJ3KzvqTxRt6V//p2WAN6DJ8ZVCVSD3JVkdTdssQcltrceba+189XpcJIen+91Nqoe0rCjswPq1+MxT1nLVa+CMxSyKfbPhMskBMq5UsTVXRQJsxYjxyZIaRLfsqys7vkuoSG1FPu9lgBHjBEeAAABAElEQVTeg6d1AK3KdrL8tVENiLOP5eUYU7xzaPnB1AfzYOXMItU4u7GNZo7eFacQ75yQQkdvGvy6aaqiDbISbxdyI+UQX9an6NFRYPbev5ia6bVk1FJy8OVZ/tpg9unzWp0Zv12eOCRoTPKAC34+kL825J10LK+hefGTdHHUNE3T9fxqso/p9cwpPnpyJzaLYldgeuSZ8qYV7dM03U/ysPl4I6fZxPwazmazQSf1vZYA3oWnCKLwSixe46IPUwyUbNJ48ctWVRk+ONDm6O5vyjaM5Gqv2RD3yqBhNpVUsGAGPCJ6PS0vbiNoPbs/3ddIvDGy0ZP4luv2t0S/YbQmvpU781UMjlu+YQAAAQBJREFUyw0xoKPgKVaVIqSQ3y69bIR4o61of/o4Cy9k06vejcfF4rihbZr4VthtXdXrdD6E7XGO8dFzl7QTvLZVW84sJNHH3FJCFqeUJv7F7PmNGw/m5kVwHDP7089MTX67UI+wzAFkNo7uhKGj50aMeH7GennQdWfWahDyYFXGVsUb8yLaXuxjefEudWvs92o93+wOs4WRv56aHcBhWXa2BPA2PEMPRQuqiFGQPrBxI/mrEmmPIrtf8Np0ZVKYC6XZMPi1Xz+bbruxR5V+y6iqxwG0eggLi6W70KY1Vmy1rP7hGXcvb2U+Sfcjb1e9fVWtmcPVPgKeYVXxW90Lxc/X5dqgwm4grrEAAAEASURBVGhKtwYx+5T4F1P6RP5jrwga/x3io9fq+ol3zuzTZkTMPu1ppWnzryFfucSb3NUi1N3YpolPmSmotvyysXrJHVdOVZBVVx290OoAanELmeZ9P1u80bSvaZKmaRqReW/WguITx+mXtonz2IbP9HQ63fMi9qcKIDnZjHjwRUpjb/Yd26irJYB34vFq2IwpzMaXVEZT/pbufst99zUouzbaslBHq7ZcPVX06J2AC8WRrc4SscaP8abUrCrlGVS1kIMFmhexMcRWXDnVxZbjJJr7W2ssfBitLOz+terXEsBb8XipkuLR07QIj/lBaPDPLPbOrtQ3Q6CHuc+lofHIvfesDI3QU8SqAAABAElEQVT5HkR+d4qnvMOHLsRPNfWs1yumrQZDTk9qNsqhjf4fMTxopAI8Bi1N037mFwAAvIxXf1gDAAA9gFQBAEYApAoAMAIgVQCAEQCpAgCMAEgVAGAEQKoAACMAUgUAGAGQKgDACIBUAQBGAKQKADACXiRV8UaT5haJN9nsKEO3v22Jzz9BAP42r/pOWlxm4Sf/v22Jzz9BAP4wL5OqfN6QYmZ0eQrJIdvftsTnnyAAf5fXSVX7VGhDt79tic8/QQD+Kq+UqnI2RtXynIO2v22Jzz9BAP4mr5SqbMpby1LO+ztg+9uW+PwTBOCv8mJfVb7MsvhsDt3+tiU+/wQB+Lu8SqoSgxBAUAAAAQBJREFUX7AdhGdz6HZlvsoO1ENKfHJxAPyzvEaqpOcyTcvR+aHbW3JW7HlQiU8uDoB/FiwDAQAYAfiwBgAwAiBVAIARAKkCAIwASBUAYARAqgAAIwBSBQAYAZAqAMAIgFSBJ8I5v7MBADWQKvA8+HmlS3Ob8vNKFyc/BaANSBV4Gvx8CN1oa9Q2nGz245yDOeZ3/uO8mVTFG+2FL9nnl/7a830y/Hwgf21IG0LyTE2kfjV4MNfus6J9mi6OpVhBuv4ebyZV4O/CzwdafjCKN7mKxLvDMvLd4iPtxLfIjfYf8lHMPjU+XE18qzbtxMlmRMZWMNjAX+O/V1cA/CPEOycMXU5EZDpvNGYAAAEASURBVPlrg+LNcXHaGsRvm4BvP85z/fqZQmtAG7CqwDPgwZdHZE1Z/jveHBeZLjF7TSsNOgXuAKkCTyDr61nVhqqzFm/0wzKJyOxyLsWb77n04o3KB9ZYZLHuMqwOa3OhgacDqQIPhwfH6V41zBdvNO24SE82M7Zpmky/CmVQida1PQQr3qgO8Ezta5q5tCI3dPSechNvNNPLZzUspzz8hVFK8DMgVeDB8GBH68aTHm80TTsu0nRrEA/m2jzgggdd0RecLQwhj9DRBZvH9DxTIURVHISxjVwKD+dGkibx0cucaUREzP7sexx4MHCrgwfD7K3d2BjTIk23REQ8mOvOLEomnBMEMamHAAABAElEQVRjfTO1/OSuoeMuDKEWU4u8KyfqXQR4L2BVgVdgGAZl4U8r2qfp1mB0fHzc+uV2P39j4VLo7GIiykcDrOUHe2i1QB8gVeA1xJsscvNkM+LBXDMvfrKfPPaTwNmE3U3DbxeiIjBVd6iH+QaeAaQKvAAezI+LtJSpFe3T9GQzRkf990bbJBuKX8MyVoJNLSlhpk75/+dDKMaXQqfeBUgVeDqziWGftoZsWVG80TTz4idpPWD9uwiDfvHG9Mj9zGWHfSwt8r6yfTyY605YHsTsT1f22eMLnfcAUgWejLHdGnnkUmFZlcOB6clmxPp710XiOJZ+W36SLA96PkToRsKwIrP3VtbQ6AAAAQBJREFUvpULkn79zJdzzLM5etKKjIlvKYcXwZPBCCB4AZyt03Sb+ajCbG3WrSJZvNFMr/jhaZ64T9ec5gHFwCCzT6lNRJT/aVAmyDCKXzz48siNhF4f+1ha5GDs8OXAqgLPYzZh2UwJuq6XEyKow6iIiMjYDlyB98eeJTaZEXnHuNzAg5UTynEP4CVAqt6K5hcd4rcdwVvu5T3PjdmnrSHPlPCGPmtjm0auMDGN7pCf4PPENwALwQMARgCsKgDACIBUAQBGAKQKADACIFUAgBEAqQKgG6xV+BZAqsAriDd3Ah3izYDvWfosUKNI03du0fOqPR3WxnkWkCrwCoxtGrnFj0yWeMS4I6sAAAEASURBVLAJeLmYlnnxp8cBEmBJy3Y14MHKmUXpmvHajmJuUR4Ecf2QeammxeeDpYFVrvmlH5ZJurjhw5uH82ZS9a+tA/ivIYa4Hhd7WuX/ZQ/7xdHLAPb0ZNudi2XxYN77XvFglS0zwRiTzbVsblEezHXHMRvKaPn1eZbPWY2raqYnm5Fhv18s65/jzaQK/G2MbZomvuVGaZpuDWbvfSuzh7KHvXVuT8XCpSva7+kc3y+TB/MV7UvVM7bJ9Et4IxWzO3R83yORfcr8hnH2fx1IFXgyzP4kM7ds+HXWax346nOccrnSk82YbRvNtLK5FW90J5RndVnR0i3mS/fMYnYHqncC2WRiJNpHAAABAElEQVQm5wvv+kuBVIGnY6x9d8qIKL5NMw+TUgbqs7rUqUwtSY10JxQWblB88Xyy7W2hTm4kmVJXeUbjLFPdCT1T03Rdn++uVJ/MKgOO9YcDqQJPo/JFO56ja5pmOvlzr+v65txYh8Y0OyVAMrXy1bDSNI1ceTZ0Recxt7rY1BI+TM6qtRL9X7Xl5tPTekqWnyS+X5aWm3n4nvnhQKrA05BmVSh7cjnbj1IahF39JIBfQ+l3Yw51V5aW2aRZnwGTPbDJtZwmhp8PYZ8p28FPgVSBl/NTLxC/Xaol5hvUfU5ENGWMVPEJ9Vyr/4NNYW3NJoyMxTTvKfLzIcRkVk8BUgWeiNAZq5b9hQAAAQBJREFUE/xLuq7/xNnDzweqenyiwpRIE1BVFtih6mEqw0HLDqnueM4ursw3RoddnBfdHdAFfgtIFXgizD6laRJFSaMDuGbn69CeVLyZB7ymVERETRNL7gAKKTOdydZ+XzZiH4oKJr5l+WujMt/Yx/JyjCneOYRFAp8EpAo8GX7+MnXBmMmsGUbU1YsTKW2d4+Jks6ZSKWixqooaHBdpmm5tOfaBN6WTX4uisogL89KIEQWPAlIFngs/H2bV6jHGNvHJWQVckAHFMVW/sQoTT9OtkX0w8ynKhUJh2q2q0NGPi8p5z+OYl/k0HWD8doEH/WVAqsBTiXfXT2lYj9n7ZG9T8HVpt7EnQaoAAAEASURBVI2Y/ennfTFphI4Hq8NSDhRQuqpaqYcZ3Kq4qqZ08vNhlnvQeTA3KUqT5eFHXjYwAEgVeCLx5rhoxB8wRsHq+tkZJqD4yi77YKZ+FL+GNWNogHjx66HQKn5rKtV1WXi2VrRPszUtEv9i4svRZwCpAk+DB7dFuVxp5TOKN+I3ev3I5KLQKeEraNOz2qyzerlsMquFnpte6OxiIiJ+vk6rbJh9Ok1utLYZD+bacSHYdsw+Jdnyp5CrB9OIgXspkdsMEf5XSv+3yIYB08S3REdSvk8MPm8QuUTNY9qPS3xXuKeR2+cOS/Ho2WFu1Pdg8BAgVT1Lr2ZXamL5/uj2/jp4iMGJRaXZAAABAElEQVRDwTqAAIARAF8VAGAEQKoAACMAUgUAGAGQKgDACIBUgbHRe86YV08x/OryH8LLTgpSBZ5NvJEn+B24UFC80/V+MwQzvlPnLK6b1YYyTbwZMjlxa/lKsnkiFLUY8OVOdWnv1vTbCxi+bFXEV0dLgH+OyJUjOIXf9alBmyS+RZbr1iI0+5QkhIIqA0/v1DLfdvc4mcS3+kactUXuWVaPky0Ptnzf95Ns2uaucqtLIH2/LSGeauJbWeycEGebJImwMy8+SSP/ISF2byZViBf/m3QF0EqPpZ/IweU1yie/X9x4Taqs4vHrIVWNePX0/uOvroJS8BTFq7SxU7vli1o79k5diOQjsgAAAQBJREFUm4XJJUUuWX6UJM3dolQVCvWURxYdQPAEpHVjOqyqk82YvW37bjne6IdltlKgsd3Tqk/fyvvKE/HzIey1XkPxqaBTzXGV96mOnivMNyP3YxWLTeRzai2OjU1pmi4orhfcQnhVniUPbgvxEg6BB19ULNUTB6pu55fnftoGY/dyeuKqiJAqMA7ijWZSJH0nvKdVuy8oX5rLXdJK0zYx8WvofioeqbrnjKixaoS/Noh48HXxp4LsmB5Zl1txZG1JidII2RqZTCe+VeS7NYjIMIyfXQ/1Ioh94MGqnIiHB1+OU0x0WEzGFe+cxjTMr18VEVIFngy/kfTIa8fFvYVp8vkMxKNfVMgAAAEASURBVGQ8mGsr2mdTRmlNxeK3W/bPxN771uUWHD2XilJ1JywnBj0u0mwZ+m7i3WG5t23BOoxcouVHS8XZx5LEhbrinSNMKPhKZKFaObMou67lqj+5ScUaR754VURIFXgW8WYTExGzt7a9FRxG5XMzVzXxYqH2Wj9qRft0T+c4m609m4ZFeEjinXMtcmD26TS5Xvz1dlvZPKXltDWUs2HVK3FcDOvlsI9l5a3mwXEqdD1bl8qRViUsRfXHCOXxYJVJTZ77TFyy9XLjWYKqIuIdefWqiN2urGcDt/ofpn2oSf00CH7wZl6Cx7f+q2pGpRes5tzudKvLrrTEt/IBx7q/X+G4HuKgKYmJAAABAElEQVQyak59UzuJLgb6pupXtjgxYVviW/JQY/0aKQYy8iyEi9tnaPW7wKoCT6T2cNSHw+VZ8TL3z9YQJs6r3vTnlWh76LrUATS2sqs3pubcowOYrm2DiNnrHp783g9qUaFyuXvGGAle7rrpldukGfXl7ZsDenUhrdmE8UaX513l13C2pFssbhAXOHz9qoiQKjACpLir3OFbPYkNkavT7sNWOdVbF7ipO6DqqzgPm9e94Cj1+kynLOEg7/DKwcwG3Wu2NpMH869pY0p6a/rxQcdSKL+8uui8eFVESBV4Fvwail5Y0bed/X7smnrycql50WqnetsCN2wyay4y/3Nq8UzlVah3ug4VXwAAAQBJREFU0NpX9BmwhCIP5vp1mQ9GaFo+IJHlwD6mHaLz4lUR/3tUxgDUMLZpuq1+8mCuXz+bo2Kcc3Y/oGc4zD6ltrJo2+6bh7FN82MyE2pRTzDEuPk1+O1iTdc9054PIYVESZqyamu889zFlojsT5oHnK7O7FPcn2nZQtpC/ErLNSPKVkXUNNPyk62c5DeBVQUeTFtwZN2qanM8jYchxs1vFns+zFTBBUoyB6DkpeJx8HUpbChjvTzo5qVuUr3BqoiQKvBgasGRUteqxQm9/6jlUUiaeuy+DAl6Ms1VvB7mU26HB6vD8hsOonKwYrX6OizLRaLjnRMSFQv3VKW8flVESBV4P8bI5TIAAAEASURBVBodwMZXZxm5wWZ6P/MgNSKvO9aNL485H2omlPDsDkTw4JmeenubSCvXQuygMnGPi/yK0uxTWKTsa5qkaRq5nilG1b7DqoiQKvD+lMYKs0/ic5kZbEmSdMeB16Md6n3PRpezza0uPOm6UxuWbywb3R/Zra7crgpKk9dC7Aez99mqZlmEejAvlmDkwVyrVjg0tmnik6PnXvf3WBVRaYC/DISA/jt0r/b3GwcPCEgcEn+pmHbhB+cyrOSqvDshXMp5GuopLD8pRLDrqXuPVRHfXKrGt/re93j6mn2POIWk9bYC8GOwDiAAYATAVwUAGAGQKgDACIBUAQBGAKQKADACIFWSGH9uAAAAkElEQVQAgBEAqQIAjABIFQBgBECqAAAjAFIFABgBkCoAwAiAVAEARgCkCgAwAiBVAIARAKkCAIwASBUAYARAqgAAIwBSBQAYAZAqAMAIgFQBAEYApAoAMAIgVQCAEQCpAgCMAEgVAGAEQKoAACMAUgUAGAGQKgDACIBUAQBGAKQKADACIFUAgBEAqQIAjID/A2rFbFQqQBR5AAAAAElFTkSuQmCC)

**Branch的定义规则：projectname + bugName/requirement +日期（开发人员注意的）**

## 常用版本号的意义：

Alpha：是内部测试版,一般不向外部发布,会有很多Bug.一般只有测试人员使用。  
  
Beta：也是测试版，这个阶段的版本会一直加入新的功能。在Alpha版之后推出。  
  
RC：(Release　Candidate) 顾名思义么 ! 用在软件上就是候选版本。系统平台上就是发行候选版本。RC版不会再加入新的功能了，主要着重于除错。  
  
GA :General Availability,正式发布的版本，在国外都是用GA 来说明release版本的。  
  
RTM：(Release to Manufacture)是给工厂大量压片的版本，内容跟正式版是一样的，不过RTM版也有出限制、评估版的。但是和正式版本的主要程序代码都是一样的。  
  
OEM：是给计算机厂商随着计算机贩卖的，也就是随机版。只能随机器出货，不能零售。只能全新安装，不能从旧有操作系统升级。包装不像零售版精美，通常只有一面CD和说明书(授权书)。   
  
RVL：号称是正式版，其实RVL根本不是版本的名称。它是中文版/英文版文档破解出来的。   
  
EVAL：而流通在网络上的EVAL版，与“评估版”类似，功能上和零售版没有区别。   
  
RTL：Retail(零售版)是真正的正式版，正式上架零售版。在安装盘的i386文件夹里有一个eula.txt，最后有一行EULAID，就是你的 版本。比如简体中文正式版是EULAID:WX.4\_PRO\_RTL\_CN，繁体中文正式版是WX.4\_PRO\_RTL\_TW。其中：如果是WX.开头是 正式版，WB.开头是测试版。\_PRE，代表家庭版；\_PRO，代表专业版。  
  
α、β、λ常用来表示软件测试 过 程中的三个阶段，α是第一阶段，一般只供内部测试使用；β是第二个阶段，已经消除了软件中大部分的不完善之处，但仍有可能还存在缺陷和漏洞，一般只提供给 特定的用户群来测试使用；λ是第三个阶段，此时产品已经相当成熟，只需在个别地方再做进一步的优化处理即可上市发行。

## 首金版本控制规则

### POM文件统一更改（添加jar包的时候，优先保持和整体框架的一致）

### 每次大的发布之后，打包tag，然后部署到线上测试环境。

### 开发环境打的包将全部是snapshot版本，阿里测试上打的包全是release版本。开发环境打包路径是直接从trunk中打包，阿里测试环境中的发布路径是从tag中获取。每次打包都需要修改。

## 新人开发环境的搭建：

### 从trunk下面直接checkout源码：

内网：<https://192.168.20.2:10096/svn/sjwwd/sjpt/SMF/trunk>

外网：<https://1.202.226.243:10096/svn/sjwwd/sjpt/SMF/trunk>

### 然后clean，install即可直接运行（SMF、CnpaySmartSchedule父节点， maven常用使用是否有疑问）。

### 通常情况下大家开发的时候都默认连接开发环境，轻易不连接阿里测试环境数据库（即pom中默认配置环境）。

## 测试驱动开发

<http://www.infoq.com/cn/presentations/zxq-tdd/>

<http://www.ibm.com/developerworks/cn/linux/l-tdd/>

<http://baike.baidu.com/link?url=epmWhC3wuQdtAuaOoFrNL45l20qMZDCiK8YYRvey5Cub2fwyeJ4dDf4CSa4iSvkJFFwZBGw60ZYODLTtC49Sja>

http://www.csdn.net/article/2013-03-18/2814535-unit-tests

### Tomcat源码参考（测试目录和开发目录一致，只是测试类名多了一个Test）。

### 单元测试常用框架及规范（Junit，EasyMock）

#### 测试类命名是java文件名称+Test

@RunWith(SpringJUnit4ClassRunner.**class**)

"transactionManager", defaultRollback = **true**)

**public** **class** CmbcServiceImplTest {}

#### 测试方法名是：test +　待测试方法名

@Test

public void testPayment() throws Exception {

P2pT000016 vo = new P2pT000016();

vo.setBusinCode("102");

vo.setPayFundAcc("9595100003086016");// 付款人账户

vo.setPrdCode("JKSQ201903290004DK");

vo.setAmt("20.3");

vo.setCurrType("156");

vo.setSubCode("007");

vo.setSummary("执行多余的逾期管理费打给平台 操作");

TransInput ti = new TransInput("E012016010400527", "9595100003086016", vo.getTcode(), "1181550");

ti.setReserve2("JY201604011903380020trade11");

vo.setTransInput(ti);

Object sendCmbc = httpUtils.sendCmbc(vo);

System.out.println(sendCmbc);

}

### 那些类及方法需要写单元测试

### 私有方法写单元测试(TOPIC)

#### 测试中的bad smell

● 一个方法中有太多test case——被测试的方法做了太多事情。

● 太多的setup/teardown——表示被测试类的耦合性太高。

● 改变一个地方，多处测试受影响——也许是测试的设计问题，也许是实现代码中有过多依赖。

● 测试上下文中有太多依赖——设计中的耦合性太高。

● 测试运行速度缓慢——表示你的单元测试也许在使用外部系统，例如网络、数据库、文件系统等等。通常也意味着被测试类有过多的职责。

为了测试的目的，把成员变量或者方法的访问权限变成protected或者public——可能是因为测试代码跟被测试的代码耦合太高，也可能是本来私有的东西有太多行为，这种情况下应该考虑把它抽出来作为独立的对象。

#### 怎么为私有方法写单元测试？这个难题由来已久了。

有人会选择跳过私有方法，有人会选择去掉private限定符；跳过私有方法自然不是良策，但提升访问权限也会破坏封装，在Naresh Jain看来也算得上是bad smell，那怎么解决才好？

#### 应该为私有方法添加测试么？

在成功的用了TDD或者测试驱动重构（Test-Driven Refactoring）以后，你的代码中就不会出现针对私有方法的测试。

如果你用TDD编写全新的代码，在没有测试之前是没有功能的。私有方法是到了重构那一步的最后才会出现。把代码转移到私有方法中的这个过程，已经被先前写过的测试覆盖到了。所以，如果你成功了用了TDD，代码中就不会出现针对私有方法的测试。

如果你在改善遗留代码，你就该使用测试驱动重构。这样的话，可能会临时针对私有方法写一些测试。但是，随着测试覆盖率的增加，那些public方法的测试会覆盖到所有的路径，也包括了私有方法的调用。所以，你也不再需要测试私有方法。

#### 如果真有需要测试私有方法，则可以使用反射

@SuppressWarnings("deprecation")

@Test

public void test1() throws Exception {

CmbcServiceImpl serviceImpl = new CmbcServiceImpl();

Class class1 = serviceImpl.getClass();

try {

Method getDateWeeHours = class1.getDeclaredMethod("getDateWeeHours");

getDateWeeHours.setAccessible(true);//设为可见

Date result = (Date)getDateWeeHours.invoke(serviceImpl);

// Assert.assertEquals(expect, result);

System.out.println(result);

} catch (Exception e) {

e.printStackTrace();

}

}

### 测试是针对函数写测试用例吗？如果定义单元测试粒度。

### 测试覆盖率（TOPIC）

覆盖率是度量测试完整性的一个手段，是测试有效性的一个度量； 测试覆盖是由测试需求和[测试用例](http://baike.baidu.com/view/106882.htm)的覆盖或已执行代码的覆盖表示的。

简而言之，测试覆盖是就需求（基于需求的）或代码的设计/实施标准（基于代码的）而言的完全程度的任意评测，如[用例](http://baike.baidu.com/view/706238.htm)的核实（基于需求的）或所有代码行的执行（基于代码的）

# [EasyMock的使用](http://www.cnblogs.com/zhongjinbin/archive/2012/01/31/2333747.html)

### 1. EasyMock介绍

Mock 方法是单元测试中常见的一种技术，它的主要作用是模拟一些在应用中不容易构造或者比较复杂的对象，从而把测试与测试边界以外的对象隔离开。同时也可以当调用别人的模块，而该模块又没有实现时（只提供接口），我们可以在独立的环境中测试自己的模块逻辑。

### 2.使用前的准备

*下载所需的jar包：easymock-3.0.jar（或以上版本），junit-4.4.jar，cglib-nodep-2.1\_3.jar*

### 3.使用方法较简单。主要有以下步骤：

*\*•使用 EasyMock 生成 Mock 对象；  
 \*•设定 Mock 对象的预期行为和输出；  
 \*•将 Mock 对象切换到 Replay 状态；  
 \*•调用 Mock 对象方法进行单元测试；  
 \*•对 Mock 对象的行为进行验证。*