The Game Of Life

🏗A játék építése Windows és Linux-os rendszerekre:

* Követelmények
  + [cmake](https://cmake.org/)
  + Ha Linuxon [make](https://www.gnu.org/software/make/)
  + Ha Windowson akkor [Visual Studio](https://visualstudio.microsoft.com/)
* A program építése és futtatása
  + Linux
    1. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAAoCAYAAAABk/85AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOtSURBVGhD7ZpfSFNRHMe/27Q/llnByqCFQpLgQygsMKq3mvagMRi99SQhLhmIr0LQYzJaphT13MtosAXioKcS9mA4qAQDQWOC5h76Y9kfNTu/7dztbnm7527Oex/OB87uPecez9z3e87vdy/32LYYkJiGnR8lJiENMBlpgMlIA0xGGmAy0gCTkQaYjOHngF+/17G+voGNzU3IRwgmoM2GKocD1dVV2LunmreKI2zA5uYfrP34mRFesj1kRM3+fXA4xAOLkAEk/ur3NTnjBaAVUXugRtgEoV4086X4YpBOpJcougZQzJdhxxikF+kmgq4BlHAlxhHVTdcAOftLQ1Q3+xt+ooXlYv9yDL2Np/EgyesWRVQ3u3i6kFQCsXslScWwXz56HHVU7r7mTZLdxD4cfYbnVK418aYSSY6hgcVmpfTG0vxCGlE/1ZOZo3ItHfNn+44UBfOicRoaxzDNL2kxPcL7+mPs2/Lk2nmxYt6wn714AZeoNNXxJuNkxPQGMRiZw8J8ttxBGNFl3oExEfAh1TOHqZAHE/HbGPrQg4XIABB8ku9HCXayPTfGwnwCoatBeIuEVUMie4MehBKs/2gXnJnWrOle9j/kxkoE8c5rPRPKzwFMtKFAHB2hBG618jaGs6sP3fW8QjAhryvXx4FOn6qzQn0XHvar25047/Gw/otI8ZY8XOTgACLzo4XflQwjMM7a1WOxsW8yv4cnreVA+QYsLWICHnSey849TZpdfHYSLXCpBVNRHDbczNztGPa2M5Fp5vehjbcppFMz7JOtHNU4VNgiBWZTmqvJDCx1F1QQTnjooJC1HYMRCk9xBNq1cgStjPw4uZILU9agfANOnEQH4kgt8XrJpJGaZYeBnsJwookT3aNhDNJML8oRTlcL+5xBSpWDrIr94wo/KxUltnr9BUk3HRsrqOvjhKuZHVQhgpK7VgjK0opbLLl2sHjvVpvQ6tNZHSXAn8AbGgt/Z7nY7z+K4OWrF3gcfcubjNPWT6EC7Afn4+0QfIIzOU9bP5vRJCYfwx33YIrulP4HJW7qk/k7RXBaHfwOio+llJLvgjK5buexuc8c23q/cgpX7j1F+Ma/zwKfvqzyM4lRjtTV8jNtdN+Iff76Tb6MKQF6M3b40EFe00Y3CdN7TolxRHXTNYDe9kuMI6qbrgG01UKuAmOQXqJbVISeA2irBcU0iT6kE+klitwXtINUbF+QGrkzrpBd2xknqQzia0VSEaQBJiMNMBlpgKkAfwEdo5Qxga8F1wAAAABJRU5ErkJggg==)
    2. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAApCAYAAACBZ/9xAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMKSURBVGhD7ZnPaxpBFMe/atIfadO0h0AKCTHQnHKy0MNeelU82CL12lMooTYI0muhkGNFkMQSWi89CwEtGPMXCE0xh+ZUAklQSMBDf6RNfyQ2nbc+f6GrY6Mla+YDy76ZHcZ5333zZnlaTgRQwMr3c48SglFCMEoIRgnBKCEYJQSjhGCkP6h+/T7C0dExjotFnMVvMIvFggGbDYODA7h4YZB75WkrRLH4B4c/fuoCmAUSZOjyJdhs8gHfUggS4eD74ZmMgHZQhAxfGZIWo+UoigQzikDQumn9shgKQTnBTNuhGbR+8kMGQyEoMfYDsn4YCmH2aCgj64ehEP8zNxSSftinXiLL7W4i60fLZHmeUEIw1pEX79k831jf3p9msxM2sDR1C0sbpbtdt4HsYsmeSxZ4HFFAwl/qL1/1z5tRnbf1XH4k9vnRKbHenR5hs3NC3hgmMltYCQKbMT9eTWawHnEiHYhXEl928TnwbAs723yJwemApgvXHBLBh5A7jHUxftkzWtOvYdWZqZlrBgGtO2KcLkcEZ3FvrGSmUzN4VFl0ldvz0coYHYeGp+K2mWsSFftJzJEIwTh2oh7UzlZIxnRxFmp/w+FDxL2G1XftIqw9pxLCNTnOlsA9jgk269Cdqw1n4Sg/qicMryaihSJh3sF9VXK7a0AqiDt1c2kIpMRL2M3zqH+nt6cGiUDO0Rsuh/N2XI+IRoJYyYThImcXDfYNb5fqXHw1Ea5TeivEXh5pOBHxSS50zINlSjhhX0NCnZh0iojII8ftbtNbIW6Ow4U15Pa4XU6E3GqK4zEnXK1OjFHPrIgksX38SXF2dB/r68QHNnuAeMMLwqmQt5ofRPyLBMfPDRj1RPWTiMSwV7aJA09oWzXkie6cGpYHbz6exB82fkt8+nLAlvm5MTLMljGGFarPX7+ZtihTC1Wqrl+7yi1jDHME1f36AVk/DIWganA/IOuHoRBUEjd7VND6ZUv7LY9PKonTHjMjtG5avyzqfw1G/dPFSAvR78jHTp+jhGCUEIwSQgf4C9P2UlRbNKkrAAAAAElFTkSuQmCC)
    3. ![](data:image/png;base64,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)
  + Windows
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    2. Nyisd meg a projectet.
    3. Solution Explorer -> Configure Startup Projects -> Single startup project: The Game Of Life
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🕹 A játék menete

* Amikor megjelent a terminál ablak akkor mehet a játék.
* A program egy Title kiírás után a program megkérdezi, hogy játékot létrehozni vagy betölteni szeretne, vagy kilépni a programból.
  + Új játékmenet kiválasztásakor
    - A program megkérdezi a mentés nevét és a játék méretét is.
    - Utána a játék kinyomtatja a kezdetleges játékmezőt
  + Játék betöltésekor
    - A program kifogja írni a játékosnak az összes mentését.
    - A felhasználó ki fogja tudni választani a mentést és ez megmutatja a játékmezőn is.
* A Játék
  + A következő lépés gombbal. A következő lépést kifogja számolni is kifogja írni a kiejtőre.
  + A játékos kifogja tudni választani egy cursor segítségével, hogy melyik cellát szeretné megölni vagy életre kelteni.
  + Random gombbal a felhasználó randomizálni fogja tudni a játék összes celláját.
  + A törlés gombbal a felhasználó törölni fogja tudni az egész játékmezőt.
  + Mentés gombbal a felhasználó menteni fogja tudni az adott mentését.
  + Vissza gombbal: ha még a felhasználó nem mentette el a játékot ezt megfogja kérdezni, és visszamegy a fő menübe.
  + Kilépésnél: ha még a felhasználó nem mentette el a játékot ezt megfogja kérdezni, és kilép az egész programból.

👨‍💻 A játék háttere.

src/game/CharLogicHandler.c

* char \* CpyStr(char \* str)
  + Malloc -ot használ.
  + Lefogja másolni az adott Stringet egy új memória területre.

src/game/FileHandler.c

* char \* MakePath(char \* str, bool catFileFormat)
  + Malloc -ot használ.
  + Mikor filenevet kap egy új Stringet fog létrehozni és tartalmazni fogja a „Relative Path” ot a file elérését.
  + Ha „catFileFormat” true akkor .csv file format -ot hozzáfűzi.
* int InitSaveFolder()
  + int: Az egy hibajelző kimenet lesz.
  + Létre fogja hozni a mappát, amibe a mentéseket rakjuk.
* bool FileNameHasBadChar(char str[])
  + Egy file nevet fog kapni és megfogja alapítani, hogy invalid e. (nem tartalmazhat: <>:\"/\|?\* )
* bool DoesFileExist(char \* str)
  + Filenevet kap és megfogja állapitani, hogy a file létezik e.
* int SaveMatrixToFile(Matrix \* matrix,char \* str)
  + int: Az egy hibajelző kimenet lesz.
  + Átfogja kapni a Mátrix adatát és a file nevét és ezt elfogja menteni a str nevű fileba.
* int GetSizeFromFile (SizeMatrix \* size, GameSaveFiles \* files, int select)
  + int: Az egy hibajelző kimenet lesz.
  + Vissza fogja adni a mátrix méretét kiválasztott filéból.
  + Megfogja kapni a file neveket és melyiket szeretnénk megnyitni. És visszaadja a játék méretét size pointeren keresztül.
  + & <- használni kell (értéket ad vissza) (SizeMatrix \* size)
* int LoadGameFromFile(Game \* game, GameSaveFiles \* files,int select)
  + Befogja tölteni a játékot fileból.
  + Megfogja kapni a játék instance -ét és a filenevek közül melyiket szeretnénk betölteni.
* int GetSaveFiles(GameSaveFiles \*\* files)
  + int: Az egy hibajelző kimenet lesz.
  + Malloc ot használ.
  + Megfogja nézni a mappába milyen mentések vannak és a GameSaveFiles struktúrába elmenti és ennek visszaadja a \* jét.
  + & <- használni kell (értéket ad vissza)
* void DestroyStructSaveFiles(GameSaveFiles \* files)
  + Törölni fogja a GameSaveFiles létrehozott adat struktúrát.

src/game/FileHandlerStruct.h (Header file)

* #define
  + Tartalmazza a mentés mappa nevét és file formátumát és file név hosszúságát
* struct GameFileProperties
  + Lefogja írni a játék közben használt filet és hogy mentette-e a felhasználó.
* struct GameSaveFiles
  + Lefogja írni a mentés mappában szereplő file nevét és számát.

src/game/GameLogic.c

* Matrix \* InitializeMatrix(SizeMatrix size)
  + Malloc -ot használ.
  + Ha malloc failed akkor a return az NULL.
  + Létrehoz egy megadott méretű Mátrixot.
* void DestroyMatrix(Matrix \* matrix)
  + Kitörli a InitializeMatrix által létrehozott memóriát.
* Game \* InitializeGame()
  + Malloc -ot használ.
  + Létrehozza a Game -et és default adatértékeit.
* void DestroyGame(Game \* game)
  + Kitörli a InitializeGame által létrehozott memóriát.
* void DeleteGameData (Game \* game)
  + Kifogja törölni a game struct -bol az adatot és default -ra állítja.
  + Nem fogja free -elni a memória területet.
* int FindNeighbors(Matrix \* matrix,Point point)
  + Ha kap egy pont -ot akkor mátrix -on belül a körülötte levő élő cellákat összefogja számitani és visszaadni.
* int NextStep(Matrix \*\* matrix)
  + Kiszámítja az új lépést a játéknak és felül írja a Mátrix -nak a pointerjét.
  + A régi mátrixot kitörli
  + & <- használni kell (értéket ad vissza)

src/game/GameLogic.h (Header file)

* struct SizeMatrix
  + Lefogja írni a 2 dimenziós mátrix x és y méretét.
* struct GameSaveFiles
  + Lefogja írni az összes filet, ami Save mappában található, hogy hány db van és a file neveiket.

src/game/IntLogicHandler.c

* int IntDigitSize(int num)
  + Kifogja számolni, hogy egy számba hány db szám áll.
* int IntFindTheLargest(int const nums[],int numCount)
  + Egy nums array be megtalálja a keresett elemet és visszaadja a keresett értékét.
* int IntGetDigitWithIndex(int num,int index)
  + Egy számot indexelni fogunk tudni. Pl num: 123 index:0 return 1 ha index az 1 akkor return 2

src/game/Random.c

* void InitRandom()
  + Befogja állitani a srand -ot „good enough” seed el.

src/terminal/GameSession.c

* int LoadMenu(MenuOption menuOption,Game \* game)
  + Enum által válaszható menü és game instance átadásával betölt egy menü pontot.
    - enum { *mainMenu*,*newGame*,*loadGame*,*mainGame*,*abortGame* }
* void HandleMainMenu(Game \* game)
  + Lekezeli a Main Menü betöltését és Action -jait
* void HandleNewGame(Game \* game)
  + Lekezeli az új játék Menü betöltését és Action -jait
* void HandleLoadGame(Game \* game)
  + Lekezeli a játék betöltés Menüt és Action -jait
* void HandleMainGame(Game \* game)
  + Lekezeli a játék Menü betöltését és Action -jait
* void HandleGameNextStep(Game \* game)
  + Lekezeli a játék következő lépését
* void HandleGameModify(Game \* game)
  + Lekezeli a játék módosítás Menü betöltését és Action -jait
* void HandleGameRandomize(Game \* game)
  + Lekezeli a játék randomizáció Menü betöltését és Action -jait
* void HandleGameClear(Game \* game)
  + Lekezeli a játék kijelző törlését Menü betöltését és Action -jait
* void HandleGameSave(Game \* game)
  + Lekezeli a játék mentését
* void HandleDoYouWantToSave(Game \* game)
  + Lekezeli, hogy a felhasználó menteni akarja-e a mentését.
* void HandleGameBack(Game \* game)
  + Lekezeli a játék Main Menübe visszatérését.
* void HandleGameQuit(Game \* game)
  + Lekezeli a játék kilépését.

src/terminal/GameSession.h (Header file)

* #define
  + Leírja a terminál Max x és y méretét.
  + És Windows -on és Linux on a Arrow Key -eket.
* enum { *mainMenu*,*newGame*,*loadGame*,*mainGame*,*abortGame* } MenuOption
  + Lekezeli a menü opciókat.

src/terminal/PrintHandler.c

* void PrintBoxTop(int width,int indent)
  + A játék mátrix -nek a tetejét kifogja nyomtatni. Pl „+------------+”
* void PrintNumbersVertically(int length,int indent)
  + Kapni fog egy méretet és kifogja nyomtatni az összes számot addig sorrendbe függőlegesen.
* void PrintMatrixBoard(Matrix \* matrix)
  + Ki nyomtaja a mátrix -ot a kijelzőre stílussal.
* void PrintMatrixBoardWithPoint(Matrix \* matrix,Point point)
  + Ugyan az fogja csinálni, mint PrintMatrixBoard csak egy cursort még lefog rakni a megadott pontra.
* void ClearScr()
  + Kitöröl mindent a ki jelzőről.
* void PrintHeader(char \* str)
  + A menü nek a fejlécét fogja kinyomtatni.
* void PrintLogo(WinSize winSize)
  + A logót kifogja nyitatni, ha van elég hely a kijelzőn.
  + A kijező méretet fogja megkapni.
* void PrintMainMenu()
  + Kifogja nyomtatni a main menüt.
* void PrintFiles(GameSaveFiles \* files)
  + Kifogja nyomtatni az összes Filet, ami a Save Mappában található nevét a kinézőre stílus al.
* void PrintBack()
  + Kifogja nyomtatni a Back gomb nak a szövegét.
* void PrintGameMenu()
  + A game menüt fogja kinyomtatni.
* void PrintGameWasSaved()
  + Kijelzés a mentés sikerességére.

src/terminal/PromptHandler.c

* void PurgeStdin()
  + Ha scanf túlcsordul Pl (ha számot kér és betűt kap) akkor a \n ig kiveszünk mindent a Stdin ből.
* char ReadChar()
  + 1 db char -t beolvas enter nélkül.
* int PromptMainMenu()
  + Beolvassa a main menü válaszát a felhasználótól.
* int PromptFileName(char \* str)
  + int: Az egy hibajelző kimenet lesz.
  + filenevet fogja beolvasni és visszaadja str -en keresztül.
* SizeMatrix PromptMatrixSize(Game \* game)
  + A mátrix méretét fogja megkérdezni a felhasználó tol.
* int PromptFileLoad(int \* select,GameSaveFiles \* files,Game \* game)
  + int: Az egy hibajelző kimenet lesz.
  + select fogja visszaadni a kiválasztott mentést.
* int PromptBack()
  + A vissza gombot fogja megkérdezni a felhasználótól.
* int PromptGameMenu()
  + A játék menüből fog tudni választani a játékos.
* int PromptYesNo(bool \* YesNo,char ask[])
  + int: Az egy hibajelző kimenet lesz.
  + A function kap egy ki írandó szöveget és a felhasználó eltudja dönteni, hogy igent vagy nem választ.
  + YesNo ba fogja visszaadni a választ.
* int PromptCursor(Point \* cursor,SizeMatrix size)
  + int: Az egy státusz kimenet lesz.
  + Arrow key -eket fogja nézni. És cursor -on keresztül fogja visszaadni.

src/terminal/StyleHandler.c

* void MoveCursorUp(int steps)
  + A kurzor felfele nyomása x alkalom al.
* void EraseInLine()
  + Sor kitörlése.
* void AnsiResetAll()
  + Minden Stílus visszaállítása.
* void AnsiColorBlack()
  + Fekete Szin beállítása.
* void AnsiColorRed()
  + Piros Szin beállítása.
* void AnsiColorGreen()
  + Zöld Szin beállítása.
* void AnsiColorYellow()
  + Sárga Szin beállítása.
* AnsiColorBlue()
  + Kék Szin beállítása.
* void AnsiColorMagenta()
  + Magenta Szin beállítása.
* void AnsiColorCyan()
  + Cián Szin beállítása.
* void AnsiColorWhite()
  + Fehér Szin beállítása.
* void AnsiBackgroundBlack()
  + Fekete Háttér Szin beállítása.
* void AnsiBackgroundRed()
  + Piros Háttér Szin beállítása.
* void AnsiBackgroundGreen()
  + Zöld Háttér Szin beállítása.
* void AnsiBackgroundYellow()
  + Sárga Háttér Szin beállítása.
* void AnsiBackgroundBlue()
  + Kék Háttér Szin beállítása.
* void AnsiBackgroundMagenta()
  + Magenta Háttér Szin beállítása.
* void AnsiBackgroundCyan()
  + Cián Háttér Szin beállítása.
* void AnsiBackgroundWhite()
  + Fehér Háttér Szin beállítása.
* void StyleBold()
  + Kövér stílus beállítása.
* void StyleItalic()
  + Dőlt stílus beállítása.
* void StyleUnderline()
  + Aláhúzás stílus beállítása.

src/terminal/WindowSize.c

* WinSize GetWindowSize()
  + A terminál ablak méret lekérdezése.
* bool IsXTooBig(WinSize winSize,size\_t x)
  + Megkapja a terminál méretét és megnézi hogy x tul nagy e.
* bool IsYTooBig(WinSize winSize,size\_t y)
  + Megkapja a terminál méretét és megnézi, hogy x tul nagy e.

src/terminal/WindowSize.h (Header file)

* struct WinSize
  + lefogja irni a terminál méretét

src/util/Stringify.h (Header file)

ha kap egy #define ot akkor át fogja alakitani string é

src/util/Utils.c

* void AbortMsg(char str[])
  + Ki ir egy hibaüzenetet a kijelzőre.
* void SleepTime(int time)
  + Megadott ideig altatni fogja a programot.

🧾 Nyitott forráskód, amit a programba használtam.

[Gihtub Workflow](https://github.com/actions/starter-workflows/blob/main/ci/cmake-multi-platform.yml)

[Játék Logo](https://patorjk.com/software/taag/#p=display&h=0&v=0&f=ANSI%20Shadow&t=The%20Game%20Of%20Life)

.gitignore [cmake](https://github.com/kigster/cmake-project-template/blob/master/.gitignore) [visual studio](https://github.com/github/gitignore/blob/main/VisualStudio.gitignore)