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# # Install packages  
# install.packages(c("bnlearn", "bnviewer"))  
# if (!requireNamespace("BiocManager", quietly = TRUE))  
# install.packages("BiocManager")  
# BiocManager::install()  
# BiocManager::install(c("graph", "Rgraphviz"))  
# install.packages("ggplot2")  
  
# Load packages  
library("bnlearn")  
library("bnviewer")  
library("Rgraphviz")

## Loading required package: graph

## Loading required package: BiocGenerics

## Loading required package: parallel

##   
## Attaching package: 'BiocGenerics'

## The following objects are masked from 'package:parallel':  
##   
## clusterApply, clusterApplyLB, clusterCall, clusterEvalQ,  
## clusterExport, clusterMap, parApply, parCapply, parLapply,  
## parLapplyLB, parRapply, parSapply, parSapplyLB

## The following objects are masked from 'package:bnlearn':  
##   
## path, score

## The following objects are masked from 'package:stats':  
##   
## IQR, mad, sd, var, xtabs

## The following objects are masked from 'package:base':  
##   
## anyDuplicated, append, as.data.frame, basename, cbind, colnames,  
## dirname, do.call, duplicated, eval, evalq, Filter, Find, get, grep,  
## grepl, intersect, is.unsorted, lapply, Map, mapply, match, mget,  
## order, paste, pmax, pmax.int, pmin, pmin.int, Position, rank,  
## rbind, Reduce, rownames, sapply, setdiff, sort, table, tapply,  
## union, unique, unsplit, which.max, which.min

##   
## Attaching package: 'graph'

## The following objects are masked from 'package:bnlearn':  
##   
## degree, nodes, nodes<-

## Loading required package: grid

library("ggplot2")  
  
# setwd('~/Projects/cics490e\_research')  
setwd('E:/Projects/cics490e\_research')  
  
# Compute f1 score given tp, fp, fn  
f1 <- function(m) {  
 tp <- m$tp  
 fp <- m$fp  
 fn <- m$fn  
  
 return(tp / (tp + (fp + fn) / 2))  
}  
  
# Load Dataset  
data('alarm')  
head(alarm)

## CVP PCWP HIST TPR BP CO HRBP HREK HRSA PAP SAO2 FIO2  
## 1 NORMAL NORMAL FALSE LOW NORMAL HIGH HIGH HIGH HIGH NORMAL NORMAL LOW  
## 2 NORMAL NORMAL FALSE NORMAL LOW LOW HIGH HIGH HIGH NORMAL LOW NORMAL  
## 3 NORMAL HIGH FALSE NORMAL NORMAL HIGH HIGH HIGH HIGH NORMAL LOW NORMAL  
## 4 NORMAL NORMAL FALSE LOW LOW HIGH HIGH HIGH HIGH NORMAL NORMAL NORMAL  
## 5 NORMAL NORMAL FALSE LOW LOW NORMAL HIGH HIGH HIGH NORMAL LOW NORMAL  
## 6 NORMAL NORMAL FALSE LOW NORMAL HIGH HIGH HIGH HIGH NORMAL LOW NORMAL  
## PRSS ECO2 MINV MVS HYP LVF APL ANES PMB INT KINK DISC  
## 1 HIGH ZERO HIGH NORMAL FALSE FALSE FALSE FALSE FALSE NORMAL FALSE TRUE  
## 2 HIGH ZERO ZERO NORMAL FALSE FALSE FALSE FALSE FALSE NORMAL FALSE FALSE  
## 3 NORMAL ZERO ZERO NORMAL FALSE FALSE FALSE FALSE FALSE NORMAL FALSE FALSE  
## 4 HIGH ZERO ZERO NORMAL FALSE FALSE FALSE FALSE FALSE NORMAL FALSE FALSE  
## 5 LOW ZERO ZERO NORMAL FALSE FALSE FALSE FALSE FALSE NORMAL FALSE FALSE  
## 6 HIGH HIGH ZERO NORMAL FALSE FALSE FALSE TRUE FALSE NORMAL FALSE FALSE  
## LVV STKV CCHL ERLO HR ERCA SHNT PVS ACO2 VALV VLNG VTUB  
## 1 NORMAL NORMAL HIGH FALSE HIGH FALSE NORMAL NORMAL NORMAL HIGH LOW ZERO  
## 2 NORMAL LOW HIGH FALSE HIGH FALSE NORMAL LOW LOW ZERO ZERO LOW  
## 3 NORMAL NORMAL HIGH FALSE HIGH FALSE NORMAL LOW LOW ZERO ZERO LOW  
## 4 NORMAL NORMAL HIGH FALSE HIGH FALSE NORMAL NORMAL LOW ZERO ZERO LOW  
## 5 NORMAL NORMAL HIGH FALSE HIGH FALSE NORMAL LOW LOW ZERO ZERO LOW  
## 6 NORMAL NORMAL HIGH FALSE HIGH FALSE NORMAL LOW LOW ZERO ZERO LOW  
## VMCH  
## 1 NORMAL  
## 2 NORMAL  
## 3 NORMAL  
## 4 NORMAL  
## 5 NORMAL  
## 6 NORMAL

# Ground truth network  
modelstring <- paste0("[HIST|LVF][CVP|LVV][PCWP|LVV][HYP][LVV|HYP:LVF][LVF]",  
 "[STKV|HYP:LVF][ERLO][HRBP|ERLO:HR][HREK|ERCA:HR][ERCA][HRSA|ERCA:HR][ANES]",  
 "[APL][TPR|APL][ECO2|ACO2:VLNG][KINK][MINV|INT:VLNG][FIO2][PVS|FIO2:VALV]",  
 "[SAO2|PVS:SHNT][PAP|PMB][PMB][SHNT|INT:PMB][INT][PRSS|INT:KINK:VTUB][DISC]",  
 "[MVS][VMCH|MVS][VTUB|DISC:VMCH][VLNG|INT:KINK:VTUB][VALV|INT:VLNG]",  
 "[ACO2|VALV][CCHL|ACO2:ANES:SAO2:TPR][HR|CCHL][CO|HR:STKV][BP|CO:TPR]")  
dag\_true <- model2network(modelstring)  
graphviz.plot(dag\_true)
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# Given 1 incorrect edge to blacklist  
n <- dim(dag\_true$arcs)[1]  
arcs <- dag\_true$arcs  
df\_b1 <- data.frame(edge=character(), f1=numeric())  
  
for (i in 1:n) {  
 e <- arcs[i,]  
 net <- hc(alarm, blacklist = e)  
  
 df\_b1[i,] <- c(paste(e, collapse = ' -> '), f1(compare(dag\_true, net)))  
}  
df\_b1$f1 = as.numeric(df\_b1$f1)  
  
gt\_f1 = f1(compare(dag\_true, hc(alarm)))  
  
ggplot(df\_b1, aes(x=edge, y=f1, group=1)) +  
 scale\_x\_discrete(limits=df\_b1$edge) +  
 scale\_y\_continuous(breaks = sort(c(seq(min(df\_b1$f1), max(df\_b1$f1), length.out=5), gt\_f1))) +  
 geom\_point() +  
 geom\_hline(aes(yintercept=gt\_f1, color='red')) +  
 geom\_text(aes(5,gt\_f1,label = 'Without given prior knowledge', vjust = -0.5, color='red')) +  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1)) +  
 labs(title = "F1 score given 1 incorrect blacklist edge",  
 x='Edge added to the blacklist', y='F1 Score') +  
 theme(legend.position = "none")

![](data:image/png;base64,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)

ggsave(  
 'blacklist\_1\_f1.png',  
 device = 'png',  
 path = 'figures',  
 width = 32,  
 height = 18,  
 units = 'cm'  
)  
  
# Given n random incorrect edge to blacklist  
df\_bn <- data.frame(f1=numeric())  
  
for (i in 1:n) {  
 e <- arcs[sample(1:n, i),]  
 net <- hc(alarm, blacklist = e)  
  
 df\_bn[i,] <- f1(compare(dag\_true, net))  
}  
  
ggplot(df\_bn, aes(x=(1:n), y=f1)) +  
 scale\_y\_continuous(breaks = sort(c(seq(min(df\_bn$f1), max(df\_bn$f1), length.out=5), gt\_f1))) +  
 geom\_point() +  
 geom\_hline(aes(yintercept=gt\_f1, color='red')) +  
 geom\_text(aes(5,gt\_f1,label = 'Without given prior knowledge', vjust = -0.5, color='red')) +  
 labs(title = "F1 score given n random incorrect blacklist edge",  
 x='Number of edges added to the blacklist', y='F1 Score') +  
 theme(legend.position = "none")
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ggsave(  
 'blacklist\_n\_f1.png',  
 device = 'png',  
 path = 'figures',  
 width = 32,  
 height = 18,  
 units = 'cm'  
)  
  
  
# Given 1 correct edge to the white list  
df\_cw1 <- data.frame(edge=character(), f1=numeric())  
  
for (i in 1:n) {  
 e <- arcs[i,]  
 net <- hc(alarm, whitelist = e)  
  
 df\_cw1[i,] <- c(paste(e, collapse = ' -> '), f1(compare(dag\_true, net)))  
}  
df\_cw1$f1 = as.numeric(df\_cw1$f1)  
  
ggplot(df\_cw1, aes(x=edge, y=f1, group=1)) +  
 scale\_x\_discrete(limits=df\_cw1$edge) +  
 scale\_y\_continuous(breaks = sort(c(seq(min(df\_cw1$f1), max(df\_cw1$f1), length.out=5), gt\_f1))) +  
 geom\_point() +  
 geom\_hline(aes(yintercept=gt\_f1, color='red')) +  
 geom\_text(aes(5,gt\_f1,label = 'Without given prior knowledge', vjust = -0.5, color='red')) +  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1)) +  
 labs(title = "F1 score given 1 correct whitelist edge",  
 x='Edge added to the whitelist', y='F1 Score') +  
 theme(legend.position = "none")
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ggsave(  
 'whitelist\_c1\_f1.png',  
 device = 'png',  
 path = 'figures',  
 width = 32,  
 height = 18,  
 units = 'cm'  
)  
  
  
# Given n random correct edge to the white list  
df\_cwn <- data.frame(f1=numeric())  
  
for (i in 1:n) {  
 e <- arcs[sample(1:n, i),]  
 net <- hc(alarm, whitelist = e)  
  
 df\_cwn[i,] <- f1(compare(dag\_true, net))  
}  
  
ggplot(df\_cwn, aes(x=(1:n), y=f1)) +  
 scale\_y\_continuous(breaks = sort(c(seq(min(df\_cwn$f1), max(df\_cwn$f1), length.out=5), gt\_f1))) +  
 geom\_point() +  
 geom\_hline(aes(yintercept=gt\_f1, color='red')) +  
 geom\_text(aes(5,gt\_f1,label = 'Without given prior knowledge', vjust = -0.5, color='red')) +  
 labs(title = "F1 score given n random correct whitelist edge",  
 x='Number of edges added to the whitelist', y='F1 Score') +  
 theme(legend.position = "none")
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ggsave(  
 'whitelist\_cn\_f1.png',  
 device = 'png',  
 path = 'figures',  
 width = 32,  
 height = 18,  
 units = 'cm'  
)  
  
  
# Given 20 random incorrect edge to the blacklist and learn the network from different size of data  
df\_size\_b20 <- data.frame(size=numeric(), f1=numeric())  
  
e <- arcs[sample(1:n, 20),]  
for (i in c(100, 200, 500, 1000, 2000, 5000, 10000, 20000, 50000, 100000)) {  
 sim <- rbn(dag\_true, i, alarm, replace.unidentifiable = TRUE)  
  
 net <- hc(sim, blacklist = e)  
  
 df\_size\_b20[dim(df\_size\_b20)[1]+1,] <- c(i, f1(compare(dag\_true, net)))  
}

## Warning in check.data(x): variable ACO2 has levels that are not observed in the  
## data.

## Warning in check.data(x): variable APL has levels that are not observed in the  
## data.

## Warning in check.data(x): variable VLNG has levels that are not observed in the  
## data.

## Warning in check.data(x): variable VTUB has levels that are not observed in the  
## data.

df\_size\_b20$size = as.numeric(df\_size\_b20$size)  
df\_size\_b20$f1 = as.numeric(df\_size\_b20$f1)  
  
ggplot(df\_size\_b20, aes(x=size, y=f1)) +  
 scale\_x\_continuous(trans='log10') +  
 scale\_y\_continuous(breaks = sort(c(seq(min(df\_size\_b20$f1), max(df\_size\_b20$f1), length.out=5), gt\_f1))) +  
 geom\_point() +  
 geom\_hline(aes(yintercept=gt\_f1, color='red')) +  
 geom\_text(aes(200,gt\_f1,label = 'Without given prior knowledge', vjust = -0.5, color='red')) +  
 labs(title = "F1 score given 20 random incorrect blacklist edge and learn the network from different size of data",  
 x='Size of data the network learned from (log\_10)', y='F1 Score') +  
 theme(legend.position = "none")
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