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**Email Encryption App**

A symmetric cipher algorithm was decided upon because there is no way for a handshake process between emails. Our application uses a 2 step algorithm with AES. AES requires two, 16 byte strings, one is the key and the other is the initialize Vector. The application begins with the original key, K1 and the vector V1 and uses a SecureRandom to generate 24 bytes. These 24 bytes undergo a similar expansion process as the mini-DES algorithm that Andrew taught the class.

Below, the randomly generated bytes are expanded as such to make the 32 bytes necessary.

0 1 2 3 | 4 5 | 6 7 8 9 | 10 11 | 12 13 14 15 | 16 17 | 18 19 20 21 |22 23

0 1 2 3 | 5 4 5 4 | 6 7 8 9 | 11 10 11 10 | 12 13 14 15 | 17 16 17 16 | 18 19 20 21 | 23 22 23 22

The first 16 bytes of the expanded form is key 2, and the remaining 16 bytes are vector 2. The actual email sent is the 24 bytes encrypted with (K1,V1) concatenated with the hash value of the message and the message itself both encrypted with (K2,V2).

Message sent: 24 characters (K1,V1) + (Hash value + plaintext)(K2,V2)

The decryption process starts with decrypting the first 24 bytes, then expanding those 24 bytes into (K2,V2) and using (K2,V2) to decrypt the message. The hash value received from this is then compared with the hash value of the received message to check if there was any tampering. Furthermore to prevent tampering, the application filters your inbox by MIME type, if an email was sent from gmail in a browser it wouldn’t be shown within the application. This prevents even us from easily demonstrating a man in the middle attack being detected with the hash value checking because the modified email that was sent from a browser won’t be shown in our application.

Pros:

* This allows for every email to be encrypted according to its own randomly generated keys, which means that even identical emails will be have vastly different encrypted forms.
* Only a portion of the key needs to be sent along with the email
* If a malicious actor brute forced their way to (K1,V1), this would only allow them to unlock the first 24 characters keeping the message encrypted unless the actor was able to successfully determine those first 24 characters can be expanded into (K2,V2)
* A man in the middle attack will usually be filtered out so that you can’t try to open it, in the case that you can open it, the application will check whether or not its hash is a valid match

Cons:

* The sender and receiver both need a copy of this program
* The casting of bytes to strings limits the amount of possibilities for (K2,V2) to
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