**Welcome to Statistical Computing!**

In today’s world, data is everywhere. From grades in class to stats about your favorite sports team to poverty rates to public health information, you’ll find yourself bombarded by reams of data. With all these numbers, it becomes a challenge to make proper analyses without the proper tools. Pencil and paper or calculators simply won’t cut it anymore. We need to take advantage of recent advances in computing and statistical programming. And with that, welcome to your first introduction to the world of statistical computing!

There are many different statistical packages that exist today, including STATA (used in economics), MATLAB (used in engineering and some biological fields), SPSS (used in psychology and some biological fields), Minitab (used in Six Sigma in industrial sectors), SAS (used in business and academia), and JMP (developed by the makers of SAS for use in academic settings). Oh, there’s also Excel, but we don’t talk about that travesty. With all of the different languages available, it becomes difficult to choose a single language to prepare students for what they might encounter in the future. However, there is one language that offers many benefits for the typical student interested in doing data analysis. This is the language of R.

The genesis of R began in 1976 when its creators were working on the statistical language of S. The first alpha version of R appeared in 1993, with the first stable release occurring in 2000. Updates have continued over the years, with the most recent major release, R 3.6.1 in July 2019.

**Advantages of R**

R has several advantages that make it a worthwhile choice as a statistical package.

1. It’s free! You can download it to any personal computer and it has support for Windows, Mac, and Unix platforms. Simply go to the website [**http://www.r-project.org**](http://www.r-project.org)and follow the directions to download the program.

2. It’s used by a wide variety of individuals and companies. Although R was first developed primarily for use by members of academia, its use has grown over the years. Employees of Google routinely use R. Stock traders actually use it to process transactions.

3. Employers are routinely looking for individuals with expertise in R. A recent survey of data science job advertisements that sought specialty in a form of analytical software showed that R was the fifth most sought after specialty (ranking behind only SQL, Python, Java, and Hadoop). This means R is the most desirable statistical analysis software skill amongst data science jobs.

4. A greater percentage of academic papers are using R. Although SPSS remains the leader in number of publications, that lead has dramatically shrunk in recent years.

5. It’s free! You can install R on as many computers as you wish without paying additional fees.

6. R is relatively easy to learn. Most commands are pretty straightforward and commands are fairly intuitive.

7. People are adding to R all the time. Individuals are always writing new code to address particular analyses or situations. These can be downloaded from the CRAN download page on the R website or directly through the R program.

8. Did I mention it’s free?

**Disadvantages of R**

Although R has several advantages, it is worthwhile to point out a couple of its shortcomings.

1. R is fairly memory intensive. If your dataset is massive, R may not be able to handle it. In this case, a language such as SAS may be more appropriate. Fortunately, the datasets we will be working with will be nowhere near the size limitations.

2. R can be slow at times. If you’re running simulation studies, this can become an issue (also related to the way R handles memory). If it is an issue, some options are to write the code in C and then have R handle the results. For our purposes, however, most simulations will be done in less than a second. At the worst, go make yourself a sandwich after starting the code. The program will be done by the time you get back.

3. R is a command-based language. There are very few drop down menus in the base program, which means you’ll have to know the command to run your analysis and type it in on your own. Although this can be daunting at first, you’ll find it relatively easy to adapt to. If you really need to have drop down menus, there are some programs that can be installed, such as R Commander.

4. The data stored in R does not appear in spreadsheet form. If you’re accustomed to Excel, this can be a difficult adjustment, since the data is typically stored behind the scenes. If you really need to see your data in spreadsheet form at all times, there are some programs that can be installed, such as R Studio.

5. While R use is growing in many companies, other companies prohibit its use. This is due to the fact that R is freeware with code that is very easy to create and edit. (Two of R’s advantages!) However, this can become an issue when companies are performing audits. For this reason, some companies insist on using languages such as SAS.

**Introduction to RStudio Projects**

We are now accessing our version of R through an integrated development environment (IDE) called RStudio. This allows you to see the code you are running, the output, the datasets and plots created, and the working environment (with all created objects) in one place. Most students prefer this layout. We will access RStudio through a college-supported server version, and the access is web-based (rstudio.lafayette.edu) – just login with your standard Lafayette username and password.

First, let’s handle the basics of working in R for our labs. At the beginning of every meeting in which we will complete a lab, you must start by grabbing all of the documents you need from a GitHub repository. These will be of the form <https://github.com/gauglert/intro_lab> (or replace intro\_lab with lab1 or lab2, etc). In order to do this in RStudio, you can either go to File<New Project, or you can click on the second icon directly beneath the File menu (it looks like a translucent, light blue cube with an R icon in the center of it, and a plus sign inside of a green circle in the cube’s top left corner). From the resulting dialog box, click on “Version Control” (the last option), and from there, choose “Git” (the first option). The resulting screen has two fields you need to fill in; the first will be the github.com site referenced above (with the proper lab name after the last backslash), and the second is your name for your project directory. These should always be of the form labName\_studentUsername. So, for example, my intro lab project directory would be named introLab\_gauglert. Your directory for the next lab would be lab1\_doej. When you are done with all of the work for a particular lab (including modifications/additions to the Word document, with annotated output to answer all questions), you should share it with me so I can assess your work. Do this by going into the RStudio menu File < Share Project, and on the resulting screen, start typing my username (gauglert), which should autopopulate as you type. Your R script (described below), updated Word document, and associated plots should all be here for me to see.

Now that you’re logged into RStudio you can start to play around. The very first thing I want you to do, and this should be the first thing you do every time you are going to do work in R that you may want to access later (e.g. for every single lab, or for any project work), is create an R script and save all of your commands there. To create a new script in RStudio, go to File<New File<R Script. In a script, you write commands just as you would in the R console. You can add comments (things you want to write to annotate your commands, or just old commands that you want R to ignore) by preceding something with a #. You will be required to submit your R script and your solutions to required problems for every lab. Please see <http://mazamascience.com/WorkingWithData/?p=958> for a nice example (the commands are excessively advanced, but they give you a nice feel for what a script can/should look like – except your output won’t be embedded). I want you to follow the example\_script.R file (see the end of it) as a template for what most submissions should look like.

**R as a calculator**

There’s no point in using a calculator or a second program on the side to do simple arithmetic problems when you already have R open.

The standard commands for the basic arithmetic operations are:

addition +

subtraction -

multiplication \*

division /

**Warning**: R needs to see the \* symbol if you want it to do multiplication. If you simply type:

(10 – 4)(4 + 6)

R will give you an error message. This needs to be written as:

(10 – 4)\*(4 + 6)

To raise a number to a power, use the **^** symbol. Thus, ![](data:image/x-wmf;base64,183GmgAAAAAAAMAB4AECCQAAAAAzXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AHAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAlwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AGPEYANiU7HaAAfB2JxVm1wQAAAAtAQAACAAAADIK9AAOAQEAAAAzeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAY8RgA2JTsdoAB8HYnFWbXBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAANHkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQDXJxVm1wAACgA4AIoBAAAAAAAAAAAw8xgABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) can be evaluated by typing 4^3.

To find the square root of a number, the command is **sqrt**( ). Thus, ![](data:image/x-wmf;base64,183GmgAAAAAAAAADQAIBCQAAAABQXwEACQAAA+EAAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIAAxIAAAAmBg8AGgD/////AAAQAAAAwP///7b////AAgAA9gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAQAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJoAUgABQAAABMCTAF5AAgAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUAlQBeQAFAAAAEwLWAcAABAAAAC0BAAAFAAAAFALWAcgABQAAABMCUgAmAQUAAAAUAlIAJgEFAAAAEwJSAKICHAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuABjxGADYlOx2gAHwdssRZm8EAAAALQECAAgAAAAyCsABFAECAAAAMTYKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAAyxFmbwAACgA4AIoBAAAAAP////8w8xgABAAAAC0BAwAEAAAA8AECAAMAAAAAAA==) can be evaluated by typing sqrt(16).

When using Euler’s number, e, the command is **exp**( ). Thus, ![](data:image/x-wmf;base64,183GmgAAAAAAAMABAAIDCQAAAADSXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AGPEYANiU7HaAAfB2bxFmMQQAAAAtAQAACAAAADIK9AD9AAEAAAAyeRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAY8RgA2JTsdoAB8HZvEWYxBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABNAABAAAAZXkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAxbxFmMQAACgA4AIoBAAAAAAAAAAAw8xgABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) can be evaluated by typing exp(2).

To find the natural log of a number, the command is **log**( ). Thus, ln 85 can be evaluated by typing log(85). *Note: In a typical statistics setting, natural log is written as* log*.* ln *is not used as frequently. This convention carries over to R. If you want to evaluate using a logarithm base 10, the command in R is* log10( ).

The standard rule of PEMDAS for order of operations holds in R.

**Your turn (not to be handed in):**

Evaluate the following:

1. ![](data:image/x-wmf;base64,183GmgAAAAAAAEAKQAQBCQAAAAAQUAEACQAAA4MBAAAEABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQARAChIAAAAmBg8AGgD/////AAAQAAAAwP///6j///8ACgAA6AMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAJ2AewABQAAABMCWgEdAQgAAAD6AgAAIAAAAAAAAAAEAAAALQEBAAUAAAAUAmIBHQEFAAAAEwLkAWQBBAAAAC0BAAAFAAAAFALkAWwBBQAAABMCYADKAQUAAAAUAmAAygEFAAAAEwJgAEYDBQAAABQCYAJAAAUAAAATAmAC8AkcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AGPEYANiU7HaAAfB2oxJmWAQAAAAtAQIACAAAADIKRwM4BQEAAAAyeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAY8RgA2JTsdoAB8HajEmZYBAAAAC0BAwAEAAAA8AECAAgAAAAyCvMDXQQBAAAANHkIAAAAMgrOAV4JAQAAACl5CAAAADIKzgGYCAEAAAA3eQgAAAAyCs4BcAYBAAAANHkIAAAAMgrOAWgFAgAAACkoCAAAADIKzgG0BAEAAAAzKAgAAAAyCs4BuAECAAAAMTAIAAAAMgrOAVQAAQAAACgwHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHaGFQp4kFthABjxGADYlOx2gAHwdqMSZlgEAAAALQECAAQAAADwAQMACAAAADIKzgF4BwEAAAArMAgAAAAyCs4BoAMBAAAALTAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQBYoxJmWAAACgA4AIoBAAAAAAMAAAAw8xgABAAAAC0BAwAEAAAA8AECAAMAAAAAAA==) 2. ![](data:image/x-wmf;base64,183GmgAAAAAAAKAFQAIBCQAAAADwWQEACQAAA2EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAKgBRIAAAAmBg8AGgD/////AAAQAAAAwP///6r///9gBQAA6gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AwPAYANiU7HaAAfB2LQJmPQQAAAAtAQAACAAAADIK0AD5BAEAAAAyeRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgDA8BgA2JTsdoAB8HYtAmY9BAAAAC0BAQAEAAAA8AEAAAgAAAAyCjQBoQQBAAAAKXkIAAAAMgo0ASUEAQAAADJ5CAAAADIKNAHtAwEAAAAueQgAAAAyCjQBfQMBAAAAM3kIAAAAMgo0AYUCAQAAADV5CAAAADIKNAFNAgEAAAAueQgAAAAyCjQB3QEBAAAANXkIAAAAMgo0AYcBAQAAACh5HAAAAPsCIP8AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHb2Dwro8FphAMDwGADYlOx2gAHwdi0CZj0EAAAALQEAAAQAAADwAQEACAAAADIKNAH8AgEAAAAteQgAAAAyCjQB/QABAAAALXkcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AwPAYANiU7HaAAfB2LQJmPQQAAAAtAQEABAAAAPABAAAIAAAAMgrgATQAAQAAAGV5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0APS0CZj0AAAoAOACKAQAAAAAAAAAA2PIYAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

**Entering data into R**

There are two basic ways to get your data into R. You can either enter it by hand or you can import it from an existing file. Be aware that R uses terms such as rows, columns, and matrices to refer to strings of numbers or tables. Mastering these terms can help you access different parts of your dataset.

**Entering data by hand**

Let’s suppose that you have a number that you want to store in R. (Let’s say, the number 10.)

If you simply type the number into R:

> 10

it will spit back

[1] 10

and nothing will be saved.

To properly store your number, you need to give that number a name. (Let me call my number “x.”) To do this, simply type:

> x = 10

R will not spit anything back at you, but it now knows that x is equal to 10.

If you now type the letter x back into R:

> x

R will spit back

[1] 10

*Note: The*  [1] *at the beginning of the response from R is simply the position of that number in the stored variable. If there are a lot of numbers stored in your variable, they may wrap around when being displayed. If this occurs, the second row will have another number corresponding to the position of the first number in the second row. This can be beneficial if you’re trying to find a particular value or find the position of a particular number.*

Suppose we want to store a string of numbers in our variable x instead of a single number. To do this, we’re going to tell R that we want to **concatenate** a bunch of data. The command for this is simply **c**( ). Inside of the parentheses, we type all of our numbers, separated by commas.

For example, to store the numbers 4, 6, 8, 2, 3, 5 in the variable “numbers” we type:

> numbers = c(4, 6, 8, 2, 3, 5)

**Warning:** The names that you give your variables are case sensitive. Thus, if you want to, you can save one set of numbers as “numbers” and a second set as “Numbers” and R will view them as different sets. Variable names cannot begin with numbers. (“3CPO” is not a valid variable name, but “C3PO” is.) Many punctuation marks are also not valid to be included in variable names.

There are also a couple of shortcuts to entering strings of numbers.

If you simply want a string of the same number repeated many times, you can use the **rep**( ) command (for **rep**eat). All you need to do is tell it what number you want repeated and how many times.

If you type:

> y = rep(3, 8)

this will store in “y” the number 3 repeated 8 times.

> y

[1] 3 3 3 3 3 3 3 3

If you want to create a **seq**uence of numbers increasing by a particular interval, use the **seq**( ) command. You need to tell R what the first number is, what the last number is, and what the interval between numbers is.

If you type:

> z = seq(1, 3, by=0.25)

this will store in “z” a sequence of numbers from 1 to 3, increasing by 0.25.

> z

[1] 1.00 1.25 1.50 1.75 2.00 2.25 2.50 2.75 3.00

There’s an even faster way to get a sequence of integers than using the seq( ) command. Suppose I want to store the integers from 4 to 15. To do this, I can simply use the colon **:**

**>** integers = 4:15

> integers

[1] 4 5 6 7 8 9 10 11 12 13 14 15

Note: Using the colon to create a sequence of integers will be very useful in the future when we’re doing simulation studies.

**Your turn (to be handed in):**

1. Find two ways to store the numbers 10, 20, 30, …, 150 as variables (*hint: one is the smart/easy way, and one is much more labor intensive*).

2. Store the numbers 3, 4, 5, …,79, 80, 80, 80, 80, 80, 80, 80, 80, 80, 80 as a single variable. *Hint: You can use other commands inside of the* c( ) *command.*

**Importing data from other files**

In most cases, we don’t want to enter data by hand. It already exists in a separate file, such as a .txt document or an Excel spreadsheet. We simply want to perform analyses on the data. How can we import the data into R? First, you have an amazing professor who uploads the data file into your RStudio environment (via GitHub). Isn’t he a gem? If I were rating him at the end of the semester, I would give him rave reviews. Anyway…in the RStudio drop down menus, you can select File<Import Dataset. The next selection depends on what format the data file is in. If you are coming directly from another (supported) statistical analysis software (SPSS, SAS, Stata), you select that option. Otherwise, the file is either in plain text (use the base option) or Excel. From there, after you navigate to the file of interest, a new pre-filled window will open. The one thing you may want to change here is the “Name” field in the top left corner – here, you are naming the dataset anything you choose, subject to the naming constraints above. The other common thing to happen is that the row names, if they exist, can incorrectly be treated like the first row of data; check the frame in the bottom right of the dialog window and make sure this hasn’t happened. If it has, change it by selecting the Yes radio button for Heading (this is the second option under the Name field). Once you’ve got a name you like and proper variable names, you hit the “Import” button. This is generally correct, and a properly formatted dataset opens! If that does not happen, see me or a lab TA for assistance.

**Your turn (to be handed in):**

3. Import the dataset “lifeexpect.csv” which gives the life expectancy for each state, the nation as a whole, and the District of Columbia. Give the code that RStudio generates.

4. (a) Import the dataset “grades.txt” which gives real grade data (with fake names, of course) from an actual 186 class here at Lafayette. Be sure to name the dataset “grades”. Give the code that RStudio generates.

(b) Import the dataset “grades.csv”, which is the exact same dataset, stored only as a comma delimited file. Be sure to name the dataset “grades”. Give the code that RStudio generates.

(c) Describe how the code from 4(a) and 4(b) differs.

5. Import the dataset “yahoostock.txt” which gives trading information about Yahoo stock over several months. Give the code that RStudio generates.

**Working with the Data**

Now that we’ve imported the data into R, we can start to mess around with it. Let’s look at the test scores that we’ve saved as “grades”. Right now, the data is stored as a matrix, with each column having its own name.

Suppose we want to only look at the first test. There are a few ways to access this column alone.

1. Since the column is called “Test1”, we can extract this column alone by typing:

> grades$Test1

2. Since the column is the second column in the “grades” table, we can extract it by typing:

> grades[ ,2]

This second technique looks a little confusing at first, but it is especially helpful if you don’t have column names. How does it work? It uses row and column notation. Here’s another example that gives a good illustration. Suppose I want to find Bob’s score on the second test. Note that Bob is in the second row of data (the column headers don’t count) and the second test is the third column of data. To get the score, I would type in

> grades[2,3]

Thus, the first number gives the row and the second gives the column.

But what about my example above, where the number for the row was blank? This simply tells R that I want *all* the rows. Similarly, if I wanted all of Bob’s information, I would type:

> grades[2, ]

which would give me everything in the second row.

There is a third way, although I’ll put a big **Warning** with it. If I type

> attach(grades)

this will create new variables whose names correspond to each of the column names. If I then type: > Test1

it will give me all of the first test scores.

This looks so much easier, so why does it get a **Warning**? The **attach**( ) command will use the column names and overwrite any existing data that has the same name. So, go ahead and use the attach command. Just be sure you’re not accidentally overwriting something you want to save.

An alternative to the attach() command that I like a lot is the **with()** command, which acts as a temporary version of attach(), and doesn’t overwrite anything permanently. For example, if I wanted to get the average grade on Test1, I could simply write:

with(grades, mean(Test1))

Now that we can work with just one piece of the data, let’s finish our introduction with some basic mathematical operations on the data. Suppose I want to see how much better the students did on their first test compared to their second test. To find this difference, we can do basic subtraction, but applied to the vector of the test scores.

> with(grades, Test1 – Test2)

[1] -6 14 38 9 16 4 5 20 -3 3 15 15 56 33 27 17 21 5 25 21 -2 24 13 22 -8

Suppose I want to curve the second test by adding 10 points to everyone’s score:

> with(grades, Test2 + 10)

[1] 108 92 72 86 93 96 99 80 102 101 98 72 47 60 78 93 81 104 87

[20] 91 106 81 92 87 104

Suppose I want to find the average test score on the third test. The command for this is **mean**( ).

> with(grades, mean(Test3))

[1] 77.68

Note that Maria (the 13th row in the dataset) got an 18 on this exam (!?!). If we want to exclude her from this calculation, we can do:

> with(grades, mean(Test3[-13]))

[1] 80.16667 ##Now the class looks better!

Some other commands that you may find useful (and fairly intuitive) are **median**( ) and **sum**( ).

**Your turn (to be handed in):**

6. Find the average difference between the high and low prices of the Yahoo stock. Put the code and output into your script, commenting the output.

7. Find the average life expectancy for the 50 states and the District of Columbia (*do not just copy the value from line 1 of the dataset*) [HINT: remember when we omitted Maria…], and also find the median life expectancy for the 50 states and the District of Columbia. Put the code and output into your script, commenting the output.

8. If you give a weight of 15% for the first test, 20% for the second test, 25% for the third test, and 40% for the final test, find the final averages for our 25 students. (As a bonus, give them a letter grade as well.) Put the code and output into your script, commenting the output.