**Assignment No. 1**

# Use Hadoop File System (HDFS) commands to perform basic operations like creating directories, uploading files, listing files, and deleting files in HDFS.

**#Linux Command**

1. **Create File in Linux**

vi firstfile.txt

1. **Show File Contain in Linux**

cat firstfile.txt

**#Hadoop Command**

1. **Create a Directory in HDFS**

hdfs dfs –mkdir firstdir

1. **List Files in a Directory in HDFS**

hdfs dfs –ls

1. **Upload Files from Local File System to HDFS**

## Use the -put command to upload files from your local file system to HDFS.

hdfs dfs –put firstfile.txt /user/cloudera/firstdir

1. **List Files in a Directory**

## Use the -ls command to list the files in an HDFS directory.

hdfs dfs –ls /user/cloudera/firstdir/

1. **Display the Contents of a File**

## Use the -cat command to display the contents of a file in HDFS.

hdfs dfs -cat /user/cloudera/firstdir/firstfile.txt

1. **Delete a File in HDFS**

## Use the -rm command to remove a file from HDFS.

hdfs dfs -rm /user/cloudera/firstdir/firstfile1.txt

**Assignment No. 2**

**Implement a Java program to interact with HDFS (reading and writing files).**

import java.io.File; public class filehand {

public static void main(String []args) throws IOException

{

File obj1=new File(“/home/cloudera/Desktop/Firstfile.txt”); if (obj1.createNewFile())

System.out.print(“File is Created”); else

System.out.print(“File is Already exist”);

FileWrite w1=new FileWriter(“/home/cloudera/Desktop/Firstfile.txt”); w1.write(“Welcome my first file is write”);

w1.close();

Scanner r1=new Scanner(obj1); while(r1.hasNextLine())

{

String data=r1.nextLine(); System.out.println(data);

}

}

}

**Assignment No. 3**

**Use Hadoop's built-in commands to manage files and directories.**

1. **Create Directories in HDFS.**

hdfs dfs –mkdir firstdir

1. **Upload Files from Local File System to HDFS**

## Use the -put command to upload files from your local file system to HDFS.

hdfs dfs –put firstfile.txt /user/cloudera/firstdir

1. **List Files in a Directory**

## Use the -ls command to list the files in an HDFS directory.

hdfs dfs –ls /user/cloudera/firstdir/

1. **Display the Contents of a File**

## Use the -cat command to display the contents of a file in HDFS.

hdfs dfs -cat /user/cloudera/firstfile.txt

1. **Copy Files from HDFS to Local File System**

## Use the -get command to copy files from HDFS to your local file system.

hdfs dfs -get /user/cloudera/firstdir/firstfile.txt /home/cloudera/lindir

1. **Delete a File in HDFS**

## Use the -rm command to remove a file from HDFS.

hdfs dfs -rm /user/cloudera/firstdir/firstfile1.txt

1. **Delete a Directory in HDFS**

## Use the -rm -r command to delete a directory and its contents from HDFS.

hdfs dfs -rm -r /user/cloudera/firstdir (For Non Empty Directory hdfs dfs -rmdir /user/cloudera/firstdir (For Empty Directory )

**Assignment No. 4**

**Implement Map Side Join and Reduce Side Join.**

**(Write hadoop code to implement Map Reduce application count number of word in file)**

import java.io.IOException; import java.util.StringTokenizer;

import org.apache.hadoop.conf.Configuration; import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable; import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job; import org.apache.hadoop.mapreduce.Mapper; import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat; import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class WordCount {

public static class TokenizerMapper

extends Mapper<Object, Text, Text, IntWritable>{

private final static IntWritable one = new IntWritable(1); private Text word = new Text();

public void map(Object key, Text value, Context context

) throws IOException, InterruptedException { StringTokenizer itr = new StringTokenizer(value.toString()); while (itr.hasMoreTokens()) {

word.set(itr.nextToken()); context.write(word, one);

}

}

}

public static class IntSumReducer

extends Reducer<Text,IntWritable,Text,IntWritable> { private IntWritable result = new IntWritable();

public void reduce(Text key, Iterable<IntWritable> values,

Context context

) throws IOException, InterruptedException {

int sum = 0;

for (IntWritable val : values) { sum += val.get();

}

result.set(sum); context.write(key, result);

}

}

public static void main(String[] args) throws Exception { Configuration conf = new Configuration();

Job job = Job.getInstance(conf, "word count"); job.setJarByClass(WordCount.class); job.setMapperClass(TokenizerMapper.class); job.setCombinerClass(IntSumReducer.class); job.setReducerClass(IntSumReducer.class); job.setOutputKeyClass(Text.class); job.setOutputValueClass(IntWritable.class); FileInputFormat.addInputPath(job, new Path(args[0])); FileOutputFormat.setOutputPath(job, new Path(args[1])); System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

File Link

[https://hadoop.apache.org/docs/current/hadoop-mapreduce-client/hadoop-mapreduce-client-](https://hadoop.apache.org/docs/current/hadoop-mapreduce-client/hadoop-mapreduce-client-core/MapReduceTutorial.html#Source_Code) [core/MapReduceTutorial.html#Source\_Code](https://hadoop.apache.org/docs/current/hadoop-mapreduce-client/hadoop-mapreduce-client-core/MapReduceTutorial.html#Source_Code)

### Step 1: Export Java Eclipse Project Jar File to Cloudera Step 2. Make firstfile.txt file vi editor ->Write data Step 3: Perform Below commands on terminal

**Command Map Reduce Code**

1. **Transfer all local file to hadoop**

Hdfs dfs –put firstfile.txt /user/cloudera Hdfs dfs –put WordCount.jar /user/cloudera

1. **Run Java Jar File for Map Reduce Operation**

hadoop jar WordCount.jar WordCount firstfile.txt outputfile

1. **List outputfile**

hdfs dfs –ls /user/cloudera/outputfile

1. **Show outputfile**

hdfs dfs –cat /user/cloudera/outputfile/part-r-00000

**Assignment No. 5**

**Implement Secondary Sorting. (Write hadoop code to implement Item Sort Program)**

Main class import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable; import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat; import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat; import org.apache.hadoop.mapreduce.Job;

public class testdriver {

public static void main(String[] args) throws Exception { if (args.length != 2) {

System.out.printf("Usage: WordCount <input dir> <output

dir>\n");

}

System.exit(-1);

}

Job job = new Job();

job.setJarByClass(testdriver.class); job.setJobName("Word Count"); FileInputFormat.setInputPaths(job, new Path(args[0])); FileOutputFormat.setOutputPath(job, new Path(args[1]));

job.setMapperClass(testmap.class); job.setReducerClass(testreduce.class);

job.setMapOutputKeyClass(IntWritable.class); job.setMapOutputValueClass(IntWritable.class);

job.setOutputKeyClass(IntWritable.class); job.setOutputValueClass(IntWritable.class);

boolean success = job.waitForCompletion(true); System.exit(success ? 0 : 1);

}

Mapper class

import java.io.IOException;

import org.apache.hadoop.io.IntWritable; import org.apache.hadoop.io.LongWritable; import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Mapper;

public class testmap extends Mapper<LongWritable, Text, IntWritable, IntWritable> {

@Override

public void map(LongWritable key, Text value, Context context) throws IOException, InterruptedException {

String line = value.toString();

String[] tokens = line.split(","); // This is the delimiter

between

int keypart = Integer.parseInt(tokens[0]); int valuePart = Integer.parseInt(tokens[1]); context.write(new IntWritable(valuePart), new

IntWritable(keypart));

}

}

Reducer class

import java.io.IOException;

import org.apache.hadoop.io.IntWritable; import org.apache.hadoop.mapreduce.Reducer;

public class testreduce extends Reducer<IntWritable, IntWritable, IntWritable, IntWritable> {

@Override

public void reduce(IntWritable key, Iterable<IntWritable>

values,

Context context) throws IOException, InterruptedException { for (IntWritable value : values) {

context.write(value,key);

}

}

}

### Step 1: Export Java Eclipse Project Jar File to Cloudera Step 2. Make Sort.txt file vi editor ->Write data

**Step 3: Perform Below commands on terminal**

**Command Map Reduce Code**

1. **Transfer all local file to hadoop**

Hdfs dfs –put sort.txt /user/cloudera Hdfs dfs –put Sorting.jar /user/cloudera

1. **Run Java Jar File for Map Reduce Operation**

hadoop jar Sorting.jar testdriver sort.txt outputsort

1. **List outputfile**

hdfs dfs –ls /user/cloudera/outputsort

1. **Show outputfile**

hdfs dfs –cat /user/cloudera/outputsort /part-r-00000

**Assignment No. 6**

**Pipeline multiple Map Reduce jobs**

**Job 1 (WordCount) counts the frequency of each word in the input data, while Job 2 (FilterWords) filters out words with a count greater than 2.**

***Job 1: Word Count (Word frequency count)***

## This first job counts the occurrences of each word in the input text files.

import java.io.IOException; import java.util.StringTokenizer;

import org.apache.hadoop.conf.Configuration; import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable; import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job; import org.apache.hadoop.mapreduce.Mapper; import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat; import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class WordCount {

public static class TokenizerMapper extends Mapper<Object, Text, Text, IntWritable> {

private final static IntWritable one = new IntWritable(1); private Text word = new Text();

public void map(Object key, Text value, Context context) throws IOException, InterruptedException {

String[] words = value.toString().split("\\s+"); for (String wordStr : words) {

word.set(wordStr); context.write(word, one);

}

}

}

public static class IntSumReducer extends Reducer<Text, IntWritable, Text, IntWritable> {

private IntWritable result = new IntWritable();

public void reduce(Text key, Iterable<IntWritable> values, Context context) throws IOException, InterruptedException {

int sum = 0;

for (IntWritable val : values) { sum += val.get();

}

result.set(sum); context.write(key, result);

}

}

public static void main(String[] args) throws Exception { Configuration conf = new Configuration();

Job job = Job.getInstance(conf, "word count"); job.setJarByClass(WordCount.class); job.setMapperClass(TokenizerMapper.class); job.setCombinerClass(IntSumReducer.class); job.setReducerClass(IntSumReducer.class); job.setOutputKeyClass(Text.class); job.setOutputValueClass(IntWritable.class); FileInputFormat.addInputPath(job, new Path(args[0])); FileOutputFormat.setOutputPath(job, new Path(args[1])); System.exit(job.waitForCompletion(true) ? 0 : 1);

}

}

***Job 2: Filter Words with Frequency Greater Than 2***

## The second job processes the output of the first job to filter and only output words that have a frequency greater than 2

import java.io.IOException; import java.util.StringTokenizer;

import org.apache.hadoop.conf.Configuration; import org.apache.hadoop.fs.Path;

import org.apache.hadoop.io.IntWritable; import org.apache.hadoop.io.Text;

import org.apache.hadoop.mapreduce.Job; import org.apache.hadoop.mapreduce.Mapper; import org.apache.hadoop.mapreduce.Reducer;

import org.apache.hadoop.mapreduce.lib.input.FileInputFormat; import org.apache.hadoop.mapreduce.lib.output.FileOutputFormat;

public class FilterWords {

public static class FilterMapper extends Mapper<Object, Text, Text, IntWritable> {

private IntWritable count = new IntWritable();

public void map(Object key, Text value, Context context) throws IOException, InterruptedException {

String[] fields = value.toString().split("\t"); String word = fields[0];

int wordCount = Integer.parseInt(fields[1]);

// Output only words with count greater than 2 if (wordCount > 2) {

count.set(wordCount); context.write(new Text(word), count);

}

}

}

public static void main(String[] args) throws Exception { Configuration conf = new Configuration();

Job job = Job.getInstance(conf, "filter words"); job.setJarByClass(FilterWords.class); job.setMapperClass(FilterMapper.class); job.setOutputKeyClass(Text.class); job.setOutputValueClass(IntWritable.class);

FileInputFormat.addInputPath(job, new Path(args[0])); // Input path from the first job's output

FileOutputFormat.setOutputPath(job, new Path(args[1])); // Output

path

}

}

System.exit(job.waitForCompletion(true) ? 0 : 1);

### Step 1: Export Java Eclipse Project Jar File to Cloudera Step 2. Make firstfile.txt file vi editor ->Write data Step 3: Perform Below commands on terminal

**Command Map Reduce Code**

1. **Transfer all local file to hadoop**

Hdfs dfs –put firstfile.txt /user/cloudera Hdfs dfs –put PipLine1.jar /user/cloudera

1. **Run First job of Java Jar File for Map Reduce Operation**

hadoop jar PipLine1.jar wordcount firstfile.txt outpip1

1. **Run Second job of Java Jar File for Map Reduce Operation**

hadoop jar PipLine1.jar FilterWords outpip1 outpip2

1. **List outputfile**

hdfs dfs –ls /user/cloudera/outpip2

1. **Show outputfile**

hdfs dfs –cat /user/cloudera/outpip2/part-r-00000

# Assignment No. 7

**Create and use UDFs in Pig Latin scripts (Write hadoop code to convert username in uppercase)**

**Step 1: Open Java Eclipse -> Make New Project->(PigAss7) Add External Libarary->pig , hadoop**

**,hadoop 0.20\_map\_reduce->finish**

**Step 2: Add class in project -> PigUDF -> Write below code (Create the UDF)**

import org.apache.pig.EvalFunc; import org.apache.pig.data.Tuple;

public class PigUDF extends EvalFunc<String> { public String exec(Tuple tuple)throws IOException {

if(tuple ==null) { return null;

}

## String user=(String)tuple.get(0); String city=(String)tuple.get(1); int score=(Integer)tuple.get(2);

return user+”,”+city.toUpperCase()+”,”+score;

}

}

**Step 3: Export java project in to jar file ->PigAss7.jar**

**Step 4: Open terminal create cust\_us.txt file using following command**

vi cust\_us

![](data:image/jpeg;base64,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)

**Step 5: Open terminal to create pig file using following command.**

vi toupper.pig

**Write following code in file**

REGISTER /home/cloudera/PigAss7.jar DEFINE toupper PigUDF();

usa = LOAD ‘/home/cloudera/cust\_us.txt’ Using PigStorage(‘,’) AS (user:chararray,city:chararray,score:int);

usa\_upper = FOREACH usa GENERATE toupper(user,city,score); DUMP usa\_upper;

**Step 6: Run Pig script**

pig –x local toupper.pig

# Assignment No. 8

**Integrate UDFs to enhance the functionality of Pig scripts. (Write hadoop code to concatenation two string )**

**Step 1: Open Java Eclipse -> Make New Project->(PigAss7) Add External Libarary->pig , hadoop**

**,hadoop 0.20\_map\_reduce->finish**

**Step 2: Add class in project -> (Ass8Demo) -> Write below code (Create the UDF)**

import org.apache.pig.EvalFunc; import org.apache.pig.data.Tuple;

import org.apache.pig.data.DataByteArray;

public class ConcatStrings extends EvalFunc<DataByteArray> { @Override

public DataByteArray exec(Tuple input) { if (input == null || input.size() < 2)

return null; try {

String str1 = (String) input.get(0); String str2 = (String) input.get(1);

return new DataByteArray((str1 + str2).getBytes());

} catch (Exception e) { return null;

}

}

}

**Step 3: Export java project in to jar file ->Ass8Demo.jar**

**Step 4: Open terminal create strdata.txt file using following command**

vi strdata.txt

hi,hello good,morning

welcome,RCPET’s IMRD

**Step 5: Open terminal to create pig file using following command.**

vi strcat.pig

**Write following code in file**

## REGISTER /home/cloudera/Ass8Demo.jar DEFINE ConcatStrings ConcatStrings();

data = LOAD ‘/home/cloudera/strdata.txt’ Using PigStorage(‘,’) AS (str1:chararray,str2:chararray); result = FOREACH data GENERATE ConcatStrings(str1,str2); DUMP result;

**Step 6: Run Pig script**

pig –x local strcat.pig

**Assignment No 9**

# Implement and execute HiveQL queries to perform data retrieval and manipulation.

1. **Setting up Hive Hive**
2. **Creating a Hive Table**

CREATE TABLE employees ( emp\_id INT,

emp\_name STRING, emp\_salary DOUBLE, emp\_department STRING

) ROW FORMAT DELIMITED FIELDS TERMINATED BY ',' STORED AS TEXTFILE;

1. **Data Manipulation**
   1. **Inserting Data into the Table:**

INSERT INTO TABLE employees VALUES (1001, 'John Doe', 60000.00,'Engineering');

* 1. **Updating Data:**

INSERT OVERWRITE TABLE employees SELECT emp\_id, emp\_name, CASE

WHEN emp\_salary < 50000 THEN emp\_salary \* 1.1 ELSE emp\_salary

END AS emp\_salary, emp\_department

FROM employees;

* 1. **Deleting Data:**

INSERT OVERWRITE TABLE employees

SELECT \* FROM employees WHERE emp\_id != 1001;

1. **Basic Data Retrieval Queries**
   1. **Select all records:**

SELECT \* FROM employees;

* 1. **Select specific columns:**

SELECT emp\_name, emp\_salary FROM employees;

* 1. **Select with a WHERE clause:**

SELECT \* FROM employees WHERE emp\_salary > 50000;

**Assignment No 10**

# Perform operations like joins, group by, and aggregations in Hive.

1. **Creating a Hive Table**

CREATE TABLE employees ( emp\_id INT,

emp\_name STRING, emp\_salary DOUBLE, emp\_department STRING

) ROW FORMAT DELIMITED FIELDS TERMINATED BY ',' STORED AS TEXTFILE;

CREATE TABLE departments ( dept\_id INT,

dept\_name STRING,

) ROW FORMAT DELIMITED FIELDS TERMINATED BY ',' STORED AS TEXTFILE;

**Insert 5 record on each table by using insert command**

1. **Joins**

**SELECT e.emp\_name, d.dept\_name FROM employees e**

**JOIN departments d**

**ON e.emp\_department = d.dept\_id;**

1. **Aggregate Functions**
   1. **Count the number of employees:**

SELECT COUNT(\*) FROM employees;

* 1. **Find the average salary:**

SELECT AVG(emp\_salary) FROM employees;

* 1. **Find the highest salary:**

SELECT MAX(emp\_salary) FROM employees;

1. **Group By**

**Group by department and get average salary per department:**

SELECT emp\_department, AVG(emp\_salary) FROM employees GROUP BY emp\_department;