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下标,内存和字符串的狂拽

**问题描述**

**本题并不需要用到指针**

在V国和J国的边境处，发现了一个文艺复兴时代的工坊，在此中，发现了一个过时无效的历史程序，它无法在任何现代机器上执行，但是为了发掘文化优越性，V国带桶勇下令成立研究专家组。尽管V国和J国的关系很差，但这次的单子是从J国转包过来的（由于以以往的经验，直接找的V国的承包商并不靠谱），当然因为缺乏文化自信，研究专家组先找了个V国皮包公司来保证與情稳定。

你只被分包到了其中很小的一部分，是一段代码，有$ n$个字符数组，标号$ 0$到$ n-1$, 第i个数组的大小为$ m\_i$,

char $ s\_0[m\_0], s\_1[m\_1], s\_2[m\_2], ..., s\_{n-1}[m\_{n-1}]$;

其中$ s\_i[m\_i] $的下标访问范围为 $s\_i[0] ~ s\_i[m\_i - 1]$

这些数组依次存储在内存中的一段连续无间隔的地址中。（更多信息见提示）

以下为我们要实现的功能，给定n和$m\_i$, 以及初始时各个char数组的值。

依次执行以下函数。若出现了对非法内存的访问（即访问了除了这n个数组之外的地址），应当**拒绝执行**并输出"overflow"并换行, 若没有访问非法内存，也没有满足strcpy的交集判断，但进行了越界访问，应当正常执行，但在输出之前输出一个英文字母'w'(不含引号)，'w'之后也不需要空格/换行，直接和该函数的输出连接。

越界访问，指访问了指定的数组之外的数组，具体见解释。

以下三个函数。**这里的pointer可以用数组下标模拟，详见解释**

memset(pointer start, value, count);

从start（含）开始，依次count个byte，均赋值为value。若成功输出“true”（不含引号），并换行。（若成功执行，则修改会被实际执行，即之后的操作以执行后的各数组为基础进行）

strcpy(pointer source, pointer destination);

将从source开始的字符串，粘贴到destination处，需要粘贴'\0'。若成功输出"true"（不含引号），并换行。若粘贴过程中，source字符串的位置和destination对应的位置中存在交集，并且没有进行过非法访问，则应当拒绝执行并输出“overwrite”。若进行过非法访问，则无需输出"overwrite"。

strlen(pointer start);

统计从source开始的字符串的长度，需要访问'\0', 但并不计入数值。若成功输出长度，并换行。

**输入描述**

第一行一个整数$ n$ ,表示数组个数，

接下来一行，$ n$ 个整数$ m\_i$，依次表示第$ 0$ 到第$ n-1$ 个数组的大小

接下来$ n$ 行，每行$m\_i$个整数$v\_{i,j}$，依次表示第i个数组的从$ 0$ 到$m\_i$的位置上的值

接下来一行一个整数$ k$ ，表示要执行多少次函数

每行若干个整数格式如下（用一个空格隔开，没有逗号）**，&的含义详见解释**

$ 0,s\_x,s\_y,v,c表示memset(\&s\_{s\_x}[s\_y], v, c); $

$ 1,s\_{x0},s\_{y0},s\_{x1},s\_{y1}$

$ 表示strcpy(\&s\_{s\_{x0}}[s\_{y0}], \&s\_{s\_{x1}}[s\_{y1}]);$

$ 2,s\_{x0},s\_{y0}$

$ 表示strlen(\&s\_{s\_{x0}}[s\_{y0}]);$

$ 1 <= n, m, n \* m <= 1000; 0 <= s\_x <=n - 1 ; 0 <= |s\_{y}|,c <=10^9; v \in \{0, 1\}; 1 <= k <= 5\*10^4$

输入均符合格式要求

**输出描述**

对于每次函数执行，输出一行，内容见题目描述。

**样例输入**
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**样例输出**
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**数据范围及提示**

这些数组将被存储在内存中，内存本身可以看作由若干个{8bit组成的byte} 构成的数组A，~~而指针就相当于这个大数组的下标~~。$ s\_0$到$ s\_{n-1} $依次连续存储在这个大数组中，（当然通常不会从0开始）我们设$ s\_0[0]$存储在$ A[P]$, 则$s\_0[1]$存储在 $A[P+1]$, $ s\_1[5]$ 存储在 $A[P+m\_0+5]$，那么$ s\_x[y]$存储在哪里呢？

我们其实可以把$ s\_0$看作一个下标P，$s\_0[x]$可以等价的写为$ A[s\_0+x]$,

那么$s\_0[m\_0]$就是$A[s\_0+m\_0]$, 也就是$s\_1[0]$, 也是$A[s\_1]$。

注意类似$s\_0[m\_0]$和$s\_1[-1]$这样的访问是可以执行的，但在本题中应该提出warning（而并不是认为不可执行）。

如果n很大，依次求和可能会导致时间复杂度过高（当然本题不会有这个问题），可以通过计算一个前缀和数组，来简化指针计算。

**我们在此定义&是一个单目运算符（C中的&有类似但不相同的含义）**，表示取出对象在A中的坐标，比如$&s\_2[3] == s\_2 + 3$

$&s\_5[7] = s\_0+n\_0+n\_1+n\_2 + n\_3 + n\_4+7$

我们发现，可以处理一个数组sum,满足

$sum[i] = s\_0+\displaystyle\sum\_{j=0}^{i-1} $

同时有sum[i] = s\_i

我们可以这样计算

sum[0] = s\_0;

for (int i = 1; i <= n; ++i) {

sum[i] = sum[i - 1] + $n\_{i-1}$;

}

sum[n]表示的是访问的最大坐标-1

计算$&s\_5[7]$时，可以直接$sum[5]+7$

由于我们本题并没有对$s\_0=P$有任何约定，所以你可以直接开一个数组,

$char A[maxn];//\displaystyle\sum\_{i=0}^{n-1}n\_i$

令s\_0=A;

字符类型char，其实等同于有符号的8bit整数，其编码规则与int相同采用补码。ASCII码其实就是在定义域内将数值的含义和数值进行的一一映射。char数组存储字符串会以'\0'即数值0为结尾标志，这个标志在输入输出时并通常不会显式出现，但在处理字符串时，这个标志位就很重要了，因为它将告诉你何处该字符串结束。（虽然不必要，但在自己在一后的编程中，如果使用char数组，也可以考虑采用'\0'作为字符串标志位）

本题的越界访问不需要考虑被拒绝执行的情况，以下几种情况符合本题的非法越界

（1）$ n\_0 == 1$但访问了$s\_0[1]$（无论是运行当中，还是直接作为参数传入并进行了至少一次对该处访问）

（2）$ strcpy(s\_0, s\_1 + 5)$，若在粘贴过程中，只访问了$ s\_0，s\_1$ ，但source串的位置包括$ s\_1[0]$,哪怕只是最后的'\0',也属于越界。

若$strcpy(s\_1+5, s\_0)$的destination串的位置包含了$s\_1[0]$也属于越界

（3）$ s\_1-2$作为参数传入并进行了至少一次对该处的访问时，就已经越界了

特别地，如果不需要访问，哪怕直接传入一个非法地址或者越界地址，也不需要认为其发生了非法访问/越界。比如$memset(&x\_0[-100], 0, 0);$

区分“true”和“ture”