**深入理解Http协议**

# 一、Http协议入门

## 1.1 什么是http协议

http协议： 对浏览器客户端 和 服务器端 之间数据传输的格式规范

# 二、查看http协议的工具

1）使用火狐的firebug插件（右键->firebug->网络）

2）使用谷歌的“审查元素”

## 2.1 http协议内容

|  |
| --- |
| 请求（浏览器-》服务器）  GET /day09/hello HTTP/1.1  Host: localhost:8080  User-Agent: Mozilla/5.0 (Windows NT 6.1; WOW64; rv:35.0) Gecko/20100101 Firefox/35.0  Accept: text/html,application/xhtml+xml,application/xml;q=0.9,\*/\*;q=0.8  Accept-Language: zh-cn,en-us;q=0.8,zh;q=0.5,en;q=0.3  Accept-Encoding: gzip, deflate  Connection: keep-alive |

|  |
| --- |
| 响应（服务器-》浏览器）  HTTP/1.1 200 OK  Server: Apache-Coyote/1.1  Content-Length: 24  Date: Fri, 30 Jan 2015 01:54:57 GMT  this is hello servlet!!! |

# 四、Http请求

|  |
| --- |
| GET /day09/hello HTTP/1.1 -请求行  Host: localhost:8080 --请求头（多个key-value对象）  User-Agent: Mozilla/5.0 (Windows NT 6.1; WOW64; rv:35.0) Gecko/20100101 Firefox/35.0  Accept: text/html,application/xhtml+xml,application/xml;q=0.9,\*/\*;q=0.8  Accept-Language: zh-cn,en-us;q=0.8,zh;q=0.5,en;q=0.3  Accept-Encoding: gzip, deflate  Connection: keep-alive  --一个空行  name=eric&password=123456 --（可选）实体内容 |

## 3.1 请求行

GET /day09/hello HTTP/1.1

### #http协议版本

http1.0：当前浏览器客户端与服务器端建立连接之后，只能发送一次请求，一次请求之后连接关闭。

http1.1：当前浏览器客户端与服务器端建立连接之后，可以在一次连接中发送多次请求。（基本都使用1.1）

### #请求资源

URL: 统一资源定位符。http://localhost:8080/day09/testImg.html。只能定位互联网资源。是URI 的子集。

URI： 统一资源标记符。/day09/hello。用于标记任何资源。可以是本地文件系统，局域网的资源（//192.168.14.10/myweb/index.html）， 可以是互联网。

### #请求方式

常见的请求方式： GET 、 POST、 HEAD、 TRACE、 PUT、 CONNECT 、DELETE

常用的请求方式： GET 和 POST

表单提交：

<form action="提交地址" method="GET/POST">

<form>

GET vs POST 区别

**1）GET方式提交**

a）地址栏（URI）会跟上参数数据。以？开头，多个参数之间以&分割。

|  |
| --- |
| **GET** /day09/testMethod.html?name=eric&password=123456 HTTP/1.1  Host: localhost:8080  User-Agent: Mozilla/5.0 (Windows NT 6.1; WOW64; rv:35.0) Gecko/20100101 Firefox/35.0  Accept: text/html,application/xhtml+xml,application/xml;q=0.9,\*/\*;q=0.8  Accept-Language: zh-cn,en-us;q=0.8,zh;q=0.5,en;q=0.3  Accept-Encoding: gzip, deflate  Referer: http://localhost:8080/day09/testMethod.html  Connection: keep-alive |

b）GET提交参数数据有限制，不超过1KB。

c）GET方式不适合提交敏感密码。

d）注意： 浏览器直接访问的请求，默认提交方式是GET方式

**2）POST方式提交**

a）参数不会跟着URI后面。参数而是跟在请求的实体内容中。没有？开头，多个参数之间以&分割。

|  |
| --- |
| **POST** /day09/testMethod.html HTTP/1.1  Host: localhost:8080  User-Agent: Mozilla/5.0 (Windows NT 6.1; WOW64; rv:35.0) Gecko/20100101 Firefox/35.0  Accept: text/html,application/xhtml+xml,application/xml;q=0.9,\*/\*;q=0.8  Accept-Language: zh-cn,en-us;q=0.8,zh;q=0.5,en;q=0.3  Accept-Encoding: gzip, deflate  Referer: http://localhost:8080/day09/testMethod.html  Connection: keep-alive  name=eric&password=123456 |

b）POST提交的参数数据没有限制。

c）POST方式提交敏感数据。

## 3.2 请求头

|  |
| --- |
| Accept: text/html,image/\* -- 浏览器接受的数据类型  Accept-Charset: ISO-8859-1 -- 浏览器接受的编码格式  Accept-Encoding: gzip,compress --浏览器接受的数据压缩格式  Accept-Language: en-us,zh- --浏览器接受的语言  Host: www.it315.org:80 --（必须的）当前请求访问的目标地址（主机:端口）  If-Modified-Since: Tue, 11 Jul 2000 18:23:51 GMT --浏览器最后的缓存时间  Referer: http://www.it315.org/index.jsp -- 当前请求来自于哪里  User-Agent: Mozilla/4.0 (compatible; MSIE 5.5; Windows NT 5.0) --浏览器类型  Cookie:name=eric -- 浏览器保存的cookie信息  Connection: close/Keep-Alive -- 浏览器跟服务器连接状态。close: 连接关闭 keep-alive：保存连接。  Date: Tue, 11 Jul 2000 18:23:51 GMT -- 请求发出的时间 |

## 3.3 实体内容

只有POST提交的参数会放到实体内容中

## 3.4 HttpServletRequest对象

HttpServletRequest对象作用是用于获取请求数据。

核心的API：

请求行：

request.getMethod(); 请求方式

request.getRequetURI() / request.getRequetURL() 请求资源

request.getProtocol() 请求http协议版本

请求头：

request.getHeader("名称") 根据请求头获取请求值

request.getHeaderNames() 获取所有的请求头名称

实体内容:

request.getInputStream() 获取实体内容数据

## 3.5 service 和 doXX方法区别

|  |
| --- |
| **HttpSevlet类的源码：**  **protected** **void** service(HttpServletRequest req, HttpServletResponse resp)  **throws** ServletException, IOException {  //得到请求方式  String method = req.getMethod();  **if** (method.equals(*METHOD\_GET*)) {  **long** lastModified = getLastModified(req);  **if** (lastModified == -1) {  // servlet doesn't support if-modified-since, no reason  // to go through further expensive logic  doGet(req, resp);  } **else** {  **long** ifModifiedSince;  **try** {  ifModifiedSince = req.getDateHeader(*HEADER\_IFMODSINCE*);  } **catch** (IllegalArgumentException iae) {  // Invalid date header - proceed as if none was set  ifModifiedSince = -1;  }  **if** (ifModifiedSince < (lastModified / 1000 \* 1000)) {  // If the servlet mod time is later, call doGet()  // Round down to the nearest second for a proper compare  // A ifModifiedSince of -1 will always be less  maybeSetLastModified(resp, lastModified);  doGet(req, resp);  } **else** {  resp.setStatus(HttpServletResponse.*SC\_NOT\_MODIFIED*);  }  }  } **else** **if** (method.equals(*METHOD\_HEAD*)) {  **long** lastModified = getLastModified(req);  maybeSetLastModified(resp, lastModified);  doHead(req, resp);  } **else** **if** (method.equals(*METHOD\_POST*)) {  doPost(req, resp);    } **else** **if** (method.equals(*METHOD\_PUT*)) {  doPut(req, resp);    } **else** **if** (method.equals(*METHOD\_DELETE*)) {  doDelete(req, resp);    } **else** **if** (method.equals(*METHOD\_OPTIONS*)) {  doOptions(req,resp);    } **else** **if** (method.equals(*METHOD\_TRACE*)) {  doTrace(req,resp);    } **else** {  //  // Note that this means NO servlet supports whatever  // method was requested, anywhere on this server.  //  String errMsg = *lStrings*.getString("http.method\_not\_implemented");  Object[] errArgs = **new** Object[1];  errArgs[0] = method;  errMsg = MessageFormat.*format*(errMsg, errArgs);    resp.sendError(HttpServletResponse.*SC\_NOT\_IMPLEMENTED*, errMsg);  }  } |

## 3.6 案例- 什么是时间戳

很多网站在发布版本之前，都会在URL请求地址后面加上一个实现戳进行版本更新。

确定走最新的请求,而不是去请求缓存

304状态码 是浏览器有缓存,从缓存获取的数据

## 3.7 案例- 防止非法链接(referer)

第1次 蚂蚁课堂 -> 页面(展示一张图片)

第2次 直接查看展示图片

非法链接：

1）直接访问访问资源

referer： 当前请求来自于哪里。

代码:

|  |
| --- |
| **<filter>**  **<filter-name>ImgFilter</filter-name>**  **<filter-class>com.itmayiedu.filter.ImgFilter</filter-class>**  **</filter>**  **<filter-mapping>**  **<filter-name>ImgFilter</filter-name>**  **<url-pattern>/static/\*</url-pattern>**  **</filter-mapping>** |

|  |
| --- |
| **public class ImgFilter implements Filter {**  **public void destroy() {**  **// TODO Auto-generated method stub**  **}**  **public void doFilter(ServletRequest servletRequest, ServletResponse servletResponse, FilterChain filterChain)**  **throws IOException, ServletException {**  **HttpServletRequest request = (HttpServletRequest) servletRequest;**  **HttpServletResponse response = (HttpServletResponse) servletResponse;**  **String referer = request.getHeader("referer");**  **System.*out*.println("refer is" + "" + referer);**  **if (referer == null || !referer.contains(request.getServerName())) {**  **request.getRequestDispatcher("/static/error.png").forward(request, response);**  **} else {**  **filterChain.doFilter(request, response);**  **}**  **}**  **public void init(FilterConfig arg0) throws ServletException {**  **// TODO Auto-generated method stub**  **}**  **}** |

## 3.8 传递的请求参数如何获取

GET方式： 参数放在URI后面

POST方式： 参数放在实体内容中

获取GET方式参数：

request.getQueryString();

获取POST方式参数：

request.getInputStream();

问题：但是以上两种不通用，而且获取到的参数还需要进一步地解析。

所以可以使用统一方便的获取参数的方式：

核心的API：

request.getParameter("参数名"); 根据参数名获取参数值（注意，只能获取一个值的参数）

request.getParameterValue("参数名“)；根据参数名获取参数值（可以获取多个值的参数）

request.getParameterNames(); 获取所有参数名称列表

# 五、 Http响应

|  |
| --- |
| HTTP/1.1 200 OK --响应行  Server: Apache-Coyote/1.1 --响应头（key-vaule）  Content-Length: 24  Date: Fri, 30 Jan 2015 01:54:57 GMT  --一个空行  this is hello servlet!!! --实体内容 |

## 5.1 响应行

### #http协议版本

### #状态码: 服务器处理请求的结果（状态）

常见的状态：

200 ： 表示请求处理完成并完美返回

302： 表示请求需要进一步细化。  
 404： 表示客户访问的资源找不到。

500： 表示服务器的资源发送错误。（服务器内部错误）

### #状态描述

## 5.2 常见的响应头

|  |
| --- |
| Location: http://www.it315.org/index.jsp -表示重定向的地址，该头和302的状态码一起使用。  Server:apache tomcat ---表示服务器的类型  Content-Encoding: gzip -- 表示服务器发送给浏览器的数据压缩类型  Content-Length: 80 --表示服务器发送给浏览器的数据长度  Content-Language: zh-cn --表示服务器支持的语言  Content-Type: text/html; charset=GB2312 --表示服务器发送给浏览器的数据类型及内容编码  Last-Modified: Tue, 11 Jul 2000 18:23:51 GMT --表示服务器资源的最后修改时间  Refresh: 1;url=http://www.it315.org --表示定时刷新  Content-Disposition: attachment; filename=aaa.zip --表示告诉浏览器以下载方式打开资源（下载文件时用到）  Transfer-Encoding: chunked  Set-Cookie:SS=Q0=5Lb\_nQ; path=/search --表示服务器发送给浏览器的cookie信息（会话管理用到）  Expires: -1 --表示通知浏览器不进行缓存  Cache-Control: no-cache  Pragma: no-cache  Connection: close/Keep-Alive --表示服务器和浏览器的连接状态。close：关闭连接 keep-alive:保存连接 |

## 5.3 HttpServletResponse对象

HttpServletResponse对象修改响应信息：

响应行：

response.setStatus() 设置状态码

响应头：

response.setHeader("name","value") 设置响应头

实体内容：

response.getWriter().writer(); 发送字符实体内容

response.getOutputStream().writer() 发送字节实体内容

## 5.4 案例- 请求重定向（Location）

|  |
| --- |
| **resp.setStatus(302);**  **resp.setHeader("Location", "OtherServlet");** |

## 5.5 重定向原理

客户端向服务端发送请求,Location客户端收到的状态码为302,本地帮你跳转到Location指向的地址.一般来说转发在本地服务器内部使用重定向一般在外部服务器使用

为什么说重定向非常耗资源,会发送两次请求.

# 六、Https与Http

## 6.1.1 https 与http区别？

　1、https 协议需要到 ca 申请证书，一般免费证书较少，因而需要一定费用。

　2、http 是超文本传输协议，信息是明文传输，https 则是具有安全性的 ssl 加密传输协议。

　3、http 和 https 使用的是完全不同的连接方式，用的端口也不一样，前者是 80，后者是 443。

　4、http 的连接很简单，是无状态的；HTTPS 协议是由 SSL+HTTP 协议构建的可进行加密传输、身份认证的网络协议，比 http 协议安全。

## 6.1.2 https工作原理？

我们都知道 HTTPS 能够加密信息，以免敏感信息被第三方获取，所以很多银行网站或电子邮箱等等安全级别较高的服务都会采用 HTTPS 协议。

　客户端在使用 HTTPS 方式与 Web 服务器通信时有以下几个步骤，如图所示。

　　（1）客户使用 https 的 URL 访问 Web 服务器，要求与 Web 服务器建立 SSL 连接。

　　（2）Web 服务器收到客户端请求后，会将网站的证书信息（证书中包含公钥）传送一份给客户端。

　　（3）客户端的浏览器与 Web 服务器开始协商 SSL 连接的安全等级，也就是信息加密的等级。

　　（4）客户端的浏览器根据双方同意的安全等级，建立会话密钥，然后利用网站的公钥将会话密钥加密，并传送给网站。

　　（5）Web 服务器利用自己的私钥解密出会话密钥。

　　（6）Web 服务器利用会话密钥加密与客户端之间的通信。

![http://bbs.itmayiedu.com/upload/16f81719a5cb44bdb97365464a5f2c3b.gif](data:image/gif;base64,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)

## 6.1.3 https优缺点？

　虽然说 HTTPS 有很大的优势，但其相对来说，还是存在不足之处的：

　　（1）HTTPS 协议握手阶段比较费时，会使页面的加载时间延长近 50%，增加 10% 到 20% 的耗电；

　　（2）HTTPS 连接缓存不如 HTTP 高效，会增加数据开销和功耗，甚至已有的安全措施也会因此而受到影响；

　　（3）SSL 证书需要钱，功能越强大的证书费用越高，个人网站、小网站没有必要一般不会用。

　 （4）SSL 证书通常需要绑定 IP，不能在同一 IP 上绑定多个域名，IPv4 资源不可能支撑这个消耗。

　　（5）HTTPS 协议的加密范围也比较有限，在黑客攻击、拒绝服务攻击、服务器劫持等方面几乎起不到什么作用。最关键的，SSL 证书的信用链体系并不安全，特别是在某些国家可以控制 CA 根证书的情况下，中间人攻击一样可行。

# 七、http请求工具

## 7.1 客户端模拟http请求工具

Postmen(谷歌插件)、RestClient

## 7.2 服务器模拟http请求工具

httpclient、HttpURLConnection

httpCient请求代码

|  |
| --- |
| **/\*\***  **\* 发送 post请求访问本地应用并根据传递参数不同返回不同结果**  **\*/**  **public void post() {**  **// 创建默认的httpClient实例.**  **CloseableHttpClient httpclient = HttpClients.*createDefault*();**  **// 创建httppost**  **HttpPost httppost = new HttpPost("http://localhost:8080/myDemo/Ajax/serivceJ.action");**  **// 创建参数队列**  **List<NameValuePair> formparams = new ArrayList<NameValuePair>();**  **formparams.add(new BasicNameValuePair("type", "house"));**  **UrlEncodedFormEntity uefEntity;**  **try {**  **uefEntity = new UrlEncodedFormEntity(formparams, "UTF-8");**  **httppost.setEntity(uefEntity);**  **System.*out*.println("executing request " + httppost.getURI());**  **CloseableHttpResponse response = httpclient.execute(httppost);**  **try {**  **HttpEntity entity = response.getEntity();**  **if (entity != null) {**  **System.*out*.println("--------------------------------------");**  **System.*out*.println("Response content: " + EntityUtils.*toString*(entity, "UTF-8"));**  **System.*out*.println("--------------------------------------");**  **}**  **} finally {**  **response.close();**  **}**  **} catch (ClientProtocolException e) {**  **e.printStackTrace();**  **} catch (UnsupportedEncodingException e1) {**  **e1.printStackTrace();**  **} catch (IOException e) {**  **e.printStackTrace();**  **} finally {**  **// 关闭连接,释放资源**  **try {**  **httpclient.close();**  **} catch (IOException e) {**  **e.printStackTrace();**  **}**  **}**  **}**  **/\*\***  **\* 发送 get请求**  **\*/**  **public void get() {**  **CloseableHttpClient httpclient = HttpClients.*createDefault*();**  **try {**  **// 创建httpget.**  **HttpGet httpget = new HttpGet("http://www.baidu.com/");**  **System.*out*.println("executing request " + httpget.getURI());**  **// 执行get请求.**  **CloseableHttpResponse response = httpclient.execute(httpget);**  **try {**  **// 获取响应实体**  **HttpEntity entity = response.getEntity();**  **System.*out*.println("--------------------------------------");**  **// 打印响应状态**  **System.*out*.println(response.getStatusLine());**  **if (entity != null) {**  **// 打印响应内容长度**  **System.*out*.println("Response content length: " + entity.getContentLength());**  **// 打印响应内容**  **System.*out*.println("Response content: " + EntityUtils.*toString*(entity));**  **}**  **System.*out*.println("------------------------------------");**  **} finally {**  **response.close();**  **}**  **} catch (ClientProtocolException e) {**  **e.printStackTrace();**  **} catch (ParseException e) {**  **e.printStackTrace();**  **} catch (IOException e) {**  **e.printStackTrace();**  **} finally {**  **// 关闭连接,释放资源**  **try {**  **httpclient.close();**  **} catch (IOException e) {**  **e.printStackTrace();**  **}**  **}**  **}** |

## 7.3 前端ajax请求

|  |
| --- |
| $.ajax({  type : 'post',  dataType : "text",  url : "http://a.a.com/a/FromUserServlet",  data : "userName=余胜军&userAge=19",  success : **function**(msg) {  alert(msg);  }  }); |

## 7.4 跨域实战解决方案

跨域原因产生：在当前域名请求网站中，默认不允许通过ajax请求发送其他域名。

XMLHttpRequest cannot load 跨域问题解决办法

## 使用后台response添加header

后台response添加header，**response.setHeader("Access-Control-Allow-Origin", "\*"); 支持所有网站**

## 使用JSONP

前端代码:

|  |
| --- |
| **$.ajax({**  **type : "POST",**  **async : false,**  **url : "http://a.a.com/a/FromUserServlet?userName=张三",**  **dataType : "jsonp",//数据类型为jsonp**  **jsonp : "jsonpCallback",//服务端用于接收callback调用的function名的参数**  **success : function(data) {**  **alert(data.result);**  **},**  **error : function() {**  **alert('fail');**  **}**  **});** |

后端代码:

|  |
| --- |
| **@WebServlet("/FromUserServlet")**  **public class FromUserServlet extends HttpServlet {**  **@Override**  **protected void doGet(HttpServletRequest req, HttpServletResponse resp) throws ServletException, IOException {**  **doPost(req, resp);**  **}**  **@Override**  **protected void doPost(HttpServletRequest req, HttpServletResponse resp) throws ServletException, IOException {**  **resp.setCharacterEncoding("UTF-8");**  **// resp.setHeader("Access-Control-Allow-Origin", "\*");**  **String userName = req.getParameter("userName");**  **String userAge = req.getParameter("userAge");**  **System.*out*.println(userName + "----" + userAge+"---"+req.getMethod());**  **// JSONObject JSONObject1 = new JSONObject();**  **// JSONObject1.put("success", "添加成功!");**  **// resp.getWriter().write("callbackparam(" + JSONObject1.toJSONString()**  **// + ")");**  **try {**  **resp.setContentType("text/plain");**  **resp.setHeader("Pragma", "No-cache");**  **resp.setHeader("Cache-Control", "no-cache");**  **resp.setDateHeader("Expires", 0);**  **PrintWriter out = resp.getWriter();**  **JSONObject resultJSON = new JSONObject(); // 根据需要拼装json**  **resultJSON.put("result", "content");**  **String jsonpCallback = req.getParameter("jsonpCallback");// 客户端请求参数**  **out.println(jsonpCallback + "(" + resultJSON.toJSONString() + ")");// 返回jsonp格式数据**  **out.flush();**  **out.close();**  **} catch (Exception e) {**  **// TODO: handle exception**  **}**  **}**  **}** |

JSONP的优缺点:

JSONP只支持get请求不支持psot请求

## 使用接口网关

使用nginx转发。

# 八、http抓包工具

fiddler、wireshark

# 九、本节课程maven坐标

|  |
| --- |
| **<dependencies>**  **<!-- https://mvnrepository.com/artifact/javax.servlet/javax.servlet-api -->**  **<dependency>**  **<groupId>javax.servlet</groupId>**  **<artifactId>javax.servlet-api</artifactId>**  **<version>3.1.0</version>**  **<scope>provided</scope>**  **</dependency>**  **<!-- https://mvnrepository.com/artifact/org.apache.httpcomponents/httpclient -->**  **<dependency>**  **<groupId>org.apache.httpcomponents</groupId>**  **<artifactId>httpclient</artifactId>**  **<version>4.3.5</version>**  **</dependency>**  **<!-- https://mvnrepository.com/artifact/org.apache.commons/commons-lang3 -->**  **<dependency>**  **<groupId>org.apache.commons</groupId>**  **<artifactId>commons-lang3</artifactId>**  **<version>3.5</version>**  **</dependency>**  **<!-- https://mvnrepository.com/artifact/com.alibaba/fastjson -->**  **<dependency>**  **<groupId>com.alibaba</groupId>**  **<artifactId>fastjson</artifactId>**  **<version>1.2.29</version>**  **</dependency>**  **</dependencies>** |