使用dict和set

dict

Python内置了字典：dict的支持，dict全称dictionary，在其他语言中也称为map，使用键-值（key-value）存储，具有极快的查找速度。

举个例子，假设要根据同学的名字查找对应的成绩，如果用list实现，需要两个list：

names = ['Michael', 'Bob', 'Tracy']

scores = [95, 75, 85]

给定一个名字，要查找对应的成绩，就先要在names中找到对应的位置，再从scores取出对应的成绩，list越长，耗时越长。

如果用dict实现，只需要一个“名字”-“成绩”的对照表，直接根据名字查找成绩，无论这个表有多大，查找速度都不会变慢。用Python写一个dict如下：

>>> d = {'Michael': 95, 'Bob': 75, 'Tracy': 85}

>>> d['Michael']

95

为什么dict查找速度这么快？因为dict的实现原理和查字典是一样的。假设字典包含了1万个汉字，我们要查某一个字，一个办法是把字典从第一页往后翻，直到找到我们想要的字为止，这种方法就是在list中查找元素的方法，list越大，查找越慢。

第二种方法是先在字典的索引表里（比如部首表）查这个字对应的页码，然后直接翻到该页，找到这个字。无论找哪个字，这种查找速度都非常快，不会随着字典大小的增加而变慢。

dict就是第二种实现方式，给定一个名字，比如'Michael'，dict在内部就可以直接计算出Michael对应的存放成绩的“页码”，也就是95这个数字存放的内存地址，直接取出来，所以速度非常快。

你可以猜到，这种key-value存储方式，在放进去的时候，必须根据key算出value的存放位置，这样，取的时候才能根据key直接拿到value。

把数据放入dict的方法，除了初始化时指定外，还可以通过key放入：

>>> d['Adam'] = 67

>>> d['Adam']

67

由于一个key只能对应一个value，所以，多次对一个key放入value，后面的值会把前面的值冲掉：

>>> d['Jack'] = 90

>>> d['Jack']

90

>>> d['Jack'] = 88

>>> d['Jack']

88

如果key不存在，dict就会报错：

>>> d['Thomas']

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

KeyError: 'Thomas'

要避免key不存在的错误，有两种办法，一是通过in判断key是否存在：

>>> 'Thomas' **in** d

False

二是通过dict提供的get方法，如果key不存在，可以返回None，或者自己指定的value：

>>> d.get('Thomas')

>>> d.get('Thomas', -1)

-1

注意：返回None的时候Python的交互式命令行不显示结果。

要删除一个key，用pop(key)方法，对应的value也会从dict中删除：

>>> d.pop('Bob')

75

>>> d

{'Michael': 95, 'Tracy': 85}

请务必注意，dict内部存放的顺序和key放入的顺序是没有关系的。

和list比较，dict有以下几个特点：

1. 查找和插入的速度极快，不会随着key的增加而变慢；
2. 需要占用大量的内存，内存浪费多。

而list相反：

1. 查找和插入的时间随着元素的增加而增加；
2. 占用空间小，浪费内存很少。

所以，dict是用空间来换取时间的一种方法。

dict可以用在需要高速查找的很多地方，在Python代码中几乎无处不在，正确使用dict非常重要，需要牢记的第一条就是dict的key必须是**不可变对象**。

这是因为dict根据key来计算value的存储位置，如果每次计算相同的key得出的结果不同，那dict内部就完全混乱了。这个通过key计算位置的算法称为哈希算法（Hash）。

要保证hash的正确性，作为key的对象就不能变。在Python中，字符串、整数等都是不可变的，因此，可以放心地作为key。而list是可变的，就不能作为key：

>>> key = [1, 2, 3]

>>> d[key] = 'a list'

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: unhashable type: 'list'

set

set和dict类似，也是一组key的集合，但不存储value。由于key不能重复，所以，在set中，没有重复的key。

要创建一个set，需要提供一个list作为输入集合：

>>> s = set([1, 2, 3])

>>> s

{1, 2, 3}

注意，传入的参数[1, 2, 3]是一个list，而显示的{1, 2, 3}只是告诉你这个set内部有1，2，3这3个元素，显示的顺序也不表示set是有序的。。

重复元素在set中自动被过滤：

>>> s = set([1, 1, 2, 2, 3, 3])

>>> s

{1, 2, 3}

通过add(key)方法可以添加元素到set中，可以重复添加，但不会有效果：

>>> s.add(4)

>>> s

{1, 2, 3, 4}

>>> s.add(4)

>>> s

{1, 2, 3, 4}

通过remove(key)方法可以删除元素：

>>> s.remove(4)

>>> s

{1, 2, 3}

set可以看成数学意义上的无序和无重复元素的集合，因此，两个set可以做数学意义上的交集、并集等操作：

>>> s1 = set([1, 2, 3])

>>> s2 = set([2, 3, 4])

>>> s1 & s2

{2, 3}

>>> s1 | s2

{1, 2, 3, 4}

set和dict的唯一区别仅在于没有存储对应的value，但是，set的原理和dict一样，所以，同样不可以放入可变对象，因为无法判断两个可变对象是否相等，也就无法保证set内部“不会有重复元素”。试试把list放入set，看看是否会报错。

再议不可变对象

上面我们讲了，str是不变对象，而list是可变对象。

对于可变对象，比如list，对list进行操作，list内部的内容是会变化的，比如：

>>> a = ['c', 'b', 'a']

>>> a.sort()

>>> a

['a', 'b', 'c']

而对于不可变对象，比如str，对str进行操作呢：

>>> a = 'abc'

>>> a.replace('a', 'A')

'Abc'

>>> a

'abc'

虽然字符串有个replace()方法，也确实变出了'Abc'，但变量a最后仍是'abc'，应该怎么理解呢？

我们先把代码改成下面这样：

>>> a = 'abc'

>>> b = a.replace('a', 'A')

>>> b

'Abc'

>>> a

'abc'

要始终牢记的是，a是变量，而'abc'才是字符串对象！有些时候，我们经常说，对象a的内容是'abc'，但其实是指，a本身是一个变量，它指向的对象的内容才是'abc'：

![a-to-str](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAAA6CAMAAAC5+CRyAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAYBQTFRF9dqdy9rkaJe36O712M7LzKJIqsTWlbfO/vnRZAIAqqqq+u7dlXNoABGc4uvuoNv9OpbY7+DZ7smB2uv3///2r4letczb0+Ds/vniTIOoj7LKWX2wzrCCImaTGYzT7//+KWqWvtvt2uXsXqjdpEAAWGuV3fT//vb19///VImteaO++vr9vtHehKvDOnef1vv/1u/YClSG7vD1VlVW7fb/9vf+lGwtd42aploAt3MAtaaUAC1nFl2OW46wDm65Qn2kMW+bQAEAlQUAE1qLV1eH8PX3AAAxp7O2AAAAY1VlnjEA1vT/cJ273cSc3efu9chq3aggdVVV3aAAGl+Pqt/6RqHfOlht796+o8DTir7i4Pf+nbvQucTQh5e64uPNp4SB9+/LzZAFfm9SCl6kKiwAVVVlW2RksLC5jWAAmYScEViKYpOzweT60ff/qc/lAD2lotP1Zj4AvM7jstz56Pf3tcS4vr6nW57cf6fEe77r9u/4w55xw6+v48B+4uv3////F1UuYQAAAuFJREFUeNrs2otT2jAYAHBaFFAYoFSgdQjW+SgCWis6tVrwwTItbI5tMOue7gmeyJ5uzPZfX4BzKmzOnWgxzXdXIE2P43dJ03wJpjvqFYamf5gwGIMxGIMxGIMxGIMvEP4PW8YC24QJo4CpiiAMB/uEt6uTji+O/jHkwb2rI/6fIzlh0GnbHN4m0AebhNntac12d6J2GOEe7pl/JezWwRtGAKcHNf/mvm1zfxRRsKWhfCgIQn9QqwhvJtEE0/wicfrMaLz2Oo7qY6lYyGbDrJFmWvkVviCGrGuogM2+iEVhwqQs03QxFuNCdCJABzh4SIFYSIJFmq8Fee3BRD5KcpIUo8kowygWrzdCED6WzWSc9cjAYFmWCBV4XhS5yHUGj3uji7HFsBJh4//6uRGez2Zl4jrfw1N5UpKVcxLkgkievrRn2n7yW+2fG2cmp+t1B3uL0sF/9M5i47XUsuvBwMniwJn1OoPXoqGi94Lp0rrrvvtE8dajM+t1BZvDiejUhfPDdde9agvaZgBIbGnU7YUy2KkuB6STADw5rtcfbA7TSkuyh6DdA99yT9lc13cIBnu5Lig8BNapDs9xvd7geJTOt3wxYM4Nu3QVeyNIrQ/pMUp3/w3MSEqLtX4HAOBb/R42pTZsyYdtBLZITMvz4rnSlvbSXQf3whZebp8W9tGyWWt9d15auwmG4D2cGnzRBYflztTemN3cDmA5QWiXECYAFt67q4MWALCxNaoCPwzpD86HrJe0vj569ISjfhydiOvepT9y4XFN77hCMCl5Nc04YCVwgPzeUh3sI0WY4nBFH2qbac6+1yDVv9sEJqsLFCt59HYPnc+ZyNfkUhNYrIJFJLdLO951l0sew4CflcHj2T+Aa11aRhCcTn1S1c5msAoHLRnFfwCkAUPMJ0uZc2RLiAxaM3A+W97xGAasqqzvnPmwQaaWGIzBGIzBbQ7+HQYBq0ZrYQzGYAzG4JbHLwEGAJphJK2PutlSAAAAAElFTkSuQmCC)

当我们调用a.replace('a', 'A')时，实际上调用方法replace是作用在字符串对象'abc'上的，而这个方法虽然名字叫replace，但却没有改变字符串'abc'的内容。相反，replace方法创建了一个新字符串'Abc'并返回，如果我们用变量b指向该新字符串，就容易理解了，变量a仍指向原有的字符串'abc'，但变量b却指向新字符串'Abc'了：

![a-b-to-2-strs](data:image/png;base64,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)

所以，对于不变对象来说，调用对象自身的任意方法，也不会改变该对象自身的内容。相反，这些方法会创建新的对象并返回，这样，就保证了不可变对象本身永远是不可变的。

小结

使用key-value存储结构的dict在Python中非常有用，选择不可变对象作为key很重要，最常用的key是字符串。

tuple虽然是不变对象，但试试把(1, 2, 3)和(1, [2, 3])放入dict或set中，并解释结果。