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# 一、编写目的

美餐写盘器QT与golang进程间通讯

# 通讯方式

## 2.1、通讯方式

进程间采用消息队列方式

## 2.2、消息队列结构体

**struct mymesg**

**{**

**int mtype; // Linux系统通信消息类型 （代码编写的消息类型 已固定）**

**char mtext[100];**

**};**

**golang发送QT接收队列结构体定义：**

Snd\_msg.mtype = 88;

key\_t key = ftok("/tmp", 88);

int id = msgget(key, IPC\_CREAT | 0666);

**QT发送golang接收队列结构体定义：**

Snd\_msg.mtype = 66;

key\_t key = ftok("/tmp", 66);

int id = msgget(key, IPC\_CREAT | 0666);

## 2.3、数据效验

需要效验的数据（数据长度+CMD+DATA）

*//异或效验*

static unsigned char Cal\_Crc(unsigned char \**Data*, unsigned char *Len*)

{

  unsigned char Crc = 0, i = 0;

  for(i=0; i<*Len*; i++)

  {

    Crc = Crc ^ *Data*[i];

  }

  return Crc;

}

# 三、接口定义（QT>>GOLANG）

## 3.1、QT发送消费额到golang

### 3.1.1、指令说明

1、QT发送消费额（消费金额）到QT

Golang收到本条指令后才允许写盘.

### 3.1.2、QT >> golang (0x01)

#### 发送数据:

| **字段名** | **类型** | **数据** | **备注** |
| --- | --- | --- | --- |
| 数据长度 | Uint8\_t | 6 |  |
| CMD | Uint8\_t | 0x01 |  |
| 消费额 | Uint8\_t \*4 |  | ID==1234(小端模式)  D2 04 00 00 |
| CRC8 | Uint8\_t |  |  |
| |  | | --- | | 示例：  06 01 D2 04 00 00 CRC | | | | |

#### 返回参数:

| **字段名** | **类型** | **数据** | **备注** |
| --- | --- | --- | --- |
| 数据长度 | Uint8\_t | 3 |  |
| CMD | Uint8\_t | 0x01 |  |
| 状态 | Uint8\_t | 00 | 成功===0x00  失败===0x01 |
| CRC8 | Uint8\_t |  |  |
| |  | | --- | | 示例：  03 01 00 CRC | | | | |

## 3.2、QT发送消费取消到golang

### 3.2.1、指令说明

1、QT发送消费取消命令到golang

### 3.2.2、QT >> golang (0x02)

#### 发送数据:

| **字段名** | **类型** | **数据** | **备注** |
| --- | --- | --- | --- |
| 数据长度 | Uint8\_t | 2 |  |
| CMD | Uint8\_t | 0x02 |  |
| CRC8 | Uint8\_t |  |  |
| |  | | --- | | 示例：  02 02 CRC | | | | |

#### 返回参数:

| **字段名** | **类型** | **数据** | **备注** |
| --- | --- | --- | --- |
| 数据长度 | Uint8\_t | 3 |  |
| CMD | Uint8\_t | 0x02 |  |
| 状态 | Uint8\_t | 00 | 成功===0x00  失败===0x01 |
| CRC8 | Uint8\_t |  |  |
| |  | | --- | | 示例：  03 02 00 CRC | | | | |

# 四、接口定义（GOLANG>>QT）

## 4.1、golang发送消费状态到QT

### 4.1.1、指令说明

1、golang发送消费状态到QT

### 4.1.2、golang >> QT（）

#### 发送数据:

| **字段名** | **类型** | **数据** | **备注** |
| --- | --- | --- | --- |
| cmd | string | “getConsume” | 消费结果 |
| cardNum | String | “11223344” | 卡号 |
| consumeStatus | String | “消费成功”  “黑名单卡”  “批次错误”  “金额不足”  “次数不足”  “超过限额” | 消费结果 |
| name | string | “张三” | 用户名字 |
| currentMoney | int | 10000 | 10.000 |
| balance | int | 9999 | 9.999 |
| |  | | --- | | 示例：  {  “cmd”: “getConsume”,  “cardNum”: “11223344”,  “consumeStatus”: “消费成功”,  “name”: “张三”,  “currentMoney”: 10000,  “balance”:9999  } | | | | |

## 4.2、golang发送查询结果到QT

### 4.1.1、指令说明

1、golang发送查询结果到QT

### 4.1.2、golang >> QT（）

#### 发送数据:

| **字段名** | **类型** | **数据** | **备注** |
| --- | --- | --- | --- |
| cmd | string | “getBalance” | 查询结果 |
| cardNum | String | “11223344” | 卡号 |
| consumeStatus | String | “查询成功”  “黑名单卡”  “批次错误”  “金额不足”  “次数不足”  “超过限额” | 消费结果 |
| name | string | “张三” | 用户名字 |
| balance | int | 9999 | 9.999 |
| |  | | --- | | 示例：  {  “cmd”: “getBalance”,  “cardNum”: “11223344”,  “consumeStatus”: “查询成功”,  “name”: “张三”,  “balance”:9999  } | | | | |

## 4.3、golang发送卡片离场到QT

### 4.3.1、指令说明

1、golang发送卡片离场到QT

### 4.3.2、golang >> QT（）

#### 发送数据:

| **字段名** | **类型** | **数据** | **备注** |
| --- | --- | --- | --- |
| cmd | string | “removeCard” | 卡片离场 |
| |  | | --- | | 示例：  {  “cmd”: “removeCard”,  } | | | | |