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## Introduction

* We have training and testing datasets from accelerometers on the belt, forearm, arm, and dumbell of six participants, who participated in dumbell lifting exercise in five different way.The five ways, as described in the study, were Class A (exactly according to the specification), Class B (throwing the elbows to the front) , Class C (lifting the dumbbell only halfway) , class D (lowering the dumbbell only halfway) and Class E (throwing the hips to the front). -Training data consists of accelerometer data (having all these classes) and a label(classe) identifying the quality of the activity the participant was doing. Our testing data consists of accelerometer data (all classes) without the identifying label. so, This report consist mainly following points to predict the manner (lebel) for 20 testing observation.

1.Data preprocessing 2.Building Model using different methods (i.e. rpart, rf etc.) 3.Applying cross validation 4.Estimated out of sample error 4.Predictions

## Data Preprocessing

1.Loading packages and importing data

library(AppliedPredictiveModeling)

## Warning: package 'AppliedPredictiveModeling' was built under R version  
## 3.1.3

library(caret)

## Warning: package 'caret' was built under R version 3.1.3

## Loading required package: lattice  
## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 3.1.3

library(rattle)

## Warning: package 'rattle' was built under R version 3.1.3

## Loading required package: RGtk2

## Warning: package 'RGtk2' was built under R version 3.1.3

## Rattle: A free graphical interface for data mining with R.  
## Version 3.5.0 Copyright (c) 2006-2015 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 3.1.3

## Loading required package: rpart

library(randomForest)

## Warning: package 'randomForest' was built under R version 3.1.3

## randomForest 4.6-10  
## Type rfNews() to see new features/changes/bug fixes.

training <- "pml-training.csv"  
testing <- "pml-testing.csv"  
  
# Importing data considering null values as NA  
training <- read.csv(training, na.strings=c("NA",""), header=TRUE)  
column\_training <- colnames(training)  
  
testing <- read.csv(testing, na.strings=c("NA",""), header=TRUE)  
column\_testing <- colnames(testing)  
  
# Verify that the column names (excluding classe and problem\_id) are identical in the training and test set.  
all.equal(column\_training[1:length(column\_training)-1], column\_testing[1:length(column\_training)-1])

## [1] TRUE

1. Partioning the data

Train <- createDataPartition(y=training$classe, p=0.6, list=FALSE)  
trainpart <- training[Train, ];  
testpart <- training[-Train, ]  
dim(trainpart)

## [1] 11776 160

dim(testpart)

## [1] 7846 160

1. Removing columns having Nas values , zero variance and which do not make sense for predictions.

# remove variables that are almost always NA  
NAs <- sapply(trainpart, function(x) mean(is.na(x))) > 0.95  
trainpart <- trainpart[, NAs==F]  
testpart <- testpart[, NAs==F]  
  
# remove variables with nearly zero variance  
nzv <- nearZeroVar(trainpart)  
trainpart <- trainpart[, -nzv]  
testpart <- testpart[, -nzv]  
  
# remove variables that don't make sense for prediction (X, user\_name, raw\_timestamp\_part\_1, raw\_timestamp\_part\_2, cvtd\_timestamp, new\_windo, num\_window), which are the first seven variables  
trainpart <- trainpart[, -(1:7)]  
testpart <- testpart[, -(1:7)]

## Building model using different method

### Model1 using method rpart

1. With no extra features.

set.seed(666)  
modFit <- train(trainpart$classe ~ ., data =trainpart, method="rpart")  
  
print(modFit, digits=3)

## CART   
##   
## 11776 samples  
## 51 predictor  
## 5 classes: 'A', 'B', 'C', 'D', 'E'   
##   
## No pre-processing  
## Resampling: Bootstrapped (25 reps)   
##   
## Summary of sample sizes: 11776, 11776, 11776, 11776, 11776, 11776, ...   
##   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa Accuracy SD Kappa SD  
## 0.0275 0.522 0.387 0.0328 0.050   
## 0.0363 0.478 0.322 0.0661 0.111   
## 0.0633 0.356 0.118 0.0877 0.148   
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.0275.

print(modFit$finalModel, digits=3)

## n= 11776   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 11776 8430 A (0.28 0.19 0.17 0.16 0.18)   
## 2) pitch\_forearm< -33.9 973 6 A (0.99 0.0062 0 0 0) \*  
## 3) pitch\_forearm>=-33.9 10803 8420 A (0.22 0.21 0.19 0.18 0.2)   
## 6) accel\_belt\_z>=-186 10131 7770 A (0.23 0.22 0.2 0.19 0.15)   
## 12) magnet\_dumbbell\_y< 440 8505 6200 A (0.27 0.18 0.23 0.19 0.13)   
## 24) roll\_forearm< 122 5279 3230 A (0.39 0.18 0.18 0.17 0.094) \*  
## 25) roll\_forearm>=122 3226 2180 C (0.082 0.18 0.32 0.23 0.19)   
## 50) magnet\_dumbbell\_y< 290 1882 989 C (0.094 0.14 0.47 0.15 0.15) \*  
## 51) magnet\_dumbbell\_y>=290 1344 884 D (0.065 0.24 0.11 0.34 0.24) \*  
## 13) magnet\_dumbbell\_y>=440 1626 854 B (0.032 0.47 0.041 0.2 0.25) \*  
## 7) accel\_belt\_z< -186 672 21 E (0.03 0.0015 0 0 0.97) \*

fancyRpartPlot(modFit$finalModel)

![](data:image/png;base64,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)

predictions <- predict(modFit, newdata=testpart)  
print(confusionMatrix(predictions, testpart$classe), digits=4)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 2044 634 646 564 339  
## B 29 514 41 245 294  
## C 106 162 585 187 193  
## D 40 208 96 290 209  
## E 13 0 0 0 407  
##   
## Overall Statistics  
##   
## Accuracy : 0.4894   
## 95% CI : (0.4783, 0.5005)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.3319   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9158 0.33860 0.42763 0.22551 0.28225  
## Specificity 0.6112 0.90376 0.89997 0.91570 0.99797  
## Pos Pred Value 0.4836 0.45770 0.47445 0.34401 0.96905  
## Neg Pred Value 0.9481 0.85066 0.88160 0.85778 0.86062  
## Prevalence 0.2845 0.19347 0.17436 0.16391 0.18379  
## Detection Rate 0.2605 0.06551 0.07456 0.03696 0.05187  
## Detection Prevalence 0.5387 0.14313 0.15715 0.10744 0.05353  
## Balanced Accuracy 0.7635 0.62118 0.66380 0.57060 0.64011

* Here, there is very low accuracy as (.4827), so I will try including standardization preprocessing\*

1. With only preprocessing.

set.seed(666)  
modFit <- train(trainpart$classe ~ ., preProcess=c("center", "scale"), data = trainpart, method="rpart")  
print(modFit, digits=3)

## CART   
##   
## 11776 samples  
## 51 predictor  
## 5 classes: 'A', 'B', 'C', 'D', 'E'   
##   
## Pre-processing: centered, scaled   
## Resampling: Bootstrapped (25 reps)   
##   
## Summary of sample sizes: 11776, 11776, 11776, 11776, 11776, 11776, ...   
##   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa Accuracy SD Kappa SD  
## 0.0275 0.522 0.387 0.0328 0.050   
## 0.0363 0.478 0.322 0.0661 0.111   
## 0.0633 0.356 0.118 0.0877 0.148   
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.0275.

1. With only cross validation.

set.seed(666)  
modFit <- train(trainpart$classe ~ ., trControl=trainControl(method = "cv", number = 4), data = trainpart, method="rpart")  
print(modFit, digits=3)

## CART   
##   
## 11776 samples  
## 51 predictor  
## 5 classes: 'A', 'B', 'C', 'D', 'E'   
##   
## No pre-processing  
## Resampling: Cross-Validated (4 fold)   
##   
## Summary of sample sizes: 8831, 8833, 8831, 8833   
##   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa Accuracy SD Kappa SD  
## 0.0275 0.523 0.381 0.0635 0.0912   
## 0.0363 0.494 0.343 0.0514 0.0768   
## 0.0633 0.371 0.145 0.1001 0.1677   
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.0275.

1. With both preprocessing and cross validation.

set.seed(666)  
modFit <- train(trainpart$classe ~ ., preProcess=c("center", "scale"), trControl=trainControl(method = "cv", number = 4), data =trainpart, method="rpart")  
print(modFit, digits=3)

## CART   
##   
## 11776 samples  
## 51 predictor  
## 5 classes: 'A', 'B', 'C', 'D', 'E'   
##   
## Pre-processing: centered, scaled   
## Resampling: Cross-Validated (4 fold)   
##   
## Summary of sample sizes: 8831, 8833, 8831, 8833   
##   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa Accuracy SD Kappa SD  
## 0.0275 0.523 0.381 0.0635 0.0912   
## 0.0363 0.494 0.343 0.0514 0.0768   
## 0.0633 0.371 0.145 0.1001 0.1677   
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.0275.

1. Predictions on test part with (4th model) both preprocessing and cross validation.

predictions <- predict(modFit, newdata=testpart)  
print(confusionMatrix(predictions, testpart$classe), digits=4)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 2044 634 646 564 339  
## B 29 514 41 245 294  
## C 106 162 585 187 193  
## D 40 208 96 290 209  
## E 13 0 0 0 407  
##   
## Overall Statistics  
##   
## Accuracy : 0.4894   
## 95% CI : (0.4783, 0.5005)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.3319   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9158 0.33860 0.42763 0.22551 0.28225  
## Specificity 0.6112 0.90376 0.89997 0.91570 0.99797  
## Pos Pred Value 0.4836 0.45770 0.47445 0.34401 0.96905  
## Neg Pred Value 0.9481 0.85066 0.88160 0.85778 0.86062  
## Prevalence 0.2845 0.19347 0.17436 0.16391 0.18379  
## Detection Rate 0.2605 0.06551 0.07456 0.03696 0.05187  
## Detection Prevalence 0.5387 0.14313 0.15715 0.10744 0.05353  
## Balanced Accuracy 0.7635 0.62118 0.66380 0.57060 0.64011

**there is no impact of incorporating both preprocessing and cross validation in accuracy (.4827). lets try using different method for building model**

### Model 2 using method random forest

1. With cross validation

# Train on trainpart with only cross validation.  
set.seed(666)  
modFit <- train(trainpart$classe ~ ., method="rf", trControl=trainControl(method = "cv", number = 4), data=trainpart)  
print(modFit, digits=3)

## Random Forest   
##   
## 11776 samples  
## 51 predictor  
## 5 classes: 'A', 'B', 'C', 'D', 'E'   
##   
## No pre-processing  
## Resampling: Cross-Validated (4 fold)   
##   
## Summary of sample sizes: 8831, 8833, 8831, 8833   
##   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa Accuracy SD Kappa SD  
## 2 0.986 0.982 0.00214 0.00271   
## 26 0.988 0.985 0.00209 0.00265   
## 51 0.983 0.979 0.00117 0.00148   
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 26.

1. Prediction using this model against testset.

predictions <- predict(modFit, newdata=testpart)  
print(confusionMatrix(predictions, testpart$classe), digits=4)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 2228 21 0 0 0  
## B 2 1488 19 1 0  
## C 1 9 1341 19 3  
## D 0 0 8 1265 3  
## E 1 0 0 1 1436  
##   
## Overall Statistics  
##   
## Accuracy : 0.9888   
## 95% CI : (0.9862, 0.991)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9858   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9982 0.9802 0.9803 0.9837 0.9958  
## Specificity 0.9963 0.9965 0.9951 0.9983 0.9997  
## Pos Pred Value 0.9907 0.9854 0.9767 0.9914 0.9986  
## Neg Pred Value 0.9993 0.9953 0.9958 0.9968 0.9991  
## Prevalence 0.2845 0.1935 0.1744 0.1639 0.1838  
## Detection Rate 0.2840 0.1897 0.1709 0.1612 0.1830  
## Detection Prevalence 0.2866 0.1925 0.1750 0.1626 0.1833  
## Balanced Accuracy 0.9972 0.9884 0.9877 0.9910 0.9978

## Predictions 2 based on model 2 (using random forcast method and cross validation)

# predictions based on model build in previous step against 20 testing set provided .  
print(predict(modFit, newdata=testing))

## [1] B A B A A E D B A A B C B A E E A B B B  
## Levels: A B C D E

### Model 2 using method random forest With only both preprocessing and cross validation.

set.seed(666)  
modFit <- train(trainpart$classe ~ ., method="rf", preProcess=c("center", "scale"), trControl=trainControl(method = "cv", number = 4), data=trainpart)  
print(modFit, digits=3)

## Random Forest   
##   
## 11776 samples  
## 51 predictor  
## 5 classes: 'A', 'B', 'C', 'D', 'E'   
##   
## Pre-processing: centered, scaled   
## Resampling: Cross-Validated (4 fold)   
##   
## Summary of sample sizes: 8831, 8833, 8831, 8833   
##   
## Resampling results across tuning parameters:  
##   
## mtry Accuracy Kappa Accuracy SD Kappa SD  
## 2 0.986 0.982 0.00213 0.00270   
## 26 0.988 0.985 0.00131 0.00166   
## 51 0.983 0.979 0.00138 0.00175   
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was mtry = 26.

### Prediction using this model against testpart

predictions <- predict(modFit, newdata=testpart)  
print(confusionMatrix(predictions, testpart$classe), digits=4)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction A B C D E  
## A 2228 19 0 0 0  
## B 2 1489 14 2 0  
## C 1 10 1346 17 3  
## D 0 0 8 1266 3  
## E 1 0 0 1 1436  
##   
## Overall Statistics  
##   
## Accuracy : 0.9897   
## 95% CI : (0.9872, 0.9918)  
## No Information Rate : 0.2845   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.9869   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: A Class: B Class: C Class: D Class: E  
## Sensitivity 0.9982 0.9809 0.9839 0.9844 0.9958  
## Specificity 0.9966 0.9972 0.9952 0.9983 0.9997  
## Pos Pred Value 0.9915 0.9881 0.9775 0.9914 0.9986  
## Neg Pred Value 0.9993 0.9954 0.9966 0.9970 0.9991  
## Prevalence 0.2845 0.1935 0.1744 0.1639 0.1838  
## Detection Rate 0.2840 0.1898 0.1716 0.1614 0.1830  
## Detection Prevalence 0.2864 0.1921 0.1755 0.1628 0.1833  
## Balanced Accuracy 0.9974 0.9890 0.9896 0.9914 0.9978

### Predictions against 20 testing set observation based on final model

print(predict(modFit, newdata=testing))

## [1] B A B A A E D B A A B C B A E E A B B B  
## Levels: A B C D E

*Preprocessing actually rose the accuracy rate from 0.9904 to 0.9908 against the training set. Thus I decided to apply both preprocessing and cross validation to final model.*

### Out of sample error

* Random Forest (preprocessing and cross validation) Testpart (part from training data set) : 1-.9908=0.012

### Predictions

* B A B A A E D B A A B C B A E E A B B B