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# Overview

This document describes the result of the capstone project for the HarvardX Data Science course based on the MovieLens dataset.

The goal of the project is to develop a movie recommendation model based on data science and machine learning techniques to predict the movie ranking by users based on historical movie rating data. The performnce of the algorithm is messed with the root mean standard error (RMSE) value.

The used dataset conatains movie rating data set collected by GroupLens Research. The full MoviLens dataset include more then 20 millions movie ratings for more than 27,000 movies by 138,000 users. The rated movies cover different time periods. The data sets are avaiable on the <https://grouplens.org/datasets/movielens/> url.

Because of the size the full dataset only a subset of the data is used for the project. The subset contains 1,000,000 rating entries for the training purpose (training set) and 100,000 rating entries for evaulation of the algorithm performance (test set).

The following steps were done during the project for developing the algorithm:

1. Download the data from the movielens page
2. Analyse the data structure
3. Define the recommendation model based on the result the data analysis
4. Implement and train the model based on the train set
5. Review the model based on the test set

The recommendation model developed in this project achived an RMSE value of 0.8646461 on the test set.

# Methods & analysis

## Preparation

For the analysis the data we will use the following R packages: \* tidyverse \* caret \* lubridate \* stringr

the following R code loads and install the requiered packages if needed:

if(!require(tidyverse)) install.packages("tidyverse", repos = "http://cran.us.r-project.org")  
if(!require(caret)) install.packages("caret", repos = "http://cran.us.r-project.org")  
if(!require(lubridate)) install.packages("lubridate")   
if(!require(stringr)) install.packages("stringr")

The quality of the developed algorithm will be evaluated be the root mean squered error (RMSE). Therefore we will need a function for calculating the RMSE value for a prediction.

The RMSE can calculated with the following formula:

, where N is the count of all user-movie rating combinations, is the rating prediciton for the user “u” and movie “m” combination and is the real rating for the user “u” and movie “m” combination.

The following R function calculates the RMSE value for a prediction:

#function for calculating the root mean squared error for a prediction  
#parameters:  
# actual\_rating: the real rating values (from the test set)  
# predicted\_rating: the predicted ratings   
#return:  
# the root mean squared error of the prediction  
  
RMSE <- function(actual\_rating, predicted\_rating){  
 sqrt(mean((actual\_rating - predicted\_rating)^2))  
}

Because we may not use the validation set of data for optimizing the algorithm parameters, we we will use K-fold cross validation.

The cross validation uses only the train set und split the data in the train set in two disjunct parts. This two data parts is used as new train and test set for evaluating the model parameter. The following picture shows the data spliting for the cross validation:

For the cross fold validation we used a part of the train set as test set, therefore the result of the cross fold validation approximates only the true error.

To reduce the nois in the error estimation we use K-fold cross validation. In the K-fold cross validation we repeate the data splitting K times for different part of the data set and calcualte the average of the RMSE value of the results.

The following picture shows the data spliting for the cross validation:

The following R function implements the K-fold cross validation for a function provided as parameter:

#function for cross validation  
#parameters:  
# trainset: the train set to use for the cross validation  
# cv\_n: the count of the cross validation  
# FUNC: the function to call for the actual   
# cross validation train and test set (calculated from the param trainset)  
# ...: additional parameter necessary for calling the provided function  
#  
#return:  
# dataframe with the function result for the cross validations   
# (the data frame has cv\_n items)  
  
cross\_validation <- function(trainset, cv\_n, FUNC,...){  
   
 #get the count of the data rows on the train set  
 data\_count = nrow(trainset)  
   
 #initialize the data frame for the result  
 values\_from\_cv = data.frame()  
   
 #randomise the trainset.   
 #If the train set is ordered (not randomised, like the movielens dataset)   
 #the cross validation will not be independent and provide wrong result  
 trainset\_randomised <- trainset[sample(nrow(trainset)),]  
   
 #create the train- and testset for the cross validation  
 #we need cv\_n run, therefore we use a loop   
 for (i in c(1:cv\_n)){  
 #evaulate the size of the test set. This will be the 1/cv\_n part of the data  
 part\_count = data\_count / cv\_n  
   
 #select the data from the parameter train set  
 #we get the part\_count size elements from the parameter train set   
 idx = c( (trunc((i-1) \* part\_count) + 1) : trunc(i \* part\_count) )  
   
 #tmp holds the new test set  
 tmp = trainset\_randomised[idx,]  
 #train holds the new test set  
 train = trainset\_randomised[-idx,]  
   
 #we remove the elements from the test set, where either the movie   
 #or the user is missing in the train set  
 test <- tmp %>%   
 semi\_join(train, by = "movieId") %>%  
 semi\_join(train, by = "userId")  
 removed <- anti\_join(tmp, test, by=c("movieId", "userId"))  
   
 #add the removed elements back to the train set   
 train <- rbind(train, removed)  
   
 #call the provided function to the actual train and test set.  
 akt\_value <- FUNC(train, test,...)  
   
 #add the result to the data frame  
 #the column 'cv' contains the idx of the cross validation run  
 values\_from\_cv <- bind\_rows(values\_from\_cv, akt\_value %>% mutate(cv = i))  
 }  
   
 #return the results of each cross validation  
 return(values\_from\_cv)  
}

At first we need to prepare the data set for the analysis. The analysis is based on the reduced movielens data set including approximately 1,000,000 rating data.

The following R code downloads the data from the <http://grouplens.org> site and extract the needed data. To avoid unnecessary data traffic, the data will be downloaded only if not done yet.

#############################################################  
# Create edx set, validation set, and submission file  
#############################################################  
  
# MovieLens 10M dataset:  
# https://grouplens.org/datasets/movielens/10m/  
# http://files.grouplens.org/datasets/movielens/ml-10m.zip  
  
#flag for marking file download  
file\_downloaded <- FALSE  
  
#download the zip file only if not done yet  
if (!dir.exists("ml-10M100K")){  
 dl <- tempfile()  
 download.file("http://files.grouplens.org/datasets/movielens/ml-10m.zip", dl)  
 unzip(dl, "ml-10M100K/ratings.dat")  
 unzip(dl, "ml-10M100K/movies.dat")  
  
 #mark the download in the flag  
 file\_downloaded <- TRUE  
}  
   
fl <- file("ml-10M100K/ratings.dat")  
ratings <- read.table(text = gsub("::", "\t", readLines(fl)),  
 col.names = c("userId", "movieId", "rating", "timestamp"))  
close(fl)  
  
fl <- file("ml-10M100K/movies.dat")  
movie\_data <- str\_split\_fixed(readLines(fl), "\\::", 3)  
close(fl)  
  
colnames(movie\_data) <- c("movieId", "title", "genres")  
movie\_data <- as.data.frame(movie\_data) %>% mutate(movieId = as.numeric(levels(movieId))[movieId],  
 title = as.character(title),  
 genres = as.factor(genres))  
  
# Validation set will be 10% of MovieLens data  
set.seed(1, sample.kind="Rounding")  
# if using R 3.5 or earlier, use `set.seed(1)` instead  
test\_index <- createDataPartition(y = ratings$rating, times = 1, p = 0.1, list = FALSE)  
edx <- ratings[-test\_index,]  
temp <- ratings[test\_index,]  
  
# Make sure userId and movieId in validation set are also in edx set  
validation <- temp %>%   
 semi\_join(edx, by = "movieId") %>%  
 semi\_join(edx, by = "userId")  
  
# Add rows removed from validation set back into edx set  
removed <- anti\_join(temp, validation, by=c("userId", "movieId"))  
edx <- rbind(edx, removed)  
  
  
#remove temp file if download done  
if (file\_downloaded) rm(dl)  
  
#remove temporary variables  
rm(fl, ratings, test\_index, temp, removed, file\_downloaded)

## Available Data

For the analysis we have data about 10,000 movies and 70,000 users. The movies have the following known data:

* Movie ID
* Movie title
* Genres

The ratings have the following known data:

* UserId
* Rating timestamp (from this data we can extract the year and month of the rating)
* Rating value (the rating value is a number between 0.5 and 5)

Unfortunately we don`t have any information (age, gender, country, spoken languages) about the users. For the development the recommendation algorithm we can use only the existing data.

After analyzing the existing data, we can extract some more additional information for our analysis.

### Genres data

The movie data set includes the movie genres. This field contains a text about the genre combination of the movie. It can be a “clear” genre (e.g. ‘Drama’) or a combination of many genres (e.g. ‘Adventure|Crime|Thriller’). We can select all the different genres existing in the movie data set. Additionally we can split the combined genres to the clean genres parts.

The following R code extract the genres information from the movie data set and store it in two new data frame. The data frame ‘genres\_data’ contains for all genres combination from the movies data set flags with the clear genres combined in the genres. The data frame ‘clean\_genres’ contains all the clean genres that was used in the movie data set.

#select all unique genres into a new data frame  
all\_genres <- movie\_data %>% select(genres) %>% unique()  
  
#temporary data frame for the genre flag calculation  
genres\_data <- data.frame(genres=character(), genre=character(), flag=integer())  
  
#loop for splitting all the existing genre combinations  
for (i in 1 : nrow(all\_genres)){  
 #the list of the genres in the genre combination  
 genres = str\_split(all\_genres$genres[i], "\\|")  
 #add all genres separate to the genre combination as a flag  
 for (genre in genres[[1]]){  
 new\_item = data.frame(genres=all\_genres$genres[i],genre=genre, flag=1)  
 genres\_data <- rbind(genres\_data, new\_item)  
 }  
}  
  
#remove temporary variables  
rm(all\_genres, genres, genre, new\_item, i)  
  
#select all the 'clean' genres  
clean\_genres = genres\_data %>% select(genre) %>% unique()  
  
##Spread the data to get the genre flags for the genre combinations   
#in the data frame columns  
genres\_data <- genres\_data %>% spread(genre,flag, fill=0)

The movielens dataset contains about 700 different genre combinations from 20 genres. Each movie belongs to one of the genre combinations.

### Movie age

In the movie data set we can find the movie title for each movie. The last part of the title contains the year of movie publication. We can write an R function to extract the publication year from the title and add this information to the movie data set:

#function to extract the year information from the movie title  
#the movie title contains the year at the end of the title in   
#brackets (eg. "Movietitel (1999)")  
#  
#parameters:  
# title: the title of the movie containing the year  
#  
#return:  
# only the year   
  
extract\_movie\_year <- function(title){  
 #cut the year from the end of the title  
 as.integer(str\_sub(title, str\_length(title) - 4, str\_length(title)-1))  
}  
  
#add movie year as column  
movie\_data <- movie\_data %>% mutate(movie\_year = extract\_movie\_year(title))

The rating data set contains the datetime of the rating. If we know the year of rating and the movie publication year, we can calculate the movie age at the rating time and add this information to the rating data. The following R code calculates the movie age at rating time for the train and validation set:

#extend data frame with age of the movie at the rating time  
edx <- edx %>% left\_join(movie\_data, by="movieId") %>%   
 mutate(movie\_age\_by\_rating = year(as\_datetime(timestamp))- movie\_year)  
  
validation <- validation %>% left\_join(movie\_data, by="movieId") %>%   
 mutate(movie\_age\_by\_rating = year(as\_datetime(timestamp))-movie\_year)  
  
#select necessary columns only   
edx <- edx %>% select(movieId, genres, userId, rating, movie\_age\_by\_rating)  
validation <- validation %>% select(movieId, genres, userId, rating, movie\_age\_by\_rating)

## Movie data analysis

At first we can calculate the average rating of the movies in the data set.

avg\_overall = mean(edx$rating)

If we don`t have any additional information about the movies and user, we can use this average for predicting the rating movie rating.

We can calculate the average rating for each movie and the abbrevation of this calculated average from the overall rating average.

#calculate rating count avg rating and sd pro movie  
rating\_summary\_pro\_movie <- edx %>% group\_by(movieId) %>%   
 summarise(avg = mean(rating), avg\_norm=mean(rating) - avg\_overall, sd=sd(rating), n = n())

If we examine the histogram of the movies, we see, that some movies were rated more often than other. The following histogram shows the rating count for movies that were rated more than 1000 times:

#plot the histogram oft the rating count (for movies with more than 1000 rating)  
rating\_summary\_pro\_movie %>% filter(n > 1000) %>% ggplot(aes(n)) + geom\_histogram(color="black", binwidth = 100) +  
 ggtitle("Movie rating count (count > 1.000)") +  
 xlab("Rating count") + ylab("count")
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We can create a histogram about the ratings in the train set

#plot the histogram for the rating  
edx %>% ggplot(aes(rating)) + geom\_histogram(color="black", binwidth = 0.5)+  
 ggtitle("Movie rating historgram") +  
 xlab("Rating") + ylab("count")
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As we saw in the chapter “Genres data”, each movie belong to a specific genre combination. We can calculate the average movie rating for each genre combination in the train dataset. The following R code draws a plot chart for the average rating for the genres combination with more than 25000 ratings ordered by the average rating

#calculate the avg rating and count pro genre  
genres\_rating <- edx %>%   
 group\_by(genres) %>% summarise(avg=mean(rating), sd=sd(rating), n=n())  
  
#plot the avg rating the 50 most rated genres combination ordered by avg rating  
head(genres\_rating %>% arrange(desc(n)),50) %>% mutate(genres = reorder(genres, avg)) %>%   
 ggplot(aes(genres,avg)) + geom\_point() +  
 ggtitle("Avg rating for the 50 most rated genre combinations") +  
 xlab("Genre combination") + ylab("Avg rating") +   
 theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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As we can see, there are more than 1 star rating difference between the rating for the genre combination ‘Crime|Mystery|Thriller’ and ‘Comedy|Horror’. It’s look like, the genre combination of a movie is a relevant factor for the rating, some genre combinations are more popular as other combinations.

We can examine, if there are differences betwenn movies in a specific genre combination. For the analysis we search the genre combination with the most ratings. Afterward we plot the top 50 rated movies from this genres.

The following R code draws us the plot:

top\_genre = genres\_rating[which.max(genres\_rating$n),]$genres  
top\_genre\_avg = genres\_rating[which.max(genres\_rating$n),]$avg  
  
head(rating\_summary\_pro\_movie %>% inner\_join(movie\_data, by="movieId") %>%  
 filter(genres==top\_genre) %>% arrange(desc(n)),50) %>%  
 ggplot(aes(title,avg)) + geom\_point() +  
 geom\_line(aes(title,top\_genre\_avg), group=1) +  
 ggtitle(paste("Rating for the top 50 most rated movies in the genre '", top\_genre, "'")) +  
 xlab("Genres") + ylab("Avg rating") +   
 theme(axis.text.x = element\_text(angle = 90, hjust = 1))
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We can examine other genres too, and we get the same result: some movies are better than the genre average, some movies are rated worst as the genre average.

That means, the movies have an individual rating factor on the top of the genre rating.

We can say, that a movie rating depends on the genre combination of the movie and on the movie itself.

## User data analysis

For analysing the user relevant rating data, we calculate the count of the ratings, the average rating and the standard deviation o the ratings pro user.

The following R code calculates the summarised data pro user:

rating\_summary\_pro\_user <- edx %>% group\_by(userId) %>%   
 summarise(n = n(), avgRating=mean(rating), sdRating=sd(rating))

As fisrt, we can take a look for the rating count pro user. The following R code provides a histogram about the user rating count for the users with less than 500 rating:

rating\_summary\_pro\_user %>% filter(n < 500) %>% ggplot(aes(n)) +   
 geom\_histogram(color="black", binwidth = 5)
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We can take a look to the histogram of the user ratings standard deviation:

rating\_summary\_pro\_user %>% ggplot(aes(sdRating)) +   
 geom\_histogram(color="black", binwidth = 0.1)

![](data:image/png;base64,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)

As we see, most of the user give a rating in 0,9 - 1 star standard deviation to the user average rating. Additionally we see, that there are some entries with zero standard deviation. That means, some user give always the same rating for every movie they rate. We can use this information for the prediction: if we have to predict the movie rating for a this user, we can predict the average movie rating calculated for that user from the training set without considering any further information.

We saw in the movie analysis chapter, that the genre combination has an impact to the movie rating. We can now examine if the genre combination rating pro user is the same as the overall genre combination average rating.

For this analysis we use the three user with the most ratings in the database. The following R code selects the user id for this users:

#summarise the rating information for the user/genre combinatoin for the users with more than 500 ratings  
user\_genre\_ratings = rating\_summary\_pro\_user %>% filter(n > 500) %>%   
 inner\_join(edx,by="userId") %>%  
 group\_by(userId, genres) %>% summarise(avg= mean(rating - avgRating), n=n())  
  
#the count of users, we want to display in the plot  
top\_user\_count = 3  
  
genres\_to\_compare <- head(genres\_rating %>% arrange(desc(n)),50)$genres  
genres\_user\_rating <- data.frame(genres=character(), type=character(), avg=numeric(), stringsAsFactors=FALSE)  
  
for(u in head(rating\_summary\_pro\_user %>% arrange(desc(n)),top\_user\_count)$userId)  
{  
 genres\_user\_rating <- bind\_rows(genres\_user\_rating,user\_genre\_ratings %>% filter(userId==u & genres %in% genres\_to\_compare) %>%   
 mutate(type=paste('User ', u)) %>%   
 ungroup() %>% select(genres, type, avg) %>% mutate(genres=as.character(genres)))  
}   
  
genres\_user\_rating <- bind\_rows(genres\_user\_rating,   
 genres\_rating %>% filter(genres %in% genres\_to\_compare) %>%   
 mutate(type='Overall', avg=avg-avg\_overall) %>%   
 ungroup() %>% select(genres,type, avg) %>% mutate(genres=as.character(genres)))  
  
  
genres\_user\_rating <- genres\_user\_rating %>%   
 left\_join(genres\_rating %>% mutate(avg\_o=avg) %>%   
 ungroup() %>% select(genres, avg\_o) %>% mutate(genres=as.character(genres)), by="genres")  
  
genres\_user\_rating <- genres\_user\_rating %>% mutate(genres = as.factor(genres))  
  
  
genres\_user\_rating %>% mutate(genres = reorder(genres,avg\_o)) %>%  
 ggplot(aes(genres, avg, color=type)) +  
 geom\_point() +  
 geom\_line(data=genres\_user\_rating%>%filter(type=='Overall') %>%   
 mutate(genres = reorder(genres,avg\_o)),aes(genres,avg), group=1) +  
 ggtitle("Avg rating bias for genre combinations") +  
 xlab("Genres") + ylab("Bias") +   
 labs(color='Bias type') +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1), legend.position = 'bottom')

![](data:image/png;base64,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) As we see, the users have different preferences for the different genres. For example the average rating bias of the genre combination ‘Action|Sci-Fi|Thriller’ is -0.092. The bias of this genre for the user with id ‘14463’ is 0.596 (the user like this genre combination) but the bias for the user with id ‘67385’ is -0.650 (the user don’t like this genre combination).

Therefore we can use the user genre combination preference to improvie our prediction.

# Model

Based on the movie and user data analysis we can develop a prediction model.

If we don’t have any information about the movie and the user in the test set (new movie and new user), we can use the overall average rating from the training set rating data. This prediction will minimase the RSME value for unknown movies and user. The overall average can calculated with the following formula:

If we have rating data about the genre combination to predict, we can assume, that the abriviation of the genre combination average rating from the overall average shows the quality of the genre combination. We can use this genre bias to tune the prediction value. This genre combination bias can be calculated by the following formula from the train set:

where is the count of the ratings for the genrec combination g and is the rating for the genre combination and ist the overall average calculated in the previous step.

If we have rating data about the movie to predict we can assume, that the abriviation of the movie rating from the overall average and the genres combination shows the quality of the movie. We can use this movie bias to improvie the prediction value. The movie bias formula uses the overalle average and genres bias values calculated in the previous steps.

where is the count of the ratings for the movie m and is the rating for the movie m, is the genre combination bias for the genre combination of the movie and ist the overall rating average .

If we have rating data about the user to predict we can assume, that the abriviation of the user rating from the overall averagem corrected with the genre and movie bias shows the rating mood of the user. We can add this user bias information to our model too. The user bias formula uses the bias results from the previous steps.

where is the count of the ratings for the user u and is the rating for the user u and movie m, is the genre combination bias for the genre combination of the movie and ist the overall rating average .

As prediction for the use u and movie m we will use the value

where is the overall rating average, is the genre combination bias for the genre combination of the movie , the is the movie bias for the movie and $b\_user\_{u}$ is the user bias for the user .

We know, that the maximum allowed rating is 5. The minimum allowed rating is 0.5. Because of the different bias, there can be predictions above and belove this range. (Think about to predict an excelent movie (movie bias > 1) in a very popular genre combinaiton (genre bias > 0.5) for a very nice user (user bias > 1) at the overall average rating of 3.5. Our prediction model would predict a value above 5. On the other side, we can reach a prediction under the minimum possible rating for some other constellations.)

To prevent over- or underrating, we can use the minimum and maximum range for the prediction. The updated prediction model is:

We saw, that some user have a low rating standard deviation. In this case, we can assume, that the user will give the same rating for a new movie as his calculated average rating is, independent from the overall rating average and from the genre and movie bias for the new movie. Therefore we can improve our rating model with this informatoin:

where is the average rating for the user . We have to find out the $sd\_rating\_limit§ for our model. For this calculation we will train our model with different limit values until we find the best RMSE value for the model.

In the model we calculated bias values with an average function. This average function doesn’t consider the different count of the ratings. E.g if we have a genre combination with plenty ratings, the bias for this genre combination will be near to the real genre bias value. If we have only few ratings, we can have an higher error to the real genre bias value.

To correct this error in our model, we use regularization for the different bias. We will train our model with different penality terms to find out the optimal value for our final model.

# Implementation & result

For the regularised genre, movie and user bias calculation we need the lambda penality term that minimises the RMSE value. To find the optimum value for the penality terms we may only use the train set, therefore we will use cross fold validation for this porpuse. We will calculate the penality terms in different steps: first we calculate the penaltiy term for the genre bias, afterwards for the movie bias and at the end we calculate the penality term for the user bias.

For the first iteration we will search the penality terms in the range 0 up to 10 step by 0.25. If we don’t find a penality term that minimises the RMSE value our model, we will extend the range.

As we mentioned, we may not use the test set for optimizing the pernality terms, therefor we will use K fold cross validation.

The following R code calculates the RMSE value for the genre bias penality term in the given lambda range (0 up to 10, step by 0.25) using 5 fold cross validation:

lambdas <- seq(0, 10, 0.25)  
  
#Movie genres lambda with cross validation  
rmses\_for\_genres\_lambdas <- function(train, test){  
   
 RMSE\_all = data.frame(lambda = numeric(), rmse = numeric())  
 avg <- mean(train$rating)  
 genre\_sum <- train %>% group\_by(genres) %>% summarise(s=sum(rating-avg), n\_i=n())  
   
   
 for (l in lambdas){  
 predicted\_ratings <- test %>%  
 left\_join(genre\_sum, by='genres') %>%  
 mutate(b\_g = s / (n\_i + l)) %>%  
 mutate(pred = avg + b\_g) %>%  
 pull(pred)  
   
 rmse\_akt =RMSE(predicted\_ratings, test$rating)  
 RMSE\_all <- bind\_rows(RMSE\_all, data.frame(lambda = l, rmse = rmse\_akt))  
 }  
 return(RMSE\_all)  
}  
  
res <- cross\_validation(edx, 5, rmses\_for\_genres\_lambdas)  
res <- res %>% group\_by(lambda) %>% summarise(avg\_rmse=mean(rmse))  
qplot(main=c('RMSE value for genre bias penality terms'), lambdas, res$avg\_rmse) +  
 xlab("Penality term") + ylab("RMSE")
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genres\_lambda = lambdas[which.min(res$avg\_rmse)]  
cat("Lambda for genres regularization: ", genres\_lambda)

## Lambda for genres regularization: 2.75

We can see in the plot, which penality term value minimizes the genre bias RMSE value

The following R code calculates the RMSE value for the movie bias penality term in the given lambda range (0 up to 10, step by 0.25) using 5 fold cross validation. The function uses the found genre bias penality value from the previous step.

#Movie lambda with cross validation  
rmses\_for\_movie\_lambdas <- function(train, test){  
   
 RMSE\_all = data.frame(lambda = numeric(), rmse = numeric())  
 avg <- mean(train$rating)  
 b\_genres <- train %>%   
 group\_by(genres) %>%  
 summarize(b\_genres = sum(rating - avg) / (n() + genres\_lambda))  
   
 movie\_sum <- train %>%   
 left\_join(b\_genres, "genres") %>%  
 group\_by(movieId) %>%  
 summarize(s = sum(rating - b\_genres - avg), n\_i= n())  
   
 for (l in lambdas){  
 predicted\_ratings <- test %>%  
 left\_join(b\_genres, by='genres') %>%  
 left\_join(movie\_sum, by='movieId') %>%  
 mutate(b\_i = s / (n\_i + l)) %>%  
 mutate(pred = avg + b\_genres + b\_i) %>%  
 pull(pred)  
   
 rmse\_akt =RMSE(predicted\_ratings, test$rating)  
 RMSE\_all <- bind\_rows(RMSE\_all, data.frame(lambda = l, rmse = rmse\_akt))  
 }  
 return(RMSE\_all)  
}  
  
res <- cross\_validation(edx, 5,rmses\_for\_movie\_lambdas)  
res <- res %>% group\_by(lambda) %>% summarise(avg\_rmse=mean(rmse))  
qplot(main=c('RMSE value for movie bias penality terms'), lambdas, res$avg\_rmse) +  
 xlab("Penality term") + ylab("RMSE")

![](data:image/png;base64,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)

movie\_lambda = lambdas[which.min(res$avg\_rmse)]  
cat("Lambda for movie regulaisration: ", movie\_lambda)

## Lambda for movie regulaisration: 2.25

#User lambda with cross validation  
rmses\_for\_user\_lambdas <- function(train, test){  
   
 RMSE\_all = data.frame(lambda = numeric(), rmse = numeric())  
 avg <- mean(train$rating)  
 b\_genres <- train %>%   
 group\_by(genres) %>%  
 summarize(b\_genres = sum(rating - avg) / (n() + genres\_lambda))  
   
 b\_movie <- train %>%  
 left\_join(b\_genres, by="genres") %>%  
 group\_by(movieId) %>%  
 summarize(b\_movie = sum(rating - b\_genres - avg) / (n() + movie\_lambda))  
   
 user\_sum <- train %>%   
 left\_join(b\_genres, by="genres") %>%  
 left\_join(b\_movie, by="movieId") %>%  
 group\_by(userId) %>%  
 summarize(s = sum(rating - b\_movie - b\_genres - avg), n\_i= n())  
   
 for (l in lambdas){  
 predicted\_ratings <- test %>%  
 left\_join(b\_genres, by="genres") %>%  
 left\_join(b\_movie, by='movieId') %>%  
 left\_join(user\_sum, by='userId') %>%  
 mutate(b\_u = s / (n\_i + l)) %>%  
 mutate(pred = avg + b\_genres + b\_movie + b\_u) %>%  
 pull(pred)  
   
 rmse\_akt =RMSE(predicted\_ratings, test$rating)  
 RMSE\_all <- bind\_rows(RMSE\_all, data.frame(lambda = l, rmse = rmse\_akt))  
 }  
 return(RMSE\_all)  
}  
  
res <- cross\_validation(edx, 5, rmses\_for\_user\_lambdas)  
res <- res %>% group\_by(lambda) %>% summarise(avg\_rmse=mean(rmse))  
qplot(main=c('RMSE value for movie bias penality terms'), lambdas, res$avg\_rmse) +  
 xlab("Penality term") + ylab("RMSE")
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user\_lambda = lambdas[which.min(res$avg\_rmse)]  
cat("Lambda for user regularization: ", user\_lambda)

## Lambda for user regularization: 5

#SD limit with cross validation  
rmses\_for\_sd\_ranges <- function(train, test, range){  
   
 RMSE\_all = data.frame(r = numeric(), rmse = numeric())  
 avg <- mean(train$rating)  
 b\_genres <- train %>%   
 group\_by(genres) %>%  
 summarize(b\_genres = sum(rating - avg) / (n() + genres\_lambda))  
   
 b\_movie <- train %>%  
 left\_join(b\_genres, by="genres") %>%  
 group\_by(movieId) %>%  
 summarize(b\_movie = sum(rating - b\_genres - avg) / (n() + movie\_lambda))  
   
 b\_user <- train %>%   
 left\_join(b\_movie, by="movieId") %>%  
 left\_join(b\_genres, by="genres") %>%  
 group\_by(userId) %>%  
 summarize(b\_user = sum(rating - b\_movie - b\_genres - avg) / (n() + user\_lambda),   
 sd\_userrating=sd(rating), avg\_user=mean(rating))  
   
 for (r in range){  
 predicted\_ratings <- test %>%  
 left\_join(b\_genres, by="genres") %>%  
 left\_join(b\_movie, by='movieId') %>%  
 left\_join(b\_user, by='userId') %>%  
 mutate(pred = ifelse(sd\_userrating < r, avg\_user,   
 avg + b\_genres + b\_movie + b\_user)) %>%  
 pull(pred)  
   
 rmse\_akt =RMSE(predicted\_ratings, test$rating)  
 RMSE\_all <- bind\_rows(RMSE\_all, data.frame(r = r, rmse = rmse\_akt))  
 }  
 return(RMSE\_all)  
}  
  
sd\_range <- seq(0, 0.5, 0.01)  
res <- cross\_validation(edx, 5, rmses\_for\_sd\_ranges, sd\_range)  
res <- res %>% group\_by(r) %>% summarise(avg\_rmse=mean(rmse))   
qplot(main=c('RMSE value for the SD limits'), sd\_range, res$avg\_rmse) +  
 xlab("SD limit") + ylab("RMSE")
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sd = sd\_range[which.min(res$avg\_rmse)]  
cat("SD limit: ", sd)

## SD limit: 0.39

The rating prediction can be calculated with th following R code:

avg\_rating = mean(edx$rating)  
  
#bias based on the genres  
genre\_bias\_reg <- edx %>% group\_by(genres) %>%   
 summarise(b\_genre = sum(rating - avg\_rating)/(n() + genres\_lambda))  
  
  
#bias based on the movies  
movie\_bias\_reg <- edx %>% left\_join(genre\_bias\_reg, by="genres") %>%   
 group\_by(movieId) %>%   
 summarise(b\_movie = sum(rating - avg\_rating - b\_genre) / (n() + movie\_lambda))  
  
user\_bias\_reg <- edx %>% left\_join(genre\_bias\_reg, by="genres") %>%   
 left\_join(movie\_bias\_reg, by="movieId") %>% group\_by(userId) %>%   
 summarise(b\_user = sum(rating - avg\_rating - b\_genre - b\_movie)/(n()+user\_lambda),   
 avg\_user=mean(rating), sd\_userrating=sd(rating))  
  
user\_avg\_rating <- edx %>% group\_by(userId) %>% summarise(avg\_rating = mean(rating))  
  
#prediction based on avg, genre, movie and user bias regulated  
prediction <- validation %>% left\_join(genre\_bias\_reg, by="genres") %>%   
 left\_join(movie\_bias\_reg,by="movieId") %>%   
 left\_join(user\_bias\_reg, by = "userId") %>%   
 mutate(pred = ifelse(sd\_userrating < 0.4,   
 avg\_user, avg\_rating + b\_genre + b\_movie + b\_user))  
  
prediction[prediction$pred > 5,]$pred = 5   
prediction[prediction$pred < 0.5,]$pred = 0.5   
  
  
#performance of the model  
cat("The model prediction RMSE value: ", RMSE(validation$rating, prediction$pred))

## The model prediction RMSE value: 0.8646461

# Conclusion

The prediction model uses the information about genre, movie, user bias. The result shows, our model predict the movie rating with an error less as 0,8646 stars.

In the model we haven’t used the information about the movie age at the rating time. This information can be usefull too, because the rating of a movie can depend on the movie age at the rating time. E.g. there are evergreen movies, that have about the same rating during the time. On the other side, some movies (e.g. sci-fi or horror movies) can become less popular after some decades. This assumption can be verified with the analysis of the movie age at the rating time data.

Additionaly we used the genre combination information for creating a genre bias value for the movies and users. There are some “exsotic” combination that are only few times in the dataset. For this genre combinations we get approximatelly 0 bias because of the regularisation in the algorithm. We can analyse if there is any correlation between the different genre combination. Perhaps there are some major genre combinations that can give us good esitmation for exsotic genre combination. For this analysis we can use clustering techniques.

As we see, the prediction model can be extended with some additional information that would increase the accurancy the prediction model.