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p = 50  
N = 100  
set.seed(1)  
X\_train = array(rnorm(p\*N),c(N,p))  
eps\_train = rnorm(N)  
Nte = 10^3  
X\_te = array(rnorm(p\*Nte),c(Nte,p))  
eps\_te = rnorm(Nte)  
grid = 10^seq(10,-2,length = 100)

# Ridge

df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
  
library(glmnet)

## Warning: package 'glmnet' was built under R version 4.2.2

## Loading required package: Matrix

## Warning: package 'Matrix' was built under R version 4.2.2

## Loaded glmnet 4.1-4

#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 0, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
best\_lambda

## [1] 0.2927512

min(cv\_model$cvm)

## [1] 1.647019

df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_ridge = mean((Y\_test-Y\_pred)^2)  
MSE\_ridge

## [1] 2.387636

# Lasso

df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
  
library(glmnet)  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 1, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
best\_lambda

## [1] 0.03066908

min(cv\_model$cvm)

## [1] 1.231167

df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_lasso = mean((Y\_test-Y\_pred)^2)  
MSE\_lasso

## [1] 1.625679

# Test MSE for Lasso is less than ridge in a sparse model
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# Ridge

df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = eps\_train  
  
for (i in df) {  
 Y\_train = Y\_train + .5\*i  
}  
  
library(glmnet)  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 0, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
best\_lambda

## [1] 0.1093254

min(cv\_model$cvm)

## [1] 1.510946

df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = eps\_te  
  
for (i in df) {  
 Y\_test= Y\_test + .5\*i  
}  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_ridge = mean((Y\_test-Y\_pred)^2)  
MSE\_ridge

## [1] 2.006925

# Lasso

df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = eps\_train  
  
for (i in df) {  
 Y\_train = Y\_train + .5\*i  
}  
  
library(glmnet)  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 1, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
best\_lambda

## [1] 0.002584987

min(cv\_model$cvm)

## [1] 2.003724

df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = eps\_te  
  
for (i in df) {  
 Y\_test= Y\_test + .5\*i  
}  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_lasso = mean((Y\_test-Y\_pred)^2)  
MSE\_lasso

## [1] 2.391959

# For non-sparse models, ridge has a lower test MSE than lasso.

test\_errors\_ridge = rep(0,50)  
  
for ( i in 1:50){  
 set.seed(i)  
 X\_train = array(rnorm(p\*N),c(N,p))  
eps\_train = rnorm(N)  
Nte = 10^3  
X\_te = array(rnorm(p\*Nte),c(Nte,p))  
eps\_te = rnorm(Nte)  
grid = 10^seq(10,-2,length = 100)  
  
df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 0, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
  
df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_ridge = mean((Y\_test-Y\_pred)^2)  
  
test\_errors\_ridge[i] = MSE\_ridge  
  
}  
  
test\_errors\_lasso = rep(0,50)  
  
for ( i in 1:50){  
 set.seed(i)  
 X\_train = array(rnorm(p\*N),c(N,p))  
eps\_train = rnorm(N)  
Nte = 10^3  
X\_te = array(rnorm(p\*Nte),c(Nte,p))  
eps\_te = rnorm(Nte)  
grid = 10^seq(10,-2,length = 100)  
  
df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 1, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
  
df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = 2\*df$V1 + 2 \* df$V2 + 2\*df$V3 +2\*df$V4 + 2\*df$V5 + eps\_train  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_lasso = mean((Y\_test-Y\_pred)^2)  
  
test\_errors\_lasso[i] = MSE\_lasso  
  
}

boxplot(test\_errors\_lasso, main = "Lasso Test Error Sparse Model")
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boxplot(test\_errors\_ridge, main = "Ridge Test Error Sparse Model")
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test\_errors\_ridge = rep(0,50)  
  
for ( i in 1:50){  
 set.seed(i)  
 X\_train = array(rnorm(p\*N),c(N,p))  
eps\_train = rnorm(N)  
Nte = 10^3  
X\_te = array(rnorm(p\*Nte),c(Nte,p))  
eps\_te = rnorm(Nte)  
grid = 10^seq(10,-2,length = 100)  
  
df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = eps\_train  
  
for (q in df) {  
 Y\_train = Y\_train + .5\*q  
}  
  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 0, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
  
df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = eps\_train  
  
for (q in df) {  
 Y\_train = Y\_train + .5\*q  
}  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_ridge = mean((Y\_test-Y\_pred)^2)  
  
test\_errors\_ridge[i] = MSE\_ridge  
  
}  
  
test\_errors\_lasso = rep(0,50)  
  
for ( i in 1:50){  
 set.seed(i)  
 X\_train = array(rnorm(p\*N),c(N,p))  
eps\_train = rnorm(N)  
Nte = 10^3  
X\_te = array(rnorm(p\*Nte),c(Nte,p))  
eps\_te = rnorm(Nte)  
grid = 10^seq(10,-2,length = 100)  
  
df = as.data.frame(X\_train)  
#sample(df)  
  
Y\_train = eps\_train  
  
for (q in df) {  
 Y\_train = Y\_train + .5\*q  
}  
  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(X\_train, Y\_train, alpha = 1, K=10)  
  
#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
  
df = as.data.frame(X\_te)  
#sample(df)  
  
Y\_test = eps\_train  
  
for (q in df) {  
 Y\_train = Y\_train + .5\*q  
}  
  
Y\_pred = predict(cv\_model, newx = X\_te, s = best\_lambda )  
MSE\_lasso = mean((Y\_test-Y\_pred)^2)  
  
test\_errors\_lasso[i] = MSE\_lasso  
  
}

boxplot(test\_errors\_lasso, main = "Lasso Test Error Non-Sparse Model")
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boxplot(test\_errors\_ridge, main = "Ridge Test Error Non-Sparse Model")
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1. (Problem 8)

library(tree)

## Warning: package 'tree' was built under R version 4.2.2

library(ISLR)  
  
data = Carseats

# a  
  
set.seed(12)  
  
train = sample(length(data$Sales), length(data$Sales)/2)  
  
training = data[train,]  
testing = data[-train,]

# b  
  
tree <- tree(Sales ~ ., data = training)  
plot(tree)  
text(tree, cex = .56)

![](data:image/png;base64,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)

treepred <- predict(tree, newdata = testing)  
MSE = mean((treepred - testing$Sales)^2)  
MSE

## [1] 5.08059

MSE is 5.08059

# c  
  
cv <- cv.tree(tree)  
plot(cv$size, cv$dev)
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# min dev appears at size 9  
  
prunedtree <- prune.tree(tree, best = 9)  
prunetreepred <- predict(prunedtree, newdata = testing)  
MSE = mean((prunetreepred - testing$Sales)^2)  
MSE

## [1] 5.184776

The pruned tree had a greater test MSE (5.184776) than the unpruned tree (5.08059). This indicates that the unpruned tree was not overfitting to the training data.

# d  
  
library(randomForest)

## Warning: package 'randomForest' was built under R version 4.2.2

## randomForest 4.7-1.1

## Type rfNews() to see new features/changes/bug fixes.

bagging <- randomForest(Sales ~ ., data = Carseats, subset = train,  
 importance = TRUE)  
bagging

##   
## Call:  
## randomForest(formula = Sales ~ ., data = Carseats, importance = TRUE, subset = train)   
## Type of random forest: regression  
## Number of trees: 500  
## No. of variables tried at each split: 3  
##   
## Mean of squared residuals: 3.111895  
## % Var explained: 62.06

predictbagging <- predict(bagging, newdata = testing)  
MSE = mean((predictbagging - testing$Sales)^2)  
  
MSE

## [1] 2.978925

MSE of bagging is 3.044373, lower than the two trees

importance(bagging)

## %IncMSE IncNodePurity  
## CompPrice 9.8164095 136.523493  
## Income -1.6603266 92.082628  
## Advertising 13.8431083 152.522949  
## Population 1.5370312 110.047031  
## Price 33.4688136 353.583644  
## ShelveLoc 43.8150852 464.048339  
## Age 11.5547448 155.528390  
## Education -0.3085175 59.650396  
## Urban -1.4363594 9.837111  
## US 6.5590849 23.462175

varImpPlot(bagging)
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# e  
  
MSE\_forest = rep(0,10)  
  
for (i in 1:10){  
 randomf <- randomForest(Sales ~ ., data = Carseats, subset = train, mtry = i,  
 importance = TRUE)  
 randomf.pred <- predict(randomf, newdata = testing)  
 MSE\_forest[i] = mean((randomf.pred - testing$Sales)^2)  
}  
  
mtry = 1:10  
  
plot(mtry,MSE\_forest)
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MSE\_forest

## [1] 4.636720 3.368603 3.033561 2.880979 2.820345 2.829977 2.799821 2.868452  
## [9] 2.940906 2.916626

The value of m with the minimum test MSE is m=7 with an MSE of 2.833899, lower than any other model MSE tried so far

randomf <- randomForest(Sales ~ ., data = Carseats, subset = train, mtry = 7,  
 importance = TRUE)  
importance(randomf)

## %IncMSE IncNodePurity  
## CompPrice 16.62954511 123.28881  
## Income 0.04942483 58.87416  
## Advertising 17.60889946 142.93691  
## Population 6.07750234 84.72412  
## Price 46.53321859 401.49444  
## ShelveLoc 56.49994157 597.31544  
## Age 16.51273087 134.80199  
## Education -1.58469327 34.36782  
## Urban 0.33351371 4.15932  
## US 4.90317994 13.09051

varImpPlot(randomf)
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# f  
  
library(BayesTree)

## Warning: package 'BayesTree' was built under R version 4.2.2

x = subset(training, select = -Sales )  
y = training$Sales  
  
bart = bart(x,y)

##   
##   
## Running BART with numeric y  
##   
## number of trees: 200  
## Prior:  
## k: 2.000000  
## degrees of freedom in sigma prior: 3  
## quantile in sigma prior: 0.900000  
## power and base for tree prior: 2.000000 0.950000  
## use quantiles for rule cut points: 0  
## data:  
## number of training observations: 200  
## number of test observations: 0  
## number of explanatory variables: 12  
##   
##   
## Cutoff rules c in x<=c vs x>c  
## Number of cutoffs: (var: number of possible c):  
## (1: 100) (2: 100) (3: 100) (4: 100) (5: 100)   
## (6: 100) (7: 100) (8: 100) (9: 100) (10: 100)   
## (11: 100) (12: 100)   
##   
##   
## Running mcmc loop:  
## iteration: 100 (of 1100)  
## iteration: 200 (of 1100)  
## iteration: 300 (of 1100)  
## iteration: 400 (of 1100)  
## iteration: 500 (of 1100)  
## iteration: 600 (of 1100)  
## iteration: 700 (of 1100)  
## iteration: 800 (of 1100)  
## iteration: 900 (of 1100)  
## iteration: 1000 (of 1100)  
## iteration: 1100 (of 1100)  
## time for loop: 6  
##   
## Tree sizes, last iteration:  
## 2 2 4 2 2 2 3 2 2 3 4 2 3 2 2 2 2 2 4 3   
## 2 2 3 3 2 2 3 2 2 2 4 2 2 2 3 3 2 2 2 2   
## 3 3 1 2 2 2 2 2 3 2 2 2 2 3 2 1 2 5 2 2   
## 2 2 2 2 2 2 3 3 2 2 2 2 3 2 3 3 2 2 3 3   
## 2 2 1 3 2 2 2 2 2 3 3 3 2 3 2 2 3 2 2 2   
## 2 2 2 1 2 1 2 2 2 2 2 2 2 1 2 3 2 2 4 2   
## 2 1 2 2 2 2 2 2 4 2 2 3 6 3 2 3 2 1 2 2   
## 2 2 2 2 2 2 2 2 2 2 2 3 2 2 4 2 2 2 2 2   
## 2 2 3 2 2 3 3 2 2 3 2 2 3 2 4 5 2 3 4 2   
## 3 3 2 3 2 2 1 4 3 3 2 2 2 2 4 2 3 2 3 4   
## Variable Usage, last iteration (var:count):  
## (1: 21) (2: 22) (3: 23) (4: 23) (5: 34)   
## (6: 24) (7: 13) (8: 25) (9: 24) (10: 18)   
## (11: 22) (12: 20)   
## DONE BART 11-2-2014

MSE = mean((bart$y-testing$Sales)^2)  
MSE

## [1] 16.03221

BART MSE is highest MSE tested