**Thought Process: Phoenix**

The purpose of this document is to show potential employers (or anyone) my thought process as I develop applications. It serves as a way to show off what I could bring to the table in terms of organization, coherence, and brainstorming. A few legal things before I get started: (1) the application I will create is for educational and personal use only. It is not meant to be sold to anyone and will always be open source. (2) I did everything completely and 100% on my own. I wrote the code, I wrote this document, and I will be the one to distribute this on my server.

**Introduction**

Phoenix is a space invaders esc game that runs on TI-83 and TI-84 calculators through MirageOS. There have been many versions of this game like this: <http://www.ticalc.org/archives/files/fileinfo/148/14876.html> and this <https://www.youtube.com/watch?v=LTRujnUvgHU>. I played many versions of this game throughout middle and high school, each very similar and all very fun and rewarding to play. I have actually created this game before in python as part of a collaboration exercise, which can be found here <https://github.com/george-miller/Millercodes/tree/master/Phoenix>. That version is pretty messy, and although it was a blast to make, I need to remake it.

**Motivation**

I started learning to program when I was in high school, reading an old python textbook my brother left from a college class he took. Throughout the rest of high school I casually kept learning to program with different structures and languages, and I felt as though I was gaining lots of knowledge. As I started my major as NYU, learning more structures and languages, I began to feel like there was something missing in all of this knowledge. I could write programs well and I felt I had the power to make a computer do a lot of things, but debugging was extremely hard and looking at even week old code became hard to understand. However, as any good student would I kept learning and doing my assignments as best I could.

It wasn't until the summer of 2015, when I got my hands on my first Computer Science theory book, that I realized what I was missing. It was The Pragmatic Programmer, by Andrew Hunt and David Thomas. After the first chapter I was hooked, I remember being glued to this book like it was the best fantasy I've ever read. Of course we have to keep software readable and concise! Of course we have to minimize classes /methods with too much responsibility! Realizations struck me and as I looked back at my old code, I was embarrassed to see I had done exactly the wrong thing. My massive takeaway from this book was that it is not good enough to make code work, it must be understandable and readable so that people can collaborate and debugging makes sense.

Finally I got my first taste of what real software development entailed, and I was hooked. I ripped through Clean Code, which helped give me concrete ways to write code better. After that I loved reading The Clean Coder, which gave me some insight on what it means to be a professional software developer. Sadly the school year started too soon and I kept my three Bibles by my side as I worked hard at my classes. With this new insight, my code was getting better with every line, I kept central ideas in my head and it felt amazing to apply some real idioms to my programming.

After completing one of my favorite classes of my fall 2015 semester (Object Oriented Programming) I told my professor about the love I had gained for CS theory and asked him for a few recommendations on more books to read (I didn't want to simply trust people on forums and I knew my professor had just gotten out of a great career as a developer). He recommended many books, so I bought all the ones that weren't freely available and I am currently reading Domain Driven Design, by Eric Evans.

Ever since summer of 2015, I have been working hard making (and learning how to make) real websites that had complex back end systems on my server ([http://gmmotto.ddns.net](http://gmmotto.ddns.net/)). I love this and feel like I am leaning so much, so that brings me to winter of 2015, from which I am currently writing. I love making websites and managing servers and I couldn't be practicing a more useful skill. However, I don't feel like I have shown all the knowledge I have gained about understandable and logical systems as I would like.

To better show my knowledge and skills, I decided to remake the Phoenix game in a java applet. However, it wasn't enough for me to simply make the game, I wanted to be able to show anyone the process I go through to create applications. So there is the motivation for this document: **I want to show you how I think, and you can decide if I am a good developer**. Every time I work on Phoenix, I will write an entry in this document explaining what I am doing, why I am doing it, and everything that came into my head. It will essentially be like if I was in a room with you, brainstorming and working the structure of the game out on a whiteboard. There will be diagrams, there will be code, and there will be lots of learning. Lets get started.

**Development**

As I work through creating Phoenix, I will be separating the work into three parts: first will be analysis, then design, then implementation. By separating the work in this way, I will make sure that I have all the information I need at the correct time. I cannot design classes without analyzing what needs to be done, and I cannot implement classes without knowing the design of my program.

This is more commonly known as Waterfall development. Although this is less commonly used, by using Waterfall I can show my thinking in discrete parts (which is the whole point of this project). Also since I don't have time constraints and I know the end goals of the project from the start, Waterfall is a better option for this project. A small note, I will be using Test Driven Development when I get to the Implementation phase, as opposed to doing testing at the end like traditional Waterfall.

1/9/2015 – Analysis

As it is the very start of my project, I will need to ask myself a few questions (for simplicity, I will work out the answers in a bullet point form):

* What work needs to be done by the program?
  + The most obvious work that needs to be done is the gameplay itself. This means collision checking, input event handling, drawing the sprites on the screen, creating enemies and making them move/shoot, and moving from wave to wave.
  + The program also must save the players progress as he plays through the game. We have to save upgrades the player was rewarded with, the current level he is on, and his personal settings like sound and sensitivity.
  + Lastly the program must have a way of navigation and instruction. A menu system on startup, a pause menu in game, and some kind of tutorial.
* What inherent constraints does the domain (the Phoenix game) have?
  + Since the domain is a game, there really isn't too many constraints. The beauty of Phoenix (and most games) is that you can make really anything happen within the context of the game. You can have lasers, homing missiles, bombs, upgrades, multiple players, multiple ships under your control, etc. The limit is only imagination.
  + However, the context of the game does enforce some constraints so that the game can be called Phoenix. There must be:
    - A ship (or group of ships) that the player controls
    - Enemies for the player to destroy (ex. simple enemies and complex bosses)
    - Rewards for the player to attain (ex. new weapons, ship upgrades, high scores)
* What are the discrete parts of the program that can be separated?
  + The program can be separated into pieces correlating to my answer to the first question:
    - A piece that controls the menu system (title screen, instructions, pause menu)
    - A piece that controls gameplay (collision handling, etc as mentioned above)
    - A piece that controls saving and reloading saves
  + I would like to note that these all can be three distinct pieces of the system that are modular and communicate with each other in a discrete way.