**Лабораторная работа №6**

**СТРУКТУРЫ, КЛАССЫ, ПЕРЕЧИСЛЕНИЯ**

**Перечисления (enumerations)**

enum используется для создания перечисления. Каждое отдельное значение в перечислении указывается после оператора case. Как классы и другие именованные типы, перечисления могут иметь ассоциированные с ними методы.

**Вложенные перечисления**

Перечисления могут быть частью других перечислений, то есть могут быть определены в области видимости родительских перечислений.

// тип данных "валюта"

enum CurrencyUnit {

// страны, использующие доллар

enum DollarCountries {

case usa

case canada

case australia

}

case rouble(сountries: [String], shortName: String)

case dollar(сountries: [String], shortName: String, national: DollarCountries)

case euro(сountries: [String], shortName: String)

}

Теперь перечисление DollarCountries обладает ограниченной областью видимости и доступно только через родительское перечисление. Тем не менее при необходимости вы можете создать параметр, содержащий значение этого перечисления, и вне перечисления CurrencyUnit

var someVar: CurrencyUnit.DollarCountries

someVar = .australia

**Ассоциированные значения**

С каждым значением в перечислении мы можем ассоциировать какое-либо другое значения, которое может представлять любой тип. При этом ассоциированные значения для разных значений одного и того же перечисления могут представлять различные типы.

enum Smile {

case joy (String)

case laugh (String, Int)

}

Для получения значений мы можем определить константы или переменные, в которые будут передаваться ассоциированные значения.

**Связанные значения членов перечисления**

Как альтернативу ассоциированным параметрам для членов перечислений им можно задать связанные значения некоторого типа данных (например, String, Character или Int). В результате вы получаете член перечисления и постоянно привязанное к нему значение.

Для задания связанных значений членов перечисления необходимо указать тип данных самого перечисления, соответствующий значениям членов, и определить значения для каждого отдельного члена перечисления

enum Smile: String {

case joy = ":)"

case laugh = ":D"

case sorrow = ":("

case surprise = "o\_O"

}

Связанные значения и ассоциированные параметры — не одно и то же. Исходные значения устанавливаются при определении перечисления, причем обязательно для всех его членов и в одинаковом типе данных. Ассоциированные параметры могут быть различны для каждого перечисления и устанавливаются лишь при создании экземпляра этого перечисления.

При создании экземпляра перечисления можно получить доступ к исходному значению члена этого экземпляра перечисления. Для этого используется свойство rawValue. Создадим экземпляр объявленного ранее перечисления Smile и получим исходное значение установленного в этом экземпляре члена

var iAmHappy = Smile.joy

iAmHappy.rawValue //:)

В результате использования свойства rawValue мы получаем исходное значение члена joy типа String.

Свойство rawValue может быть использовано не только для получения связанного значения, но и для создания экземпляра перечисления. Для этого необходимо вызвать инициализатор перечисления и передать ему требуемое исходное значение.

enum Planet: Int {

case mars = 1

case alfa = 3

case betta = 11

case splus = 5

}

var myPlanet = Planet.init(rawValue: 3) //alfa

var anotherPlanet = Planet.init(rawValue: 11) //betta

Инициализатор — это метод init(rawValue:) перечисления Planet. Ему передается указатель на исходное значение, связанное с искомым членом этого перечисления. Не удивляйтесь, что метод init(rawValue:) не описан в пределах перечисления, — он существует там всегда по умолчанию и закреплен в исходном коде языка Swift. Инициализатор init(rawValue:) возвращает опционал, поэтому если вы укажете несуществующее связанное значение, возвратится nil.

**Свойства в перечислениях**

Благодаря перечислениям можно смоделировать ситуацию, в которой существует ограниченное количество исходов. У таких ситуаций помимо возможных результатов (членов перечисления) могут существовать и некоторые свойства. Свойство в перечислении — это хранилище, аналогичное переменной или константе, объявленное в пределах перечисления и доступное через доступ к его экземпляру. В Swift существует определенное ограничение для свойств в перечислениях: в качестве их значений не могут выступать фиксированные значения-литералы, а лишь замыкания. Такие свойства называются вычисляемыми. При каждом обращении к ним происходит вычисление присвоенного замыкания с возвращением получившегося значения. Для вычисляемого свойства после имени через двоеточие указывается тип возвращаемого значения и далее без оператора присваивания в фигурных скобках — тело замыкающего выражения, генерирующего возвращаемое значение.

enum Smile: String {

case joy = ":)"

case laugh = ":D"

case sorrow = ":("

case surprise = "o\_O"

var description: String {return self.rawValue} //:(

}

var mySmile: Smile = .sorrow

mySmile.description //:(

Вычисляемое свойство должно быть объявлено как переменная (var). В противном случае (если используете оператор let) вы получите сообщение об ошибке. С помощью оператора self вы получаете доступ к текущему члену перечисления.

**Методы в перечислениях**

Перечисления могут группировать в себе не только свойства, члены и другие перечисления, но и методы. Ранее мы говорили об инициализаторах init(), которые являются встроенными в перечисления методами . Методы — это функции внутри перечислений, поэтому их синтаксис и возможности идентичны синтаксису и возможностям изученных ранее функций.

enum Smile: String {

case joy = ":)"

case laugh = ":D"

case sorrow = ":("

case surprise = "o\_O"

func description(){

print("Перечисление содержит список используемых смайликов: их названия и графические обозначения")

}

}

var mySmile = Smile.joy

mySmile.description()

В этом перечислении объявлен метод description(). После создания экземпляра метода и помещения его в переменную метод description() можно вызвать.

**Оператор self**

Методы могут не только совершать какие-либо не относящиеся к перечислению вещи, но и обрабатывать его члены и связанные значения. Для доступа к значению экземпляра внутри самого перечисления используется оператор self, который возвращает указатель на данный экземпляр перечисления.

enum Smile: String {

case joy = ":)"

case laugh = ":D"

case sorrow = ":("

case surprise = "o\_O"

func description(){

print("Перечисление содержит список используемых смайлов: их названия и графические обозначения")

}

func descriptionValue() -> Smile{

return self

}

func descriptionRawValue() -> String{

return self.rawValue

}

}

var mySmile = Smile.joy

mySmile.descriptionValue()

mySmile.descriptionRawValue()

При вызове метода descriptionValue() происходит возврат self, то есть самого экземпляра. Именно поэтому тип возвращаемого значения данного метода — Smile, он соответствует типу экземпляра перечисления. Метод descriptionRawValue() возвращает связанное значение члена данного экземпляра также с использованием оператора self. При необходимости вы даже можете выполнить анализ перечисления внутри самого перечисления с помощью конструкции switch self {}, где значениями являются члены перечисления. Оператор self можно использовать не только для перечислений, но и для структур и классов.

**Рекурсивные перечисления**

Возьмем, к примеру, простейшие арифметические операции: сложение, вычитание, умножение и деление. Все они заранее известны, поэтому могут быть помещены в перечисление в качестве его членов.

Для простоты рассмотрим только две операции: сложение и вычитание.

enum ArithmeticExpression{

// операция сложения

case addition(Int, Int)

// операция вычитания

case substraction(Int, Int)

}

var expr = ArithmeticExpression.addition(10, 14)

Данное перечисление имеет два члена, как и положено в арифметических выражениях: арифметические операции в Swift — это бинарные операторы, то есть операторы, проводящие операцию с двумя операндами. В связи с этим каждая из операций может принимать два ассоциированных параметра. В результате в переменной expr хранится член перечисления ArithmeticExpression, определяющий арифметическую операцию сложения. Объявленное перечисление не несет какой-либо функциональной нагрузки в вашем приложении. Но вы можете создать в его пределах метод, который определяет наименование члена и возвращает результат данной операции

enum ArithmeticExpression{

case addition(Int, Int)

case substraction(Int, Int)

// метод подсчета

func evaluate() -> Int {

switch self{

case .addition(let left, let right):

return left + right

case .substraction(let left, let right):

return left - right

}

}

}

var expr = ArithmeticExpression.addition(10, 14)

expr.evaluate() //24

При вызове метода evaluate() происходит поиск определенного в данном экземпляре члена перечисления. Для этого используются операторы switch и self. Далее, после того как член определен, путем связывания значений возвращается результат данной арифметической операции

Данный способ работает, но имеет серьезное ограничение: он способен моделировать только одноуровневые арифметические выражения: 1 + 5, 6 + 19 и т. д . В ситуации, когда выражение имеет вложенные выражения: 1 + (5 – 7), 6 – 5 + 4 и т.д., нам придется вычислять каждое отдельное действие с использованием собственного экземпляра. Для решения этой проблемы необходимо доработать перечисление ArithmeticExpression таким образом, чтобы оно давало возможность складывать не только значения типа Int, но и значения типа ArithmeticExpression. Получается, что перечисление, описывающее выражение, должно давать возможность выполнять операции само с собой. Данный механизм реализуется в рекурсивном перечислении. Для того чтобы разрешить членам перечисления обращаться к этому перечислению, используется ключевое слово indirect, которое ставится:

* либо перед оператором enum — в этом случае каждый член перечисления может обратиться к данному перечислению;
* либо перед оператором case того члена, в котором необходимо обратиться к перечислению.

Если в качестве ассоциированных параметров перечисления указывать значения типа самого перечисления ArithmeticExpression, то возникает вопрос: а где же хранить числа, над которыми совершаются операции? Такие числа также необходимо хранить в самом перечислении, в его отдельном члене. Рассмотрим пример. В данном примере вычисляется значение выражения 20 + 10 – 34.

enum ArithmeticExpression {

// хранилище для операнда

case number(Int)

indirect case addition(ArithmeticExpression, ArithmeticExpression)

indirect case subtraction(ArithmeticExpression, ArithmeticExpression)

func evaluate(expression: ArithmeticExpression? = nil ) -> Int{

let expression = (expression == nil ? self : expression)

switch expression! {

case .number( let value ):

return value

case .addition( let valueLeft, let valueRight ):

return self.evaluate( expression: valueLeft ) + self.evaluate( expression: valueRight )

case .subtraction( let valueLeft, let valueRight ):

return self.evaluate( expression: valueLeft ) - self.evaluate( expression: valueRight )

}

}

}

var expr = ArithmeticExpression.addition( .number(20), .subtraction( .number(10), .number(34) ) )

expr.evaluate() // -4

Здесь у перечисления появился новый член number. Он определяет целое число — операнд для проведения операции. Для членов арифметических операций использовано ключевое слово indirect, позволяющее передать значение типа ArithmeticExpression в качестве ассоциированного параметра. Метод evaluate(expression:) принимает на входе опциональное значение типа ArithmeticExpression?. Опционал в данном случае позволяет вызвать метод, не передавая ему экземпляр, из которого этот метод был вызван. В противном случае последняя строка листинга выглядела бы следующим образом:

expr.evaluate(expression: expr)

Согласитесь, что существующий вариант значительно удобнее. Оператор switch, используя принудительное извлечение, определяет, какой член перечисления передан, и возвращает соответствующее значение. В результате данное перечисление позволяет смоделировать любую операцию, в которой присутствуют операторы сложения и вычитания. Перечисления в Swift мощнее, чем аналогичные механизмы в других языках программирования. Вы можете создавать свойства и методы, применять к ним расширения и протоколы, а также делать многое другое.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Задание 6.1**

1. *Создайте перечисление с месяцами. Напишите в перечислении функцию, которая возвращает по месяцу пору года. Члены перечисления должны иметь связанные значения.*
2. *Используйте перечисление для установки месяца. Определите пору года.*
3. *Допишите перечисление ArithmeticExpression таким образом, чтобы оно могло реализовать любое выражение с использованием операций сложения, вычитания, умножения, деления и возведения в степень.*

**Структуры**

Все фундаментальные типы данных — коллекции — это структуры. Структуры в некоторой степени похожи на перечисления и во многом сходны с классами.

Используйте struct, чтобы создать структуру.

Свойство — это характеристика сущности, которую описывает структура. Оно может быть переменной или константой и объявляется в теле структуры.

struct PlayerInChess {

var name: String

var wins: Int

}

Структуры, так же, как и перечисления, имеют встроенный инициализатор init, который не требуется объявлять. Данный инициализатор принимает на входе значения всех свойств структуры, производит их инициализацию и создает экземпляр структуры

var oleg = PlayerInChess(name: "Олег", wins: 32)

Для свойств можно задавать значение по умолчанию. При этом Swift автоматически создает новый инициализатор, который позволяет создавать экземпляр без указания значений свойств.

Значения по умолчанию указываются вместе с объявлением свойств точно так же, как вы указываете значение любой переменной или константы. При этом если вы решили дать значение по умолчанию хотя бы одному свойству, то должны указывать его и для всех остальных свойств. Swift позволяет определять значения по умолчанию лишь для некоторых свойств только в случае создания собственного иницализатора.

struct PlayerInChess {

var name = ""

var wins: Int = 0

}

var oleg = PlayerInChess(name: "Олег", wins: 32)

var maks = PlayerInChess()

Если вас не устраивают инициализаторы, которые создаются для структур автоматически, вы имеете возможность разработать собственные. Вам необходимо постоянно придерживаться правила: «все свойства структуры должны иметь значения». Вы можете создать инициализатор, который принимает в качестве входного параметра значения не для всех свойств, тогда остальным свойствам должны быть назначены значения либо внутри данного инициализатора, либо через значения по умолчанию. При этом одна структура может содержать произвольное количество инициализаторов, каждый из которых должен иметь уникальный набор входных параметров.

struct PlayerInChess {

var name: String

var wins: Int = 0

init(name: String){

self.name = name

}

}

var oleg = PlayerInChess(name: "Олег")

При создании нового экземпляра вам будет доступен только разработанный вами инициализатор. В него передается значение параметра name. Доступ к свойствам экземпляра для их изменения осуществляется с помощью оператора self. Свойство wins имеет значение по умолчанию, оно присваивается данному свойству автоматически.

Структуры — это типы-значения. При передаче экземпляра структуры от одного параметра в другой происходит его копирование. В следующем примере создаются два независимых экземпляра одной и той же структуры.

var olegMuhin = PlayerInChess(name: "Олег")

var olegLapin = olegMuhin

**Методы в структурах**

Они, как и обычные функции, могут принимать входные параметры. Для доступа к собственным свойствам структуры используется оператор self.

struct PlayerInChess {

var name: String

var wins: Int

func description(){

print("Игрок \(self.name) имеет \(self.wins) побед")

}

}

var oleg = PlayerInChess(name: "Олег", wins: 15)

oleg.description()

По умолчанию методы структур, кроме инициализаторов, не могут изменять значения свойств, объявленные в тех же самых структурах. Для того чтобы обойти данное ограничение, перед именем объявляемого метода необходимо указать модификатор mutating.

struct PlayerInChess {

var name: String

var wins: Int

// метод, изменяющий значение свойства wins

mutating func addWins(\_ countOfWins: Int ){

self.wins += countOfWins

}

}

var oleg = PlayerInChess(name: "Олег", wins: 15)

oleg.wins

oleg.addWins(3)

oleg.wins

**Классы**

Объявление свойства класса делается так же, как объявление обычной переменной или константы — с тем лишь исключением, что оно теперь находится в контексте класса. Аналогично, методы и функции задаются внутри класса:

class Shape {

        var numberOfSides = 0

        func simpleDescription() -> String {

                return "A shape with \(numberOfSides) sides."

        }

}

Создается объект на основе класса, используя скобки после имени класса. Используйте синтаксис с точкой для доступа к свойствам и методам объекта:

var shape = Shape()

shape.numberOfSides = 7

var shapeDescription = shape.simpleDescription()

При создании экземпляра класса каждое свойство должно иметь определенное значение, а любое свойство, для которого не указано значение по умолчанию, должно получать значение с помощью разработанного вами инициализатора.

// типы фигур

enum ChessmanType {

case king

case castle

case bishop

case pawn

case knight

case queen

}

// цвета фигур

enum ChessmanColor {

case black

case white

}

class Chessman {

let type: ChessmanType

let color: ChessmanColor

var coordinates: (String, Int)? = nil

let figureSymbol: Character

init(type: ChessmanType, color: ChessmanColor, figure: Character){

self.type = type

self.color = color

self.figureSymbol = figure

}

// метод установки координат

func setCoordinates(char c:String, num n: Int){

self.coordinates = (c, n)

}

// метод, убивающий фигуру

func kill(){

self.coordinates = nil

}

}

var kingWhite = Chessman(type: .king, color: .white, figure: "♔")

![](data:image/png;base64,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)

kingWhite.setCoordinates(char: "E", num: 1)

class Chessman {

enum ChessmanType {

case king

case castle

case bishop

case pawn

case knight

case queen

}

enum ChessmanColor {

case black

case white

}

let type: ChessmanType

let color: ChessmanColor

var coordinates: (String, Int)? = nil

let figureSymbol: Character

init(type: ChessmanType, color: ChessmanColor, figure: Character){

self.type = type

self.color = color

self.figureSymbol = figure

}

init(type: ChessmanType, color: ChessmanColor, figure: Character, coordinates: (String, Int)){

self.type = type

self.color = color

self.figureSymbol = figure

self.setCoordinates(char: coordinates.0, num: coordinates.1)

}

func setCoordinates(char c:String, num n: Int){

self.coordinates = (c, n)

}

func kill(){

self.coordinates = nil

}

}

В некоторых ситуациях может возникнуть необходимость использовать вложенные типы вне определяющего их контекста. Для этого необходимо указать имя родительского типа, после которого должно следовать имя требуемого типа данных

**Типы свойств**

По типу хранимого значения можно выделить два основных вида свойств:

* хранимые свойства могут использоваться в структурах и классах;
* вычисляемые свойства могут использоваться в перечислениях, структурах и классах.

Хранимое свойство — это константа или переменная, объявленная в объектном типе и хранящая определенное значение. Хранимое свойство обладает следующими возможностями:

* получает значение по умолчанию в случае, если при создании экземпляра ему не передается никакого значения;
* получает значение в инициализаторе, передаваемое при создании экземпляра в качестве входного аргумента. Данное значение называется исходным;
* меняет значение в процессе использования экземпляра.

**Ленивые хранимые свойства**

Хранимые свойства могут быть «ленивыми». Значение, которое должно храниться в ленивом свойстве, не создается до момента первого обращения к нему .

СИНТАКСИС

lazy var имяСвойства1

lazy let имяСвойства2

class AboutMan{

let firstName = "Егор"

var secondName = "Петров"

lazy var wholeName: String = self.generateWholeName()

func generateWholeName() -> String{

return self.firstName + " " + self.secondName

}

}

var Me = AboutMan()

Me.wholeName

В свойстве wholeName должно храниться его полное имя, но при создании экземпляра значения этого свойства не существует. При этом оно не равно nil, оно просто не сгенерировано и не записано. Это связано с тем, что свойство является ленивым. Как только происходит обращение к данному свойству, его значение формируется.

Ленивые свойства являются lazy-by-need, то есть вычисляются однажды и больше не меняют свое значени

var Me2 = AboutMan()

Me2.wholeName // Егор Петров

Me2.secondName = "Иванов"

Me2.wholeName // Егор Петров

**Вычисляемые свойства**

С вычисляемыми свойствами мы уже встречались у перечислений, для экземпляров которых это единственный доступный вид свойств. Вычисляемые свойства фактически не хранят значение, а вычисляют его с помощью замыкающего выражения.

СИНТАКСИС

var имяСвойства: ТипДанных { тело\_замыкающего\_выражения }

Вычисляемые свойства могут храниться исключительно в переменных(var). После указания имени объявляемого свойства и типа возвращаемого замыкающим выражением значения без оператора присваивания указывается замыкание, в результате которого должно быть сгенерировано возвращаемое свойством значение. Для того чтобы свойство возвращало некоторое значение, в теле замыкания должен присутствовать оператор return.

class AboutMan{

let firstName = "Егор"

var secondName = "Петров"

var wholeName: String {return self.firstName + " " + self.secondName}

}

var Me = AboutMan()

Me.wholeName //Егор Петров

Значение свойства wholeName идентично соответствующему значению из предыдущего примера, за тем лишь исключением, что оно будет вычислять результат каждый раз при доступе к нему.

**Контроль получения и установки значений**

*Геттер и сеттер вычисляемого свойства*

Для любого вычисляемого свойства существует возможность реализовать две специальные функции:

* Геттер (get) выполняет некоторый код при запросе значения вычисляемого свойства.
* Сеттер (set) выполняет некоторый код при попытке установки значения вычисляемого свойства.

Во всех объявленных ранее вычисляемых свойствах был реализован только геттер, поэтому они являлись свойствами «только для чтения», то есть попытка изменения вызвала бы ошибку. Таким образом, можно утверждать, что геттер является обязательным для существования вычисляемого свойства, а реализацию сеттера можно опустить.

СИНТАКСИС

var имяСвойства1: ТипЗначения {

get {

тело\_геттера

}

set (передаваемый\_параметр) {

тело\_сеттера

}

}

struct Circle{

var coordinates: (x: Int, y: Int)

var radius: Float

var perimeter: Float {

get{

return 2.0\*3.14\*self.radius

}

set(newPerimeter){

self.radius = newPerimeter / (2\*3.14)

}

}

}

var myNewCircle = Circle(coordinates: (0,0), radius: 10)

myNewCircle.perimeter // выводит 62.8

myNewCircle.perimeter = 31.4

myNewCircle.radius // выводит 5

Сеттер также позволяет использовать сокращенный синтаксис записи, в котором не указывается имя входного параметра. При этом внутри сеттера для доступа к устанавливаемому значению необходимо задействовать автоматически объявляемый параметр с именем newValue.

struct Circle{

var coordinates: (x: Int, y: Int)

var radius: Float

var perimeter: Float {

get{

return 2.0\*3.14\*self.radius

}

set{

self.radius = newValue / (2\*3.14)

}

}

}

**Наблюдатели хранимых свойств**

Геттер и сеттер позволяют выполнять код при установке и чтении значения вычисляемого свойства. Другими словами, у вас имеются механизмы контроля процесса изменения и чтения значений. Наделив такими полезными механизмами вычисляемые свойства, разработчики Swift не могли обойти стороной и хранимые свойства. Специально для них были реализованы наблюдатели (observers). Наблюдатели — это специальные функции, которые вызываются либо непосредственно перед, либо сразу после установки нового значения хранимого свойства. Выделяют два вида наблюдателей:

* Наблюдатель willSet вызывается перед установкой нового значения.
* Наблюдатель didSet вызывается после установки нового значения.

СИНТАКСИС

var имяСвойства1: ТипЗначения {

willSet (параметр){

тело\_геттера

}

didSet (параметр){

тело\_сеттера

}

}

При объявлении наблюдателей можно использовать сокращенный синтаксис, в котором не требуется указывать входные аргументы (точно так же, как сокращенный синтаксис сеттера). При этом новое значение в willSet присваивается параметру newValue, а старое в didSet — параметру oldValue.

struct Circle{

var coordinates: (x: Int, y: Int)

var radius: Float {

willSet (newValueOfRadius) {

print("Вместо значения \(self.radius) устанавливается значение \(newValueOfRadius)")

}

didSet (oldValueOfRadius) {

print("Вместо значения \(oldValueOfRadius) установлено значение \(self.radius)")

}

}

var perimeter: Float {

get{

return 2.0\*3.14\*self.radius

}

set{

self.radius = newValue / (2\*3.14)

}

}

}

var myNewCircle = Circle(coordinates: (0,0), radius: 10)

myNewCircle.perimeter // выведет 62.8

myNewCircle.perimeter = 31.4

//Вместо значения 10.0 устанавливается значение 5.0

//Вместо значения 10.0 установлено значение 5.0

myNewCircle.radius // выведет 5

**Свойства типа**

Дополнительно к свойствам экземпляров вы можете объявлять свойства, относящиеся к типу данных. Значения этих свойств едины для всех экземпляров типа. Свойства типа данных очень полезны в том случае, когда существуют значения, которые являются универсальными для всего типа целиком. Они могут быть как хранимыми, так и вычисляемыми. При этом если значение хранимого свойства типа является переменной и изменяется в одном экземпляре, то измененное значение становится доступно во всех других экземплярах типа.

ВНИМАНИЕ Для хранимых свойств типа в обязательном порядке должны быть указаны значения по умолчанию. Это связано с тем, что сам по себе тип не имеет инициализатора, который бы мог сработать еще во время определения типа и установить требуемые значения для свойств. Хранимые свойства типа всегда являются ленивыми, при этом они не нуждаются в использовании ключевого слова lazy.

Свойства типа могут быть созданы для перечислений, структур и классов.

struct SomeStructure {

static var storedTypeProperty = "Some value"

static var computedTypeProperty: Int {

return 1

}

}

enum SomeEnumiration{

static var storedTypeProperty = "Some value"

static var computedTypeProperty: Int {

return 2

}

}

class SomeClass{

static var storedTypeProperty = "Some value."

static var computedTypeProperty: Int {

return 3

}

class var overrideableComputedTypeProperty: Int {

return 4

}

}

struct AudioChannel {

static var maxVolume = 5

var volume: Int {

didSet {

if volume > AudioChannel.maxVolume {

volume = AudioChannel.maxVolume

}

}

}

}

var LeftChannel = AudioChannel(volume: 2)

var RightChannel = AudioChannel(volume: 3)

RightChannel.volume = 6

RightChannel.volume // выводит 5

AudioChannel.maxVolume // выводит 5

AudioChannel.maxVolume = 10

AudioChannel.maxVolume // выводит 10

RightChannel.volume = 8

RightChannel.volume // выводит 8

**Сабскрипты**

Мы встречались с понятием сабскрипта, это указываемый для доступа к определенному значению индекс. Однако сабскрипты позволяют также упростить работу со структурами и классами.

С помощью сабскриптов структуры и классы можно превратить в некое подобие коллекций, то есть мы сможем обращаться к свойствам экземпляра с использованием ключей.

Возьмем класс Chessboard, моделирующий сущность «шахматная доска». Экземпляр класса Chessboard хранится в переменной desk:

var desk: Chessboard

В одном из свойств данного экземпляра содержится информация о том, какая клетка поля какой шахматной фигурой занята. Для доступа к информации относительно определенной клетки мы можем разработать специальный метод, которому в качестве входных параметров будут передаваться координаты:

desk.getCellInfo("A", 5)

С помощью сабскриптов можно организовать доступ к ячейкам клетки, передавая координаты, подобно ключу массива, непосредственно экземпляру класса:

desk["A", 5]

СИНТАКСИС

subscript(входные\_параметры) —> тип\_возвращаемого\_значения {

get{

// тело геттера

}

set(новое\_значение){

// тело сеттера

}

}

Сабскрипты объявляются в теле класса или структуры с помощью ключевого слова subscript. Далее указываются входные аргументы (в точности также, как у методов) и тип значения. Входные аргументы —это значения, которые передаются в виде ключей. Тип значения указывает на тип данных устанавливаемого (в случае сеттера) или возвращаемого (в случае геттера) значения. Тело сабскрипта заключается в фигурные скобки и состоит из геттера и сеттера по аналогии с вычисляемыми значениями. Геттер выполняет код при запросе значения с использованием сабскрипта, сеттер—при попытке установитьз начение.

Сеттер также дает возможность дополнительно указать имя параметра, которому будет присвоено новое значение. Если данный параметр не будет указан, то новое значение автоматически инициализируется локальной переменной newValue. При этом тип данных параметра будет соответствовать типу возвращаемого значения. *Сеттер является необязательным*, и в случае его отсутствия может быть использован сокращенный синтаксис:

subscript(входные\_параметры) —> возвращаемое\_значение

{ // тело геттера

}

Сабскрипты поддерживают *перегрузку*, то есть в пределах одного объектного типа может быть определено произвольное количество сабскриптов, различающихся лишь набором входных аргументов.

При разработке класса реализуем метод, устанавливающий переданную ему фигуру на игровое поле. При этом стоит помнить о двух моментах:

* фигура, возможно, уже находилась на поле, а значит, ее требуется удалить со старой позиции;
* фигура имеет свойство сoordinates, которое также необходимо изменять.

class Chessman {

enum ChessmanType {

case king

case castle

case bishop

case pawn

case knight

case queen

}

enum ChessmanColor {

case black

case white

}

let type: ChessmanType

let color: ChessmanColor

var coordinates: (String, Int)? = nil

let figureSymbol: Character

init(type: ChessmanType, color: ChessmanColor, figure: Character){

self.type = type

self.color = color

self.figureSymbol = figure

}

init(type: ChessmanType, color: ChessmanColor, figure: Character, coordinates: (String, Int)){

self.type = type

self.color = color

self.figureSymbol = figure

self.setCoordinates(char: coordinates.0, num: coordinates.1)

}

func setCoordinates(char c:String, num n: Int){

self.coordinates = (c, n)

}

func kill(){

self.coordinates = nil

}

}

class gameDesk {

var desk: [Int:[String:Chessman]] = [:]

init(){

for i in 1...8 {

desk[i] = [:]

}

}

func setChessman(chess: Chessman, coordinates: (String, Int)){

if let oldCoordinates = chess.coordinates {

desk[oldCoordinates.1]![oldCoordinates.0] = nil

}

self.desk[coordinates.1]![coordinates.0] = chess

chess.setCoordinates(char: coordinates.0, num: coordinates.1)

}

}

var game = gameDesk()

var QueenBlack = Chessman(type: .queen, color: .black, figure: "♛", coordinates: ("A", 6))

game.setChessman(chess: QueenBlack, coordinates: ("B",2))

game.setChessman(chess: QueenBlack, coordinates: ("A",3))

Класс gameDesk описывает игровое поле. Его основным и единственным свойством является коллекция клеток, на которых могут располагаться шахматные фигуры (экземпляры класса Chessman).

При создании экземпляра свойству desk устанавливается значение по умолчанию «пустой словарь». Во время работы инициализатора в данный словарь записываются значения, соответствующие номерам строк на шахматной доске. Это делается для того, чтобы обеспечить безошибочную работу при установке фигуры на шахматную клетку. В противном случае при установке фигуры нам пришлось бы сначала узнать состояние линии (существует ли она в словаре), а уже потом записывать фигуру на определенные координаты. Метод setChessman(\_:coordinates:) не просто устанавливает ссылку на фигуру в свойство desk, но и убирает старую ссылку. Это обеспечивается тем, что актуальные координаты всегда хранятся в свойстве coordinates экземпляра класса Chessman. В написанном классе отсутствует возможность запроса информации о произвольной ячейке. Реализуем ее с использованием сабскрипта. В сабскрипт будут передаваться координаты необходимой ячейки в виде двух отдельных входных аргументов. Если по указанным координатам существует фигура, то она возвращается, в противном случае возвращается nil.

class gameDesk {

var desk: [Int:[String:Chessman]] = [:]

init(){

for i in 1...8 {

desk[i] = [:]

}

}

subscript(alpha: String, number: Int) -> Chessman? {

get{

if let chessman = self.desk[number]![alpha] {

return chessman

}

return nil

}

}

func setChessman(chess: Chessman, coordinates: (String, Int)){

if let oldCoordinates = chess.coordinates {

desk[oldCoordinates.1]![oldCoordinates.0] = nil

}

self.desk[coordinates.1]![coordinates.0] = chess

chess.setCoordinates(char: coordinates.0, num: coordinates.1)

}

}

var game = gameDesk()

var QueenBlack = Chessman(type: .queen, color: .black, figure: "♛", coordinates: ("A", 6))

game.setChessman(chess: QueenBlack, coordinates: ("A",3))

game["A",3]?.coordinates //Optional(("A", 3))

Реализованный сабскрипт имеет только геттер, причем в данном случае можно было использовать краткий синтаксис записи (без ключевого слова get). Так как сабскрипт возвращает опционал, перед доступом к свойству coordinates возвращенной шахматной фигуры необходимо выполнить извлечение опционального значения. Теперь мы имеем возможность установки фигур на шахматную доску с помощью метода setChessman(\_:coordinates:) и получения информации об отдельной ячейке с помощью сабскрипта . Мы можем расширить функционал сабскрипта, добавив в него сеттер, позволяющий устанавливать фигуру на новые координаты

class gameDesk {

var desk: [Int:[String:Chessman]] = [:]

init(){

for i in 1...8 {

desk[i] = [:]

}

}

subscript(alpha: String, number: Int) -> Chessman? {

get{

if let chessman = self.desk[number]![alpha] {

return chessman

}

return nil

}

set{

self.setChessman(chess: newValue!, coordinates: (alpha, number))

}

}

func setChessman(chess: Chessman, coordinates: (String, Int)){

if let oldCoordinates = chess.coordinates {

desk[oldCoordinates.1]![oldCoordinates.0] = nil

}

self.desk[coordinates.1]![coordinates.0] = chess

chess.setCoordinates(char: coordinates.0, num: coordinates.1)

}

}

var game = gameDesk()

var QueenBlack = Chessman(type: .queen, color: .black, figure: "♛", coordinates: ("A", 6))

game.setChessman(chess: QueenBlack, coordinates: ("A",3))

game["C",5] = QueenBlack

QueenBlack.coordinates //Optional(("C", 5))

Запомните, что сабскрипты не могут использоваться как хранилища,то есть через них мы организуем только доступ к хранилищам значений.

**Наследование**

СИНТАКСИС

class SomeSubClass: SomeSuperClass {

// тело подкласса

}

Доступ к наследуемым элементам родительского класса в производном классе реализуется так же, как к собственным элементам данного производного класса, то есть с использованием ключевого слова self.

Для класса безразлично, с какими характеристиками он взаимодействует, собственными или наследуемыми. Данное утверждение справедливо до тех пор, пока не меняется реализация наследуемых характеристик.

**Переопределение наследуемых элементов**

Субкласс может создавать собственные реализации свойств, методов и сабскриптов, наследуемых от суперкласса. Такие реализации называются переопределением. Для переопределения параметров суперкласса в Swift необходимо указать ключевое слово override перед определением элемента.

class Dog{

func bark(){

print (" ")

}

}

class NoisyDog: Dog{

override func bark(){

print ("woof")

print ("woof")

print ("woof")

}

}

var badDog = NoisyDog()

badDog.bark() // выводит woof woof woof

Несмотря на то что переопределение изменяет реализацию свойств, методов и сабскриптов, Swift позволяет осуществлять доступ внутри производного класса к переопределенным элементам суперкласса. Для этого в качестве префикса имени элемента вместо self используется ключевое слово super.

class NoisyDog: Dog{

override func bark(){

for \_ in 1...3 {

super.bark()

}

}

}

var badDog = NoisyDog()

badDog.bark() // выводит woof woof woof

**Переопределение инициализаторов**

Инициализаторы являются такими же наследуемыми элементами, как и методы. Если в подклассе набор свойств, требующих установки значений, не отличается, то наследуемый инициализатор может быть использован для создания экземпляра подкласса. Тем не менее вы можете создать собственную реализацию наследуемого инициализатора. Запомните, что если вы определяете инициализатор с уникальным для суперкласса и подкласса набором входных аргументов, то вы не переопределяете инициализатор, а объявляете новый. Если *подкласс имеет хотя бы один собственный инициализатор, то инициализаторы родительского класса не наследуются*.

class Quadruped{

var name:String;

var type:String;

init(){

self.name="noname"

self.type=" "

}

}

class Dog: Quadruped {

override init(){

super.init()

self.type = "dog"

}

func bark(){

print("woof")

}

func printName(){

print(self.name)

}

}

var myDog = Dog();

myDog.printName();

Прежде чем получать доступ к наследуемым свойствам в переопределенном инициализаторе, необходимо вызвать инициализатор родителя. Он выполняет инициализацию всех наследуемых свойств. Если в подклассе есть собственные свойства, которых нет в суперклассе, то их значения в инициализаторе необходимо указать до вызова инициализатора родительского класса.

**Переопределение наследуемых свойств**

Как отмечалось ранее, вы можете переопределять любые наследуемые элементы. Наследуемые свойства иногда ограничивают функциональные возможности субкласса. В таком случае можно переписать геттер или сеттер данного свойства или при необходимости добавить наблюдатель.

С помощью механизма переопределения вы можете расширить *наследуемое «только для чтения» свойство до «чтение–запись»*, реализовав в нем и геттер и сеттер. Но обратное невозможно: если у наследуемого свойства реализованы и геттер и сеттер, вы не сможете сделать из него свойство «только для чтения» .

ВНИМАНИЕ *Хранимые свойства переопределять нельзя*, так как вызываемый или наследуемый инициализатор родительского класса попытается установить их значения, но не найдет их.

Субкласс не знает деталей реализации наследуемого свойства в суперклассе, он знает лишь имя и тип наследуемого свойства. Поэтому необходимо всегда указывать и имя и тип переопределяемого свойства.

**Превентивный модификатор final**

Swift позволяет защитить реализацию класса целиком или его отдельных элементов. Для этого необходимо использовать превентивный модификатор final, который указывается перед объявлением класса или его отдельных элементов:

* final class для классов;
* final var для свойств;
* final func для методов;
* final subscript для сабскриптов.

При защите реализации класса его наследование в другие классы становится невозможным. Для элементов класса их наследование происходит, но переопределение становится недоступным.

**Подмена экземпляров классов**

Наследование, помимо всех перечисленных возможностей, позволяет заменять требуемые экземпляры определенного класса экземплярами одного из подклассов.

**Приведение типов**

Для анализа классов в единой иерархии существует специальный механизм, называемый приведением типов.

Путем приведения типов вы можете выполнить следующие операции:

* проверить тип конкретного экземпляра класса на соответствие некоторому типу или протоколу;
* преобразовать тип конкретного экземпляра в другой тип той же иерархии классов.

*Проверка типа*

Проверка типа экземпляра класса производится с помощью оператора is. Данный оператор возвращает true в случае, когда тип проверяемого экземпляра является указанным после оператора классом или наследует его

for item in animalsArray {

if item is Dog {

print("Yes")

}

}

*Преобразование типа*

Как неоднократно отмечалось ранее, объявленный и наполненный массив animalsArray имеет элементы разных типов данных из одной иерархической структуры. Несмотря на это, при получении очередного элемента вы будете работать исключительно с использованием методов класса, указанного в типе массива (в данном случае Quadruped). То есть, получив элемент типа Dog, вы не увидите определенный в нем метод bark(), поскольку Swift подразумевает, что вы работаете именно с экземпляром типа Quadruped. Для того чтобы преобразовать тип и сообщить Swift, что данный элемент является экземпляром определенного типа, используется оператор as, точнее, две его вариации: as? и as!.

Данный оператор ставится после имени экземпляра, а после него указывает имя класса, в который преобразуется экземпляр. Между обеими формами оператора существует разница:

* as? ИмяКласса - возвращает либо экземпляр типа ИмяКласса? (опционал), либо nil в случае неудачного преобразования;
* as! ИмяКласса - производит принудительное извлечение значения и возвращает экземпляр типа ИмяКласса или вызывает ошибку в случае неудачи.

ВНИМАНИЕ *Тип данных может быть преобразован только в пределах собственной иерархии классов*.

for item in animalsArray {

if var animal = item as? NoisyDog {

animal.bark()

}else if var animal = item as? Dog {

animal.bark()

}else{

item.walk()

}

}

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Задание 6.2**

1. *Объявите класс (можно структуру) Bug, описывающую дефект в системе отслеживания ошибок. Он должен содержать следующие свойства: номер (*[*идентификатор*](https://ru.wikipedia.org/wiki/%D0%98%D0%B4%D0%B5%D0%BD%D1%82%D0%B8%D1%84%D0%B8%D0%BA%D0%B0%D1%82%D0%BE%D1%80) *ID) дефекта (д.б. уникальным и последовательно изменяться при создании новой ошибки); короткое описание дефекта - Summary; описание шагов для выявления дефекта -Steps to Reproduce (опциональный массив String)*;  *кто сообщил о дефекте; дата и время, когда был обнаружен дефект; серьёзность (критичность) – Severity (возможные значения –* High, Medium, Low*) дефекта и*[*приоритет*](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%B8%D0%BE%D1%80%D0%B8%D1%82%D0%B5%D1%82) *- Priority(возможные значения –* Blocker, Critical, Major, Minor *) решения (задайте на основе перечислений); кто ответственен за устранение дефекта (Assignee); текущее состояние* Status *(статус, возможные значения –* Open, Closed, Resolved, Reopened, In Progress *) дефекта (задайте на основе перечисления); версия продукта, в которой дефект исправлен (м.б. nil).*
2. *Предусмотрите методы инициализации, методы изменяющие приоритет решения, назначения ответственного за исправление дефекта, разрещения дефекта (изменяет стаус).*
3. *Напишите сабскрипт для возврата описания шага по номеру.*
4. *Задайте lazy свойство.*
5. *Сделайте одно из хранимых свойств наблюаемым.*