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**Homework #07 Objective:**

1. *Do face recognition using eigenface and fisherface, with and without kernel methods.*
2. *Understand the given t-SNE implementation in python & transform to symmetric SNE.*

**0. Preparations** **(The code is in python programming language)**

First step is to mount the drive from where I will access all the files for the code:

0001.

from google.colab import drive

drive.mount("/content/drive")

Then I added a custom print function, preprint(), to save the outputs of print() in a txt file:

0002.

# Define a custom "pseudo personal print" function

def perprint(message, end = None, file = output\_file):

    print(message, end = end)

    print(message, end = end, file = file)

**1. Code with detailed explanations**

**Note: Important pieces are also explained directly by commenting inside the code for better clarity.**

* **Kernel Eigenfaces**
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I will first explain the parts and functions that support part 1, 2 and 3 (common functions).

I begin with setting up the paths for accessing the Yale Face Face Database’s training and testing folders. I also set up the output directory where we will save the images generated later.

Here is the corresponding code below.

0003

import os

""" I. Kernel Eigenfaces / Fisherfaces """

# Variables for input directories

training\_folder = '/content/drive/MyDrive/…/Yale\_Face\_Database/Training'

testing\_folder = '/content/drive/MyDrive/…/Testing'

# Variable for output directory

output\_folder = '/content/drive/MyDrive/…/HMW\_07/Kernel\_Eigenfaces\_Fisherfaces'

# Ensure output directory exists

os.makedirs(output\_folder, exist\_ok=True)

Next, we will import all the required packages for computing eigenfaces and fisherfaces:

**os**: For interacting with the operating system for file and directory manipulation.

**time**: For measuring durations of certain parts of the code.

**random**: For generating random numbers.

**numpy**: For matrix manipulations and mathematical operations.

**matplotlib.pyplot**: For plotting, displaying and saving figures.

**PIL.Image** For reading images from the input directories.

**scipy.spatial.distance.cdist**: For distance calculation between pairs of vectors.

0004

import os, time

import random

import numpy as np

import matplotlib.pyplot as plt

from PIL import Image

from scipy.spatial.distance import cdist

**The first function** created is the read\_dataset() function that will read and preprocess the input images and labels for training and testing. Here is how the function works:

* Reads a dataset of images, resizes them with high quality downsampling, and flattens them into vectors.

It also extracts the labels from the images at position 7:9, location of the labels(integers).

* Input parameters:
* directory (str): The path to the directory containing the images.
* SHAPE (tuple): The desired shape (width, height) for resizing the images.
* Returns:
* tuple: A tuple containing the flattened image data and their labels.

0005

def read\_dataset(directory, SHAPE):

    files = os.listdir(directory)

    images = np.zeros((len(files), SHAPE[0]\*SHAPE[1]), dtype=np.float32)

    labels = np.zeros(len(files), dtype=int)

    ''' Process each file in the directory '''

    for i, file in enumerate(files):

        with Image.open(os.path.join(directory, file)) as image:

            ''' Resize the image with high-quality downsampling '''

            image = image.resize(SHAPE, Image.LANCZOS)

            ''' Flatten the image and store it in the array '''

            images[i] = np.asarray(image, dtype=np.float32).flatten()

            ''' Extract label from the filename and store it '''

            labels[i] = int(file[7:9])

    return images, labels

**This next function** is required for all the rest of this section.

The show\_save\_faces() function will be converting the computed eigenfaces and fisherfaces into images, display those images and save them. Here is its description:

* Convert into a grid of images, display, and optionally save the figure.
* Input parameters:
* faces: List of images (2D arrays: resized eigenfaces and fisherfaces) to be displayed.
* rows: Number of rows in the grid layout.
* title: Title of the figure.
* save\_dir: Directory where the figure should be saved (optional).
* Returns:
* None

0006

def show\_save\_faces(faces, rows, title, save\_dir=None):

    plt.figure(title)

    num\_faces = len(faces)

    cols = int(np.ceil(num\_faces / rows))

    for idx, face in enumerate(faces):

        plt.subplot(rows, cols, idx + 1)

        plt.axis('off')

        plt.imshow(face, cmap='gray')

    if save\_dir:

        file\_path = os.path.join(save\_dir, f'{title}.png')

        plt.savefig(file\_path, bbox\_inches='tight', pad\_inches=0)

    plt.show()

    return

**This next function is also** required for all the rest of this section on eigenfaces and fisherfaces.

The face\_recognition() function will do Face Recognition using k-Nearest Neighbors (KNN):

* This function performs face recognition using the k-Nearest Neighbors (KNN) algorithm. It also calculates the accuracy of the recognition process and prints the result.
* Input parameters:
* train\_label (numpy.ndarray): Labels of the training samples.
* train\_projections (numpy.ndarray): Feature weights (representations) of the training samples.
* test\_label (numpy.ndarray): Labels of the test samples.
* test\_projections (numpy.ndarray): Feature weights (representations) of the test samples.
* k (int, optional): Number of nearest neighbors to consider in KNN. Default is 5.
* title (str, optional): Title for result display. Default is an empty string.
* Returns:
* accuracy (int)

Below in the code you can see the main steps in comments.

0007

def face\_recognition(train\_labels, train\_projections, test\_labels, test\_projections, k=5, title=''):

    error = 0

    dist = np.zeros(len(train\_projections))

    for i in range(len(test\_projections)):

        ''' Calculate squared Euclidean distance between test[i] and train samples '''

        dist = cdist([test\_projections[i]], train\_projections, 'sqeuclidean')

        ''' Find the indices of the k=5 nearest neighbors in the training set and predict '''

        k\_nearest = np.argsort(dist)[0][0:k]

        predict = np.argmax(np.bincount(train\_labels[k\_nearest]))

        ''' Check if the predicted label does not match the true label of the test sample '''

        if test\_labels[i] != predict:

            error += 1

    ''' Calculate and print the accuracy '''

    accuracy = (len(test\_labels) - error) / len(test\_labels)

    perprint(f"K= {k}, {title}Accuracy: {accuracy\*100:.2f} % ")

    return accuracy

* **Part1: 25 eigenfaces & fisherfaces + reconstruction of 10 random images**

In Part 1 we need to do PCA and LDA. So, I built 2 functions for each of them.

**The PCA() function** for Principal Component Analysis (PCA) will be used to get eigenfaces, which are the transpose of the top 25 eigenvectors from the decomposition of the covariance matrix of the training data. The eigenfaces will be used for image reconstruction.

* This function performs PCA for getting the eigenfaces using training datasets of face images. It involves computing eigenfaces (principal components) and using them for dimensionality reduction and then face reconstruction.
* Parameters:
* train\_images: A numpy 2D array containing the training face images.
* test\_images: A numpy 2D array containing the test face images.
* train\_labels: A numpy array of labels corresponding to the training images.
* test\_labels: A numpy array of labels corresponding to the test images.
* SHAPE: A tuple representing the dimensions (width, height) of the face images.
* chosen\_index: Indices for selecting random 10 test images for reconstruction.
* output\_folder: The path to the folder for saving intermediate results (eigenvalues, eigenvectors, visualizations).
* Workflow:
* Average Face Calculation: Computes the mean face from the training dataset.
* Data Centering: Subtracts the average face from each training and testing image.
* Covariance Matrix Computation: Calculates the covariance matrix of the centered training data. The formula is a follow:
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Where X is the train images matrix and Xˉ is its mean. N is the number of training images = 135.

The covariance matrix is MxM matrix where M is the number of features (pixels) in each original data point.

* Eigenvalue Decomposition: Obtains eigenvalues and eigenvectors (eigenfaces) from the covariance matrix.
* Eigenface Selection: Selects the top 25 eigenfaces based on eigenvalues.
* Eigenface Visualization: Displays and saves the eigenfaces with show\_save\_faces() in code 0006.

*For the 25 eigenfaces , we simply resize each vector in W to SHAPE[1]xSHAPE[0] (width, height).*

* Image Reconstruction: Reconstructs test images after projecting them to lower dimension with Eigenfaces, still with eigenfaces, and visualizing the results of reconstruction after PCA with the show\_save\_faces() function.

*For the reconstruction, we project each projected image (z) back to the original space and visualize the result.*
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* Returns:
* None: **I will explain the rest of the function in Part 2, in code 0010.** (Following the structure of the report)

0008

def PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index,output\_folder):

    avg\_face = np.mean(train\_images, axis=0)

    centered\_train\_faces = train\_images - avg\_face

    # ... Portion left out of the report to make the function shorter

    else:

        print(f"\nDidn't find eigenvalues and eigenvectors for PCA. \nComputing ... \n")

        Cov\_matrix = np.dot(centered\_train\_faces.T, centered\_train\_faces) / (len(train\_images) - 1)

        eigen\_values, eigen\_vectors = np.linalg.eig(Cov\_matrix)

        # ... Portion left out of the report to make the function shorter

    ''' Projection matrix (W from class): '''

    sort\_index = np.argsort(-eigen\_values)

    top\_eigen\_vectors = eigen\_vectors[:, sort\_index[0:25]].real # Projection matrix W

    ''' Here we have our eigenfaces, 25 in total, 1 on each row'''

    eigenfaces = top\_eigen\_vectors.T # Shape = (25, SHAPE[0]\*SHAPE[1])

    ''' Visualize the eigenfaces (reshape and display) '''

    show\_save\_faces(eigenfaces.reshape(25, SHAPE[1], SHAPE[0]), 5, 'PCA eigenfaces', output\_folder)

    ''' Reconstruct the selected test images using the eigenfaces '''

    test\_images\_centered = test\_images[chosen\_index] - avg\_face

    projections = np.dot(test\_images\_centered, eigenfaces.T) # AKA projected centered data

    reconstruction\_faces = avg\_face + np.dot(projections, eigenfaces)

    ''' Visualize the reconstructed faces'''

    show\_save\_faces(reconstruction\_faces.reshape(10, SHAPE[1], SHAPE[0]), 2,

'PCA reconstructed faces', output\_folder)

**The LDA() function** for Linear Discriminant Analysis (LDA) will be used to get fisherfaces, which are the transpose of the top 25 eigenvectors from the decomposition of the ratio of the between-class matrix and within-class matrix, obtained from the labeled training data.

LDA is a supervised dimensionality reduction technique.

The fisherfaces will be used for image reconstruction.

* This function performs LDA for getting the fisherfaces using the labeled training dataset. It involves steps from computing average faces and applying dimensionality reduction through PCA before applying LDA, which helps in handling the high dimensionality of face images.
* Parameters:
  + train\_images (numpy.ndarray): Array of training face images.
  + test\_images (numpy.ndarray): Array of test face images.
  + train\_labels (numpy.ndarray): Labels corresponding to the training images.
  + test\_labels (numpy.ndarray): Labels corresponding to the test images.
  + SHAPE (tuple): Dimensions (height, width) of the face images.
  + chosen\_index (list): Indices of the test images selected for detailed analysis and reconstruction.
  + output\_folder (str): Path to the folder for saving output files (eigenvalues, eigenvectors, visualizations).
  + top (int): Number of top eigenvectors to select in PCA for initial dimensionality reduction before LDA.
* Workflow:
* Average Face Calculation: Computes the mean face from the training dataset.
* Image Centering: Subtracts the average face from each training image.
* PCA Dimensionality Reduction: Applies PCA to reduce image data dimensionality, aiding LDA's effectiveness.

**For this step, the initial dimensionality reduction by PCA affects the quality of the final LDA dimensionality reduction. So, I tried a wide range of initial dimensionality reduction by PCA to determine the best initial reduced dimension by PCA.**

* Scatter Matrix Calculation: Calculates both within-class and between-class scatter matrices.

The purpose of LDA is to maximize the ratio of between-classes to within-classes scatter,
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Where μ is the total mean and is the mean of class i.
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And the optimal projection matrix W can be found by:
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A solution is given by solving the eigenvalue problem:

![](data:image/png;base64,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)

The ratio of the between-class scatter and within-class matrices will be used in the next step for solving the eigen problem.

The ratio **ratio\_B\_W** of the between class scatter and within class scatter matrices is **top\*top size, where top is the number of dimensions selected by PCA.**

* Fisherfaces Creation: Determines Fisherfaces by finding eigenvalues and eigenvectors from the scatter matrix ratio above.
* Fisherfaces Visualization: Visualizes Fisherfaces with the show\_save\_faces() function in code 0006.

*For the 25 fisherfaces, we simply resize each vector in W to SHAPE[1]xSHAPE[0] (width, height).*

* Image Reconstruction: Reconstructs test images after projecting them to lower dimension with Fisherfaces, still with fisherfaces, and visualizing the results of reconstruction after LDA with the show\_save\_faces() function.

*For the reconstruction, we project each projected image (z) back to the original space and visualize the result.*
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* Returns:
* None: **I will explain the rest of the function in Part 2, code 0011.** (Following the structure of the report)

0009

def LDA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, output\_folder, top):

    avg\_face = np.mean(train\_images, axis=0)

    train\_images\_centered = train\_images - avg\_face

    # ... Portion left out of the report to make the function shorter

    ''' Project Training Data onto PCA Space to reduce its dimension before LDA '''

    X\_pca = np.dot(train\_images\_centered, top\_eigen\_vectors\_pca)

    ''' Apply LDA on PCA-transformed Data '''

    num\_classes = len(np.unique(train\_labels))

    num\_features = X\_pca.shape[1]  # = 126, optimal

    S\_W = np.zeros((num\_features, num\_features)) # Within class scatter matrix

    S\_B = np.zeros((num\_features, num\_features)) )) # Between class scatter matrix

    overall\_mean = np.mean(X\_pca, axis=0)

    for i in range(1, num\_classes+1): # Be careful with the range

        class\_indices = np.where(train\_labels == i)[0]

        X\_class = X\_pca[class\_indices]

        class\_mean = np.mean(X\_class, axis=0)

        S\_W += np.dot((X\_class - class\_mean).T, (X\_class - class\_mean))

        N\_i = X\_class.shape[0]

        mean\_diff = (class\_mean - overall\_mean).reshape(num\_features, 1)

        S\_B += N\_i \* (mean\_diff).dot(mean\_diff.T)

    ''' Compute (S\_W ^-1) .dot(S\_B) '''

    ratio\_B\_W = np.dot( np.linalg.inv(S\_W), S\_B)

    ''' Perform eigenvalue decomposition to obtain eigenvalues and eigenvectors '''

    eigen\_values\_lda, eigen\_vectors\_lda = np.linalg.eig(ratio\_B\_W)

    # ... Portion left out of the report to make the function shorter

    top\_eigen\_vectors\_lda  = eigen\_vectors\_lda[:, sort\_index\_lda[0:25]].real

    ''' Compute Fisherfaces '''

    fisherfaces = np.dot(top\_eigen\_vectors\_pca, top\_eigen\_vectors\_lda)

    fisherfaces = fisherfaces.T # Shape = (25, SHAPE[0]\*SHAPE[1])

    ''' Visualize the eigenfaces (reshape and display) '''

    show\_save\_faces(fisherfaces.reshape(25, SHAPE[1], SHAPE[0]), 5, 'LDA fisherfaces', output\_folder)

  ''' Reconstruct the selected test images using the eigenfaces '''

    centered\_test\_images = test\_images[chosen\_index] - avg\_face

    projections = np.dot(centered\_test\_images, fisherfaces.T)

    reconstruction\_faces = avg\_face + np.dot(projections, fisherfaces)

    ''' Visualize the reconstructed faces'''

    show\_save\_faces(reconstruction\_faces.reshape(10, SHAPE[1], SHAPE[0]), 2,

'LDA reconstructed faces', output\_folder)

* **Part 2 : Use PCA and LDA to do face recognition, and compute the performance**

**The PCA() function** for Principal Component Analysis (PCA) is also used for Face Recognition though eigenfaces, which are the transpose of the top 25 eigenvectors from the decomposition of the covariance matrix of the training data.

Following the explanation of the function which started in code 0008, below I will show how the function performs face recognition:

* This function performs PCA then performs face recognition using training and testing datasets of face images as well as the eigenfaces.
* Parameters:
* Described in code 0008 above in Part 1.
* Workflow:
* Previous steps explained in code 0008 in Part 1…
* projections Calculation: Computes projections for both all training and test images in reduced space.
* Face Recognition: Performs k-nearest neighbors (k-NN) classification for face recognition using the computed projections with the **face\_recognition()** function described in details in code 0007 above.
* Returns:
* None
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def PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index,output\_folder):

    avg\_face = np.mean(train\_images, axis=0)

    centered\_train\_faces = train\_images - avg\_face

    # ... Portion left out of the report to make the function shorter

# ... Initial Parts of the function explained in code 0008

    ''' Calculate projections for both centered training and centered test images '''

    train\_projections = np.dot(centered\_train\_faces, eigenfaces.T)

    centered\_test\_faces = test\_images - avg\_face

    test\_projections = np.dot(centered\_test\_faces, eigenfaces.T)

    ''' Perform face recognition using the calculated projections '''

    accuracy\_list = []

    for k\_neighbors in range(1, 13):

        accuracy = face\_recognition(train\_labels, train\_projections, test\_labels,

test\_projections, k\_neighbors, title='PCA ')

        accuracy\_list.append(accuracy)

    average\_accuracy = sum(accuracy\_list) / len(accuracy\_list)

    return

**The LDA() function** for Linear Discriminant Analysis (LDA) is also used for Face Recognition though fisherfaces, which are the transpose of the top 25 eigenvectors from the decomposition of the ratio of the between-class matrix and within-class matrix, obtained from the labeled training data.

Following the explanation of the function which started in code 0009, below I will show how the function performs face recognition:

* This function performs LDA for getting the fisherfaces then performs face recognignition using training and testing datasets of images.
* Parameters:
* Described in code 0009 above in Part 1.
* Workflow:
* Previous steps explained in code 0009 in Part 1…
* projections Calculation: Computes projections for both all training and test images in reduced space.
* Face Recognition: Performs k-nearest neighbors (k-NN) classification for face recognition using the computed projections with the **face\_recognition()** function described in details in code 0007 above.
* Returns:
* None
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def LDA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, output\_folder, top):

    avg\_face = np.mean(train\_images, axis=0)

    train\_images\_centered = train\_images - avg\_face

    # ... Portion left out of the report to make the function shorter

# ... Initial Parts of the function explained in code 0009

    ''' Calculate projections for both centered training and centered test images '''

    train\_projections = np.dot(train\_images\_centered, fisherfaces.T)

    test\_faces\_centered = test\_images - avg\_face

    test\_projections = np.dot(test\_faces\_centered, fisherfaces.T)

    ''' Perform face recognition using the calculated projections '''

    accuracy\_list = []

    for k\_neighbors in range(1, 13):

        accuracy = face\_recognition(train\_labels, train\_projections, test\_labels,

test\_projections, k\_neighbors, title='LDA ')

        accuracy\_list.append(accuracy)

    average\_accuracy = sum(accuracy\_list) / len(accuracy\_list)

    return

* **Part 3: Use kernel PCA and kernel LDA to do face recognition, and compute the performance, then compare different kernel and with PCA/LDA**

In this part, for kernel PCA and kernel LDA I tried 3 kernel functions: RBF (Radial Basis Function) kernel, Polynomial kernel, and linear kernel.

**Below are the 3 kernel functions** as well the **compute\_kernel\_matrix() function** that will be responsible for selecting which type of kernel function will be used to compute the similarity matrix.

Here is more description of that function:

* Compute the kernel matrix between two sets of images.
* Parameters:
* kernel (str): The type of kernel to be used. Options are 'rbf', 'linear', or 'polynomial'.
* images1 (array): The first set of images, represented as an array of data (testing goes here).
* images2 (array): The second set of images, represented as an array of data.
* Returns:
* array: The computed kernel matrix between the two sets of images.

0012

def RBF\_kernel(A, B, gamma=0.1):

    return np.exp(-gamma \* cdist(A, B, 'sqeuclidean')) # Just bad no matter gamma

def linearKernel(A, B):

    return np.dot(A, B.T) # Constant = 0 is best

def polynomialKernel(A, B, coef=0, degree=2, gamma=1):

    return np.power(gamma \* (np.dot(A, B.T)) + coef, degree) # Higher degree gives lower performance

def compute\_kernel\_matrix(kernel, images1, images2):

    if kernel == 'rbf':

        return RBF\_kernel(images1, images2)

    elif kernel == 'polynomial':

        return polynomialKernel(images1, images2)

    elif kernel == 'linear':

        return linearKernel(images1, images2)

    else:

      print("\nEnter a valid kernel name: 'rbf', 'linear', or 'polynomial' \n")

    return

**The kernel\_PCA() function** will be applied to do dimensionality reduction by Kernel Principal Component Analysis (Kernel PCA) and perform Face Recognition, as well as obtain Eigenfaces, do face reconstruction.

* **This function is similar to the PCA function (codes 0008 & 0010), except for the kernel matrix used for the eigen problem, the calculation of the eigenfaces and the possible alternative way to do the image projections into reduced dimension.**
* Parameters:
  + train\_images: Array of training images.
  + test\_images: Array of test images.
  + train\_labels: Labels for the training images.
  + test\_labels: Labels for the test images.
  + SHAPE: Tuple indicating the shape of the images (height, width).
  + chosen\_index: Indices of specific test images for detailed analysis.
  + kernel: Type of kernel used in the computation.
  + output\_folder: Directory path to save output files (eigenvectors, eigenvalues, visualizations).
* The function performs the following steps:
* Computes the average face from training images like in PCA function.
* Centers the training data by subtracting the average face like in PCA function.
* Computes the kernel matrix and its centered version.

The kernel matrix K is NxN, where **N** is the number of training data points.

The kernel matrix K is first computed with the compute\_kernel\_matrix() function using the **centered training images** as inputs, then it is centered following the formula:
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where 1N is a N \* N matrix for which each element takes value 1/N.

* Performs eigenvalue decomposition on the centered kernel matrix.
* Sorts eigenvalues and computes the corresponding eigenfaces.

The computation of the Eigenfaces is different than with the PCA function:
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Where *v* is the transpose of its corresponding eigenface, and X is the centered training images matrix.

Formula found at "Statistical Machine Learning", Summer Term 2020, Ulrike von Luxburg, University of Tübingen, Germany. Video link: <https://www.youtube.com/watch?v=7kfkGyhPDu0&t=328s>

* Visualizes the eigenfaces like in PCA function.
* Projecting images.

There are to options for projecting the images into the reduced dimension:

* + We can compute the dot product between the centered image and the transpose of the eigenfaces.

**projections\_test\_chosen = np.dot(test\_images\_chosen\_centered, eigenfaces.T)**

* + Or we can compute the kernel matrix between the centered images to project and the training data, center the obtained matrix, then compute the dot product of the centered matrix with the top 25 eigenvectors (**Not eigenfaces**) to get the projected images on each row:

**kernel\_test\_chosen = compute\_kernel\_matrix(kernel, test\_images\_chosen\_centered, centered\_train\_faces)**

**kernel\_test\_chosen\_centered = kernel\_test\_chosen - np.mean(kernel\_test\_chosen, axis = 1, keepdims=True)**

**projections\_test\_chosen = np.dot(kernel\_test\_chosen\_centered, sorted\_eigen\_vectors[:, :25])**

* **The rest of the function works like with the PCA function in codes 0008 and 0010, including Face Recognition (just change the calculation of the projections).**
* Returns:
* None

0013

def kernel\_PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, kernel, output\_folder):

    # ... Portion left out of the report to make the function shorter

# ... Initial Parts of the function explained in code 0008

        ''' compute kernel matrix'''

        kernel\_matrix = compute\_kernel\_matrix(kernel, centered\_train\_faces, centered\_train\_faces)

        ''' Center the kernel matrix in the unbiased form '''

        one\_N = np.ones(kernel\_matrix.shape) / ( kernel\_matrix.shape[0] - 1 ) ########## Unbiased

        kernel\_centered = (kernel\_matrix

                          - np.dot(one\_N, kernel\_matrix)

                          - np.dot(kernel\_matrix, one\_N)

                          + np.dot(np.dot(one\_N, kernel\_matrix), one\_N))

        # ... Portion left out of the report to make the function shorter

        ''' Perform eigenvalue decomposition on the centered kernel matrix '''

        eigen\_values, eigen\_vectors = np.linalg.eig(kernel\_centered)

# ... Portion left out of the report to make the function shorter

# ... Portion left out of the report to make the function shorter

    ''' Eigenfaces, 25 in total, 1 on each row by getting '''

    eigenfaces = np.dot(centered\_train\_faces.T, sorted\_eigen\_vectors[:, :25])

    eigenfaces = eigenfaces.T  # Shape = (25, SHAPE[0]\*SHAPE[1])

    ''' Visualize the eigenfaces (reshape and display) '''

    show\_save\_faces(eigenfaces.reshape(25, SHAPE[1], SHAPE[0]), 5, f'{kernel}\_PCA eigenfaces', output\_folder)

    ''' Projecting the centered test images onto the 25-D by kernel PCA method '''

    test\_images\_chosen\_centered = test\_images[chosen\_index] - avg\_face

    projections\_test\_chosen = np.dot(test\_images\_chosen\_centered, eigenfaces.T)

    # ... Portion left out of the report to make the function shorter

    ''' Projecting the ALL centered test and train images onto the 25-D by kernel PCA method '''

    test\_images\_centered = test\_images - avg\_face

    K\_test\_train = compute\_kernel\_matrix(kernel, test\_images\_centered, centered\_train\_faces)

    kernel\_tain\_train\_centered = kernel\_centered

    K\_test\_train\_centered = K\_test\_train - np.mean(K\_test\_train, axis = 1, keepdims=True)

    """ Projections of testing data points """

    projections\_test = np.dot(K\_test\_train\_centered, sorted\_eigen\_vectors[:, :25])

    """ Projections of training data points """

    projections\_train = np.dot(kernel\_tain\_train\_centered, sorted\_eigen\_vectors[:, :25])

    ''' Perform face recognition using the calculated projections '''

    accuracy\_list = []

    for k\_neighbors in range(1, 13):

        accuracy = face\_recognition(train\_labels, projections\_train, test\_labels, projections\_test,

k\_neighbors, title=f'{kernel}\_PCA ')

        accuracy\_list.append(accuracy)

    average\_accuracy = sum(accuracy\_list) / len(accuracy\_list)

    return

**The kernel\_LDA() function** will be applied to do dimensionality reduction by kernel Linear Discriminant Analysis (Kernel LDA) and perform Face Recognition, as well as obtain Fisherfaces, do face reconstruction.

* **This function is like the LDA function (codes 0009 & 0011), except for the kernel matrix used for the ratio of between and within class scatter matrices and the calculation of the fisherfaces.**
* Parameters:
  + train\_images: Array of training images.
  + test\_images: Array of test images.
  + train\_labels: Labels for the training images.
  + test\_labels: Labels for the test images.
  + SHAPE: Tuple indicating the shape of the images (height, width).
  + chosen\_index: Indices of specific test images for detailed analysis.
  + kernel: Type of kernel used in the computation.
  + output\_folder: Directory path to save output files (eigenvectors, eigenvalues, visualizations).
* The function performs the following steps:
* Computes the average face from training images like in LDA function.
* Centers the training data by subtracting the average face like in LDA function.
* Computes the kernel matrix and its centered version.

The kernel matrix K is NxN, where **N** is the number of training data points.

The kernel matrix K is first computed with the compute\_kernel\_matrix() function using the **centered training images** as inputs, then it is centered following the formula:
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where 1N is a N \* N matrix for which each element takes value 1/N.

* Scatter Matrices Calculation: Computes within-class and between-class scatter matrices in the kernel-induced feature space.  Instead of original data, we compute the within-classes scatter(N) and between-classes scatter(M) with the kernel matrix. According to the [wiki](https://en.wikipedia.org/wiki/Kernel_Fisher_discriminant_analysis) and the paper given in PDF, these two scatter matrices are given by:
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* Performs eigenvalue decomposition on the centered kernel matrix:

We can get the projected data by solving the eigenvalues of the following formula:
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* Sorts eigenvalues and computes the corresponding fisherfaces.

The computation of the Fisherfaces is different than with the LDA function:
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Where *v* is the transpose of its corresponding fisherface, and X is the centered training images matrix.

Formula found at "Statistical Machine Learning", Summer Term 2020, Ulrike von Luxburg, University of Tübingen, Germany. Video link: <https://www.youtube.com/watch?v=7kfkGyhPDu0&t=328s>

* Visualizes the fisherfaces like in LDA function.
* Projecting images.

We can compute the dot product between the centered image and the transpose of the fisherfaces.

**projections\_test\_chosen = np.dot(test\_images\_chosen\_centered, eigenfaces.T)**

* **The rest of the function works like with the LDA function in codes 0009 and 0011, including Face Recognition (just change the calculation of the projections).**
* Returns:
* None

**0014**

def kernel\_LDA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, kernel, output\_folder):

    # ... Portion left out of the report to make the function shorter

# ... Initial Parts of the function explained in code 0009

        ''' Step 1: Compute the Kernel Matrix for the training data '''

        Kernel\_matrix\_LDA = compute\_kernel\_matrix(kernel, train\_images, train\_images)

        ''' Step 2: Center the Kernel Matrix '''

        one\_N = np.ones(Kernel\_matrix\_LDA.shape) / ( Kernel\_matrix\_LDA.shape[0] - 1 )

        K\_centered = (Kernel\_matrix\_LDA

                          - np.dot(one\_N, Kernel\_matrix\_LDA)

                          - np.dot(Kernel\_matrix\_LDA, one\_N)

                          + np.dot(np.dot(one\_N, Kernel\_matrix\_LDA), one\_N))

        # ... Portion left out of the report to make the function shorter

        ''' Step 3: Compute the Scatter Matrices in the Feature Space '''

        num\_classes = len(np.unique(train\_labels))

        num\_features = K\_centered.shape[1]

        S\_W = np.zeros((num\_features, num\_features))

        S\_B = np.zeros\_like(S\_W) # Just like S\_W

        class\_means = {}

        overall\_mean = np.mean(K\_centered, axis=0)

        for i in np.unique(train\_labels):

            indices = np.where(train\_labels == i)[0]

            X\_class = K\_centered[indices, :]

            class\_mean = np.mean(X\_class, axis=0)

            S\_W += np.dot((X\_class - class\_mean).T, (X\_class - class\_mean))

            N\_i = len(indices)

            mean\_diff = class\_mean - overall\_mean

            S\_B += N\_i \* np.outer(mean\_diff, mean\_diff)

        ''' Step 4: Solve the Eigenvalue Problem '''

        ratio\_B\_W = np.dot( np.linalg.pinv(S\_W), S\_B )

        eigen\_values, eigen\_vectors = np.linalg.eig(ratio\_B\_W)

        # ... Portion left out of the report to make the function shorter

    # ... Portion left out of the report to make the function shorter

    sorted\_indices = np.argsort(-eigen\_values)

    top\_eigen\_vectors = eigen\_vectors[:, sorted\_indices[0:25]]

    ''' Step 5: Here we have our fisherfaces, 25 in total, 1 on each row '''

    fisherfaces = np.dot(centered\_train\_faces.T, top\_eigen\_vectors)

    fisherfaces = fisherfaces.T  # Shape = (25, SHAPE[0]\*SHAPE[1])

    ''' Visualize the fisherfaces (reshape and display) '''

    show\_save\_faces(fisherfaces.reshape(25, SHAPE[1], SHAPE[0]), 5, f'{kernel} LDA fisherfaces', output\_folder)

    ''' Project the selected test images onto the fisherfaces to obtain projections '''

    centered\_test\_images = test\_images[chosen\_index] - avg\_face

    projections\_chosen = np.dot(centered\_test\_images, fisherfaces.T)

    # ... Portion left out of the report to make the function shorter

    ''' Calculate projections for both centered training and centered test images '''

    train\_projections = np.dot(centered\_train\_faces, fisherfaces.T)

    test\_faces\_centered = test\_images - avg\_face

    test\_projections = np.dot(test\_faces\_centered, fisherfaces.T)

    ''' Perform face recognition using the calculated weights '''

    perprint("")

    accuracy\_list = []  # List to store accuracies for each k\_neighbors

    for k\_neighbors in range(1, 13):

        accuracy = face\_recognition(train\_labels, train\_projections, test\_labels, test\_projections,

k\_neighbors, title=f'{kernel} LDA ')

        accuracy\_list.append(accuracy)

    average\_accuracy = sum(accuracy\_list) / len(accuracy\_list)

    return

* **t-SNE**
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I will first explain the parts that support part 1, 2, 3 and 4 (common functions).

I begin with setting up the paths for accessing the MNIST2500 dataset for the 2500 mnist images and their labels. I also set up the output directory where we will save the images and GIFs generated later.

Here is the corresponding code below.

**0015**

""" II. t-SNE """

import os

# Input directory

input\_dir = "/content/drive/MyDrive/…/tsne\_python/tsne\_python"

# Output directory

output\_dir = "/content/drive/MyDrive/…/t\_sym\_sne\_output"

# Ensure output directory exists

os.makedirs(output\_dir, exist\_ok=True)

Next, we will import all additional required packages.

**os**: For interacting with the operating system for file and directory manipulation.

**time**: For measuring durations of certain parts of the code.

**random**: For generating random numbers.

**numpy**: For matrix manipulations and mathematical operations.

**matplotlib.pyplot**: For plotting, displaying and saving figures.

**PIL.Image** For reading images from the input directories.

**scipy.spatial.distance.cdist**: For distance calculation between pairs of vectors.

**imageio**: Used for making the GIFs

**seaborn**: to create a light color palette based on shades of blue for visualizing the high and low dimensional spaces.

**0016**

import time ### New

import numpy as np

#import pylab # removed

import imageio.v2 as imageio ### New

import seaborn as sns ### New

import matplotlib.pyplot as plt ### New

from IPython.display import Image, display ### New

from scipy.spatial.distance import cdist ### New

* **Part 1: Explain implementation of t-SNE and show modifications to get symmetric SNE**

**The first function to look at is the Hbeta()** function that is common to t-SNE and symmetric SNE.

This function calculates the perplexity and P-row for a given precision value (beta) in a Gaussian distribution. It computes the P-row by exponentiating the negative product of input matrix D and beta. The function returns the perplexity (H) and the normalized P-row.

**0017**

def Hbeta(D=np.array([]), beta=1.0):

    # Compute P-row and corresponding perplexity

    P = np.exp(-D.copy() \* beta)

    sumP = sum(P)

    H = np.log(sumP) + beta \* np.sum(D \* P) / sumP

    P = P / sumP

    return H, P

**The function x2p()** performs a binary search to compute P-values such that each conditional Gaussian has the same perplexity.

It takes an input matrix X, which represents data points, and calculates pairwise distances between them.

The binary search is applied to determine the precision values (beta) for the Gaussian distribution, ensuring a consistent perplexity.

The result is a P-matrix indicating conditional probabilities between data points.

**0018**

def x2p(X=np.array([]), tol=1e-5, perplexity=30.0):

    (n, d) = X.shape

    sum\_X = np.sum(np.square(X), 1)

    D = cdist(X, X, 'sqeuclidean')

    P = np.zeros((n, n))

    beta = np.ones((n, 1))

    logU = np.log(perplexity)

    # Loop over all datapoints

    for i in range(n):

        # Print progress

        if i % 500 == 0:

        # Compute the Gaussian kernel and entropy for the current precision

        betamin = -np.inf

        betamax = np.inf

        Di = D[i, np.concatenate((np.r\_[0:i], np.r\_[i+1:n]))]

        (H, thisP) = Hbeta(Di, beta[i])

        # Evaluate whether the perplexity is within tolerance

        Hdiff = H - logU

        tries = 0

        while np.abs(Hdiff) > tol and tries < 50:

            # If not, increase or decrease precision

            if Hdiff > 0:

                betamin = beta[i].copy()

                if betamax == np.inf or betamax == -np.inf:

                    beta[i] = beta[i] \* 2.

                else:

                    beta[i] = (beta[i] + betamax) / 2.

            else:

                betamax = beta[i].copy()

                if betamin == np.inf or betamin == -np.inf:

                    beta[i] = beta[i] / 2.

                else:

                    beta[i] = (beta[i] + betamin) / 2.

            # Recompute the values

            (H, thisP) = Hbeta(Di, beta[i])

            Hdiff = H - logU

            tries += 1

        # Set the final row of P

        P[i, np.concatenate((np.r\_[0:i], np.r\_[i+1:n]))] = thisP

    # Return final P-matrix

    return P

**The function pca()** applies Principal Component Analysis (PCA) to the input NxD array X (N is number of datapoints and D is the dimension of the data points) to reduce its dimensionality to no\_dims dimensions. It preprocesses the data by subtracting the mean and then computes the eigenvectors and eigenvalues of the covariance matrix:

**Covariance matrix = np.dot(X.T, X)**

The eigenvectors are sorted in descending order of eigenvalues, and the first no\_dims eigenvectors are used to transform the data.

The result is a reduced-dimensional representation of the input data that is returned as Y.

**0019**

def pca(X=np.array([]), no\_dims=50):

    (n, d) = X.shape

    X = X - np.tile(np.mean(X, 0), (n, 1))

    (l, M) = np.linalg.eig(np.dot(X.T, X))

    # Sort the eigenvalues and eigenvectors in descending order of eigenvalues

    idx = l.argsort()[::-1]   ### New

    l = l[idx]                ### New

    M = M[:, idx]             ### New

    Y = np.dot(X, M[:, 0:no\_dims])

    return Y

**The mode\_tsne() function** is the modification of the original tSNE() function to now make it capable of performing t-SNE (t-Distributed Stochastic Neighbor Embedding) and symmetric SNE (symmetric-Distributed Stochastic Neighbor Embedding) based on the specified mode (‘t-SNE’ or ‘sym-SNE’), on the dataset represented by the NxD array X.

* It aims to reduce the dimensionality of the data to no\_dims dimensions. The function utilizes PCA for preprocessing and then performs t-SNE or symmetric-SNE iterations to optimize the embedding.
* Parameters:
* directory: Specifies the directory for saving the visualization plots.
* mode: Specifies the mode, either 't-SNE' or 'sym-SNE'.
* interval: Determines the interval for plotting intermediate results during iterations.
* labels: Represents the labels or categories associated with the data points.
* X: NxD array representing the dataset (default is an empty array), (N is number of datapoints and D is their dimension).
* no\_dims: Desired dimensionality of the output (default is 2).
* initial\_dims: Number of dimensions after PCA preprocessing (default is 50).
* perplexity: Perplexity parameter for t-SNE (default is 30.0).
* The function first reduces the dimension of X from D to initial\_dims, computes P probability of distances at PCA reduce high dimension, then initialized the reduced Q low dimension embedding probability of distances and iteratively refines the embedding, adjusting the coordinates of data points in the reduced-dimensional space. It also generates plots at specified intervals to **visualize the optimization process**.
* The mode parameter allows you to choose between regular t-SNE and symmetric t-SNE.
* The function returns the reduced-dimensional representation (Y), P-values for the PCA reduced high-dimension, Q-values for the reduced low-dimension, and the number of generated figures during the optimization process.

**0020**

def mode\_tsne(directory, mode, interval, labels, X=np.array([]), no\_dims=2, initial\_dims=50, perplexity=30.0):

**Now, let’s look at a more specific description of the difference in calculation for t-SNE and for symmetric SNE inside the function**.

The major difference between t-SNE and symmetric SNE is that, **while symmetric SNE uses** Gaussian distribution for the low dimensionality embedding’s probability of distances, **t-SNE uses** Student-T distribution for the low dimensionality embedding’s probability of distances. But both still use Gaussian distribution for the probability of distances at high dimension.

The reason why t-SNE use student-T distribution is because with the Gaussian distribution for the probability of distances of the embedding, the normal distribution of the probabilities of distances tends to go faster near zeros for high probability of distances. Which means that at low embeddings the points will be crowded, which is the crowded problem of symmetric SNE as well as original SNE.

On the other hand, the normal distribution of the probability of distances when using a Student-T distribution to build the embedding Q has a longer tail, meaning that we can get far away points more spread out from the close points in the low dimension.

Since Gaussian distribution may cause crowding problem in low dimension, Student-T distribution can alleviate this problem. In the [implementation of t-SNE by Laurens van der Maaten](https://lvdmaaten.github.io/tsne/), the code for computing joint probability is:

**0021**

sum\_Y = np.sum(np.square(Y), 1)

        num = -2. \* np.dot(Y, Y.T)

        num = 1. / (1. + np.add(np.add(num, sum\_Y).T, sum\_Y))

num[range(n), range(n)] = 0.

        Q = num / np.sum(num)

        Q = np.maximum(Q, 1e-12)

and the corresponding formula is:
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For the gradient of t-SNE, the code and formula are listed as follows:

**0022**

  for i in range(n):

     dY[i, :] = np.sum(np.tile(PQ[:, i] \* num[:, i], (no\_dims, 1)).T \* (Y[i, :] - Y), 0)

and the corresponding formula is:
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The num in the codes above is the numerator of the joint probability formula. Q is the matrix of joint probability distribution in low dimension. dims is the dimension we want to embed, which is 2.

In this Part 1, we want to modify the code and make it back to symmetric SNE. The formula for computing joint probability and gradient in symmetric SNE are shown as follows:
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We can achieve this by changing the num and dY in t-SNE with the following code:

**0023**

        # ...

elif mode == 'sym-SNE':

            num = np.exp(-1 \* cdist(Y, Y, 'sqeuclidean'))

        # Compute gradient

        # ...

        elif mode == 'sym-SNE':

            for i in range(n):

                dY[i, :] = np.sum(np.tile(PQ[:, i] \* num[:, i], (no\_dims, 1)).T \* (Y[i, :] - Y), 0)

* **Part 2: Visualize the embedding of both t-SNE and symmetric SNE**

**With the plotResult() function**, I will visualize and save the image representation of Y, low embedding of X, at specific intervals of the running of the mode\_tsne() function.

* Parameters:
* Y: Reduced-dimensional representation of the dataset.
* labels: Labels or categories associated with data points.
* idx: Current iteration index during the optimization process.
* interval: Specifies the interval for saving plots.
* method: The embedding method used (e.g., t-SNE).
* perplexity: Perplexity parameter used in the embedding method.
* directory: The directory to save the generated plots.

The resulting plots are saved in the specified directory with filenames indicating the method, perplexity, and iteration. If no interval is specified, the plot is also displayed.

**0024**

def plotResult(Y, labels, idx, interval, method, perplexity, directory):

    plt.clf()

    scatter = plt.scatter(Y[:, 0], Y[:, 1], 20, labels)

    plt.legend(\*scatter.legend\_elements(), loc='center left', bbox\_to\_anchor=(1, 0.5), title='Digit')

    for label in set(labels):

        indices = labels == label

        center\_x = np.mean(Y[indices, 0])

        center\_y = np.mean(Y[indices, 1])

        plt.text(center\_x, center\_y, str(int(label)), fontsize=20, ...)

    plt.title(f'{method}, perplexity: {perplexity}, iteration: {idx}')

    plt.tight\_layout()

    if interval:

        plt.savefig(os.path.join(directory,f"{method}\_perplexity\_{perplexity}\_Y\_{idx//interval:03d}.png"))

    else:

        plt.savefig(os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_Y\_{idx}.png"))

        plt.show()

    return

**The compose\_gif() function** is called at the end of the optimization process.

* It is designed to create a GIF animation from a series of images generated during an optimization process.
* Parameters:
* method: The embedding method used (‘t-SNE’ or ‘sym-SNE’).
* number\_images: The total number of images to include in the GIF, excluding the final image.
* directory: The directory where the images are stored.
* Function Steps:
* Temporary List for Images (gif\_images): Initialize an empty list to store the images that will be read from the directory.
* Read each image using the imageio.imread function.
* Remove the read image file from the directory.
* Add Final Image without deleting from directory.
* Transform and save the list as GIF. Use imageio.mimsave to create a GIF from the list of images.
* Specify the frames per second (fps) for the GIF, in this case, set to 10.
* There is no return

**0025**

def compose\_gif(method, number\_images, directory):

    gif\_images = []

    for i in range(number\_images):

        gif\_image\_path = os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_Y\_{i:03d}.png")

        gif\_images.append(imageio.imread(gif\_image\_path))

        os.remove(gif\_image\_path)

    gif\_image\_path = os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_Y\_final.png")

    gif\_images.append(imageio.imread(gif\_image\_path))

    gif\_image\_path = os.path.join(output\_dir, f"{method}\_perplexity\_{perplexity}.gif")

    imageio.mimsave(gif\_image\_path, gif\_images, fps=10)

* **Part 3: Visualize the distribution of pairwise similarities in both high-dimensional space and low-dimensional space, based on both t-SNE and symmetric SNE.**

**The plot\_High\_Dim\_Low\_Dim() function** will serve in visualizing the pairwise similarities in both high-dimensional space and low-dimensional space, based on both t-SNE and symmetric SNE.

* It creates and saves two heatmap visualizations. Each heatmap represents the pairwise similarities between data points, but one is for the high-dimensional space (P), and the other is for the low-dimensional space (Q).
* Parameters:
* P: Pairwise similarities matrix in the high-dimensional space.
* Q: Pairwise similarities matrix in the low-dimensional space.
* method: The embedding method used (e.g., t-SNE).
* perplexity: Perplexity parameter used in the embedding method.
* directory: The directory where the images are stored.
* Function Steps:
* Initialize Color Palette: Generate a color palette for visualization using seaborn's light palette function.
* Plot, Save and Show High-Dimension Similarities Heatmap.
* Plot, Save and Show Low-Dimension Similarities Heatmap.
* Note: The function assumes that P and Q are square matrices representing pairwise similarities between data points in their respective spaces.
* There is no return.

**0026**

def plot\_High\_Dim\_Low\_Dim(P, Q, method, perplexity, directory):

    pal = sns.light\_palette('blue', as\_cmap=True)

    plt.figure()

    plt.title('High-Dimension Similarities')

    plt.imshow(P, cmap='cividis', interpolation='nearest')

    plt.clim()  # Set color limits

    plt.savefig(os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_High-Dim.png"))

    plt.show()

    plt.figure()

    plt.title('Low-Dimension Similarities')

    plt.imshow(Q, cmap='cividis', interpolation='nearest')

    plt.clim()  # Set color limits

    plt.savefig(os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_Low-Dim.png"))

    plt.show()

* **Part 4: Try to play with different perplexity values.**

We iterate over a list of 6 different perplexity values (perplexities = [5., 20., 30., 40., 50., 100.]) to obtain and visualize results for both t-SNE and symmetric SNE (sym-SNE).

Below is the code:

**0028**

if \_\_name\_\_ == "\_\_main\_\_":

    interval = 10

    perplexities = [5., 20., 30., 40., 50., 100.]

    methods = ['t-SNE', 'sym-SNE']

    for method in methods:

        for perplexity in perplexities:

                Y, P, Q, number\_images = mode\_tsne(output\_dir, method, interval, labels, X, 2, 500

, perplexity)

                plotResult(Y, labels, 'final', None, method, perplexity, output\_dir)

                compose\_gif(method, number\_images, output\_dir)

                plot\_High\_Dim\_Low\_Dim(P, Q, method, perplexity, output\_dir)

The GIFs frame rate is set to 10 fps, you can change it to whatever frame rate by uncommenting this part and changing the value of **new\_frame\_rate.**

**0029**

            """

            # Desired frame rate (replace 10 with your preferred frame rate)

            new\_frame\_rate = 5 # Default is 10

            # Read the input GIF

            gif = imageio.mimread(gif\_image\_path)

            # Write the output GIF with the new frame rate

            imageio.mimsave(gif\_image\_path, gif, fps = new\_frame\_rate)

            """

**The show\_existing\_images() function** comes to be useful when trying different perplexities by helping in not recalculating already existing erplexities.

* It is designed to display existing image files associated with a specific method and perplexity in a specified directory.
* Parameters:
* directory: The directory where the images are stored.
* method: The embedding method used (e.g., t-SNE).
* perplexity: Perplexity parameter used in the embedding method.
* Function Steps:
* Construct Image Paths.
* Display Images: Attempt to display each image using the display function from IPython.display.
* Handle cases where the file is not found or if any other exceptions occur during display.
* Note: The function assumes that the images follow a specific naming convention based on the method and perplexity.
* There is no return.

**0030**

def show\_existing\_images(directory, method, perplexity):

    final\_image\_path = os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_Y\_final.png")

    high\_D\_image\_path = os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_High-Dim.png")

    low\_D\_image\_path = os.path.join(directory, f"{method}\_perplexity\_{perplexity}\_Low-Dim.png")

    paths = [final\_image\_path, high\_D\_image\_path, low\_D\_image\_path]

    for path in paths:

        try:

            display(Image(filename = path))

        except FileNotFoundError:

            print(f"\nThe file {path} does not exist.\n")

        except Exception as e:

            print(f"\nAn error occurred: {e}\n")

**2. Experiments and Discussion**

Here I will share the function settings and the experimental results.

* **Kernel Eigenfaces**

Experiment settings and loading the datasets are done as below:

Here we set the resizing shape described in code 0005 of read\_dataset() function to (98, 116) (width, height), and load the training and testing images.

We also randomly select the indices of the 10 test images that will be reconstructed. This way all the functions will reconstruct the same images, giving a better insight during visualization of the reconstruction by different functions.

SHAPE = (98, 116) # Resize shape (width, height) of image before processing

train\_images, train\_labels = read\_dataset(training\_folder, SHAPE)

test\_images, test\_labels = read\_dataset(testing\_folder, SHAPE)

''' Choose 10 random test images '''

chosen\_index = random.sample(range(len(test\_images)), 10)

* **Part 1: 25 eigenfaces & fisherfaces + reconstruction of 10 random images**

Here we **call the PCA() function** described in code 0008 to show the first 25 eigenfaces and the reconstruction of the chosen 10 random images. We will also assess the run time.

# Reminder: SHAPE = (98, 116)

start\_time = time.time()

PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, output\_folder)

perprint(f"PCA executed in: {int(round(time.time() - start\_time))} seconds")

Below are the results:

Figure 01

|  |  |
| --- | --- |
| **25 first eigenfaces** | **10 reconstructed images** |
|  |  |

For LDA, because it involves initially reducing the dimension of the input data, train\_images, before performing LDA, and because the selection of the initial reduced dimension is also critical for the performance of LDA, in the section
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Description automatically generated](data:image/png;base64,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)

Of the notebook I plotted the performance of LDA on face recognition for **values of initial reduced dimension between 25 and 300.**

Below are the results of that plot:

**Plot 01**

|  |  |
| --- | --- |
| **LDA Performance VS Top PCA Eigenvectors** | **Conclusion** |
|  | From this operation the optimal initial reduced dimension by PCA before performing LDA is  **Initial reduced dimension = 126.** |

**We now call the LDA() function** described in code 0009 to show the first 25 fisherfaces and the reconstruction of the chosen 10 random images. We will also assess the run time.

# Reminder: SHAPE = (98, 116)

start\_time = time.time()

initial\_dim\_reduction = 126

LDA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, output\_folder, initial\_dim\_reduction)

perprint(f"LDA executed in: {int(round(time.time() - start\_time))} seconds")

Below are the results:

**Figure 02**

|  |  |
| --- | --- |
| **25 first fisherfaces** | **10 reconstructed images** |
|  |  |

* **Part 2 : Use PCA and LDA to do face recognition, and compute the performance**

**After calling the PCA() and LDA() functions in Part 1,** they will print out the performance for face recognition using KNN, for values of K neighbors in the range of 1 to 12 (inclusive), as well as the average performance.

Below are the results:

**Performance PCA & LDA**

|  |  |
| --- | --- |
| **Performance from running PCA and KNN** | **Performance from running LDA and KNN** |
| K= 1, PCA Accuracy: 83.33 %  K= 2, PCA Accuracy: 83.33 %  K= 3, PCA Accuracy: 83.33 %  K= 4, PCA Accuracy: 86.67 %  K= 5, PCA Accuracy: 90.00 %  K= 6, PCA Accuracy: 86.67 %  K= 7, PCA Accuracy: 90.00 %  K= 8, PCA Accuracy: 83.33 %  K= 9, PCA Accuracy: 80.00 %  K= 10, PCA Accuracy: 80.00 %  K= 11, PCA Accuracy: 80.00 %  K= 12, PCA Accuracy: 80.00 % | K= 1, LDA Accuracy: 100.00 %  K= 2, LDA Accuracy: 100.00 %  K= 3, LDA Accuracy: 100.00 %  K= 4, LDA Accuracy: 100.00 %  K= 5, LDA Accuracy: 100.00 %  K= 6, LDA Accuracy: 100.00 %  K= 7, LDA Accuracy: 100.00 %  K= 8, LDA Accuracy: 100.00 %  K= 9, LDA Accuracy: 100.00 %  K= 10, LDA Accuracy: 100.00 %  K= 11, LDA Accuracy: 100.00 %  K= 12, LDA Accuracy: 100.00 % |
| **Average: 83.89 %** | **Average: 100.00 %** |

**Discussion for Part 2**

LDA aims to reduce dimensionality with the purpose of maximizing class separability. As shown in the results above, when you select the right initial reduced dimensionality by PCA before performing LDA, the facial recognition accuracy of using KNN after LDA can reach its maximum, here it is a **perfect 100 % accuracy on testing data for initial reduced dimension = 126**.

**Observation for Part 2**

However, if you choose the wrong initial reduced dimension by PCA before doing LDA, the performance can go as low as below 10%, meaning random guess work.

I have actually tried using the full range of the feature length, i.e. SHAPE[0]\*SHAPE[1] = 98\*116 = 11368, but the performance was also very bad.

Thus, from **Plot 01** above, we can conclude that the best performances for LDA will be obtained when the initial reduced dimension by PCA is between 25 and 126 (inclusive).

From **Performance PCA & LDA** above, we can tell that for PCA, the best performance for Face Recognition is when K neighbors is equal to 5 or 7.

In general, LDA has a better performance in terms of face recognition, which seems to align with the goal of LDA to maximize class separability.

From **Figure 01** and **Figure 02**, when looking at the quality of the reconstruction of the faces, we can clearly tell that the reconstruction of the faces after the dimension had been reduced by PCA has the best visual quality.

**Thus, PCA provides a better balance between Compression and Quality.** PCA strikes a good balance between reducing the dimensionality (which is essential for computational efficiency and potentially reducing overfitting) and maintaining a high level of visual fidelity in the reconstructed images.

* **Part 3: Use kernel PCA and kernel LDA to do face recognition, and compute the performance, then compare different kernel and with PCA/LDA**

**We now call the kernel\_PCA() function** described in code 0013 to show the first 25 fisherfaces, the reconstruction of the chosen 10 random images, and its performance with KNN for Face recognition, using 3 different types of kernel functions.

kernel\_PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, 'linear', output\_folder)

kernel\_PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, 'polynomial', output\_folder)

kernel\_PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, 'rbf', output\_folder)

Below are the results:

**Figure 03: Eigenfaces from kernel PCA with 3 kernels**

|  |  |  |
| --- | --- | --- |
| Linear kernel | RBF kernel | Polynomial Kernel |
|  |  |  |

Observation for Part 3 on eigenfaces:

Looking at the Eigenfaces from different kernels, there is not much visible difference, except the eigenfaces for the RBF kernel look a little darker.

**Figure 04: Reconstruction of 10 faces after kernel PCA with 3 kernels**

|  |  |  |
| --- | --- | --- |
| Linear kernel | RBF kernel | Polynomial Kernel |
|  |  |  |

Observation for Part 3 on reconstructed faces after kernel PCA:

The quality of the reconstructed images is lower than with PCA and LDA.

Looking at the reconstructed faces, the quality seems close, but the best quality seems to be the faces from the linear kernel.

Thus, the linear kernel offers the best quality preservation from compression of images.

P**erformance kernel PCA with 3 kernels**

|  |  |  |
| --- | --- | --- |
| Linear kernel | RBF kernel | Polynomial Kernel |
| K= 1, linear\_PCA Accuracy: 80.00 %  K= 2, linear\_PCA Accuracy: 80.00 %  K= 3, linear\_PCA Accuracy: 83.33 %  K= 4, linear\_PCA Accuracy: 83.33 %  K= 5, linear\_PCA Accuracy: 83.33 %  K= 6, linear\_PCA Accuracy: 83.33 %  K= 7, linear\_PCA Accuracy: 80.00 %  K= 8, linear\_PCA Accuracy: 80.00 %  K= 9, linear\_PCA Accuracy: 83.33 %  K= 10, linear\_PCA Accuracy: 83.33 %  K= 11, linear\_PCA Accuracy: 83.33 %  K= 12, linear\_PCA Accuracy: 83.33 %  Average: 82.22 % | K= 1, rbf\_PCA Accuracy: 16.67 %  K= 2, rbf\_PCA Accuracy: 16.67 %  K= 3, rbf\_PCA Accuracy: 13.33 %  K= 4, rbf\_PCA Accuracy: 10.00 %  K= 5, rbf\_PCA Accuracy: 13.33 %  K= 6, rbf\_PCA Accuracy: 13.33 %  K= 7, rbf\_PCA Accuracy: 10.00 %  K= 8, rbf\_PCA Accuracy: 10.00 %  K= 9, rbf\_PCA Accuracy: 6.67 %  K= 10, rbf\_PCA Accuracy: 6.67 %  K= 11, rbf\_PCA Accuracy: 6.67 %  K= 12, rbf\_PCA Accuracy: 6.67 %  Average: 10.83 % | K= 1, polynomial\_PCA Accuracy: 60.00 %  K= 2, polynomial\_PCA Accuracy: 63.33 %  K= 3, polynomial\_PCA Accuracy: 63.33 %  K= 4, polynomial\_PCA Accuracy: 63.33 %  K= 5, polynomial\_PCA Accuracy: 60.00 %  K= 6, polynomial\_PCA Accuracy: 53.33 %  K= 7, polynomial\_PCA Accuracy: 56.67 %  K= 8, polynomial\_PCA Accuracy: 53.33 %  K= 9, polynomial\_PCA Accuracy: 53.33 %  K= 10, polynomial\_PCA Accuracy: 53.33 %  K= 11, polynomial\_PCA Accuracy: 60.00 %  K= 12, polynomial\_PCA Accuracy: 56.67 %  Average: 58.06 % |

Observation for Part 3 on performance of kernel PCA:

The 3 kernel PCA perform less than PCA and LDA. Meaning the use of a kernel method is not really required here.

From the average performances, the linear kernel function by far gives the best results at 82.22%, followed by the polynomial kernel at 58.06% and with the RBF kernel last at a bad 10.83%.

The conclusion from this observation is that the data is highly linear and not complex. Meaning since linear kernel is best and performs best ton linear data, that is the conclusion.

Polynomial kernel follows at 58% meaning the data is more closely linearly separable than with a curve.

**The conclusion** for all the observations on kernel PCA is that the linear kernel PCA offers the best performance as well as the best image quality preservation at a not too bad 82.22% average accuracy.

**We now call the kernel\_LDA() function** described in code 0014 to show the first 25 fisherfaces, the reconstruction of the chosen 10 random images, and its performance with KNN for Face recognition, , using 3 different types of kernel functions.

kernel\_PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, 'linear', output\_folder)

kernel\_PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, 'polynomial', output\_folder)

kernel\_PCA(train\_images, test\_images, train\_labels, test\_labels, SHAPE, chosen\_index, 'rbf', output\_folder)

Below are the resultrs:

**Figure 05: Fisherfaces from kernel LDA with 3 kernels**

|  |  |  |
| --- | --- | --- |
| Linear kernel | RBF kernel | Polynomial Kernel |
|  |  |  |

Observation for Part 3 on fisherfaces:

The fisherfaces seem not too bad, but the polynomial fisherfaces seem to look better.

**Figure 06: Reconstruction of 10 faces after kernel LDA with 3 kernels**

|  |  |  |
| --- | --- | --- |
| Linear kernel | RBF kernel | Polynomial Kernel |
|  |  |  |

Observation for Part 3 on reconstructed faces after kernel LDA:

The quality of the reconstructed images is lower than with PCA and LDA.

The polynomial kernel offers the best quality among the 3 kernels. Meaning it has a better preservation of quality when doing compression.

P**erformance kernel LDA with 3 kernels**

|  |  |  |
| --- | --- | --- |
| Linear kernel | RBF kernel | Polynomial Kernel |
| K= 1, linear LDA Accuracy: 86.67 %  K= 2, linear LDA Accuracy: 86.67 %  K= 3, linear LDA Accuracy: 86.67 %  K= 4, linear LDA Accuracy: 86.67 %  K= 5, linear LDA Accuracy: 86.67 %  K= 6, linear LDA Accuracy: 86.67 %  K= 7, linear LDA Accuracy: 86.67 %  K= 8, linear LDA Accuracy: 86.67 %  K= 9, linear LDA Accuracy: 86.67 %  K= 10, linear LDA Accuracy: 86.67 %  K= 11, linear LDA Accuracy: 86.67 %  K= 12, linear LDA Accuracy: 86.67 %  Average: 86.67 % | K= 1, rbf LDA Accuracy: 66.67 %  K= 2, rbf LDA Accuracy: 63.33 %  K= 3, rbf LDA Accuracy: 63.33 %  K= 4, rbf LDA Accuracy: 63.33 %  K= 5, rbf LDA Accuracy: 60.00 %  K= 6, rbf LDA Accuracy: 60.00 %  K= 7, rbf LDA Accuracy: 60.00 %  K= 8, rbf LDA Accuracy: 56.67 %  K= 9, rbf LDA Accuracy: 56.67 %  K= 10, rbf LDA Accuracy: 53.33 %  K= 11, rbf LDA Accuracy: 50.00 %  K= 12, rbf LDA Accuracy: 53.33 %  Average: 58.89 % | K= 1, polynomial LDA Accuracy: 86.67 %  K= 2, polynomial LDA Accuracy: 90.00 %  K= 3, polynomial LDA Accuracy: 86.67 %  K= 4, polynomial LDA Accuracy: 86.67 %  K= 5, polynomial LDA Accuracy: 90.00 %  K= 6, polynomial LDA Accuracy: 90.00 %  K= 7, polynomial LDA Accuracy: 93.33 %  K= 8, polynomial LDA Accuracy: 90.00 %  K= 9, polynomial LDA Accuracy: 90.00 %  K= 10, polynomial LDA Accuracy: 93.33 %  K= 11, polynomial LDA Accuracy: 93.33 %  K= 12, polynomial LDA Accuracy: 96.67 %  Average: 90.56 % |

Observation for Part 3 on performance of kernel LDA:

The average performance of both polynomial LDA and Linear LDA are higher than those of PCA. The RBF kernel performances the worst, but above average, and lower than PCA and LDA.

From the fact that the polynomial kernel performed better that the linear kernel, we can conclude that the boundary between classes is separable better with a slightly polynomial curve in higher dimension than with a straight line, because the linear kernel also performed not too bad.

General observation and conclusion

LDA still has the best performance among all the tested methods.

Polynomial kernel has the 2nd best performance. Lineral kernel LDA is 3rd and PCA is 4th at 83.39%. Linear kernel PCA is 5th at 82.22%, not bad. All the rest don’t really have a good performance.

If the goal is to maximize class separability, using LDA is the best choice.

I you want the best balance between class separation and maintaining quality of compression, PCA is the best choice.

* **t-SNE**

By running this code, at the given perplexities, we will get all the results at once.

if \_\_name\_\_ == "\_\_main\_\_":

    interval = 10

    perplexities = [5., 20., 30., 40., 50., 100.]

    methods = ['t-SNE', 'sym-SNE']

    for method in methods:

        for perplexity in perplexities:

            print(f"\nPerform {method} on MNIST dataset.")

            gif\_image\_path = os.path.join(output\_dir, f"{method}\_perplexity\_{perplexity}.gif")

                Y, P, Q, number\_images = mode\_tsne(output\_dir, method, interval, labels, X, 2, 50,

perplexity)

                plotResult(Y, labels, 'final', None, method, perplexity, output\_dir)

                compose\_gif(method, number\_images, output\_dir)

                plot\_High\_Dim\_Low\_Dim(P, Q, method, perplexity, output\_dir)

* **Part 1: Explain implementation of t-SNE and show modifications to get symmetric SNE**

Following the explanation of the modifications done to get move to symmetric SNE, I also observed from the code that the initial exageration needs to be changed when doing symmetric SNE.

    if mode == 't-SNE':

        P = P \* 4.                  # early exaggeration

    elif mode == 'sym-SNE':

        P = P \* 2.                  # early exaggeration

and

        # Stop lying about P-values

        if iter == 100:

            if mode == 't-SNE':

                P = P / 4.

            elif mode == 'sym-SNE':

                P = P / 2.

This is done to keep in line with the coeffiecients in formula of the gradients of both t-SNE and Symmetric SNE discussed before.

Also, I reordered the eigenvectors before returning by the pca function.

    # Sort the eigenvalues and eigenvectors in descending order of eigenvalues

    idx = l.argsort()[::-1]   ### New

    l = l[idx]                ### New

    M = M[:, idx]             ### New

* **Part 2: Visualize the embedding of both t-SNE and symmetric SNE**

From running the code already announced before starting part 1, here are the results for perplexity = 30.0:

|  |  |
| --- | --- |
| t-SNE | Symmetric SNE |
|  |  |

|  |  |
| --- | --- |
| GIF is called t-SNE\_perplexity\_30.0.gif in zip | GIF is called sym-SNE\_perplexity\_30.0.gif in zip |

* **Part 3: Visualize the distribution of pairwise similarities in both high-dimensional space and low-dimensional space, based on both t-SNE and symmetric SNE.**

From running the code already announced before starting part 1, here are the results for perplexity = 30.0:

|  |  |
| --- | --- |
| t-SNE: high dimension on top and low dimension below | Symmetric SNE: high dimension on top and low dimension below |
|  |  |
|  |  |

* **Part 4: Try to play with different perplexity values.**

|  |  |  |
| --- | --- | --- |
| t-SNE | Symmetric SNE | Perplexity |
|  |  | 5.0 |
|  |  | 20.0 |
|  |  | 30.0 |
|  |  | 50.0 |
|  |  | 100.0 |

Results discussion:

In general, for both, higher perplexity means better class separation.

t-SNE:

By tuning the perplexity, we can balance the attention between local and global aspects of our data. For me, I think that perplexity means the number of close neighbors each point has. We can see that with perplexity=5, the points in each group are locate loosely. Each group is divided into a few small groups. When the perplexity grows up, the points in each group locate more and more tightly. At the same time, the gaps between each group become smaller.

Symmetric SNE:

Since symmetric has crowding problem, the differences between each perplexity are not apparent comparing to t-SNE.