##### **1-Features of Java**

##### Features of a language are nothing but the set of services or facilities provided by the language vendors to the industry programmers. Some important **features of java** are;

##### features of java

##### **1. Simple:-**

##### **It is simple because of the following factors:**

##### It is **free from pointer** due to this execution time of application is improve. [whenever we write a Java program without pointers then internally it is converted into the equivalent pointer program].

##### It have **Rich set of API** (application protocol interface).

##### It have **Garbage Collector** which is always used to collect un-Referenced (unused) Memory location for improving performance of a Java program.

##### It contains user friendly syntax for developing any applications.

##### simple

##### **2. Platform Independent:-**

##### A program or technology is said to be platform independent if and only if which can run on all available operating systems with respect to its development and compilation. (Platform represents O.S).

##### platform independent

##### **3. Architectural Neutral**

##### Architecture represents processor. A Language or Technology is said to be Architectural neutral which can run on any available processors in the real world without considering there architecture and vendor (providers) irrespect to its development and compilation.

##### archetecture neutral

##### The languages like C, CPP are treated as architectural dependent.

##### **4. Portable**

##### If any language supports platform independent and architectural neutral feature known as portable. The languages like C, CPP, Pascal are treated as non-portable language. It is a portable language. According to SUN microsystem.

##### Portable

##### **5. Multithreaded**

##### A flow of control is known as thread. When any Language execute multiple thread at a time that language is known as multithreaded Language. It is multithreaded Language.

##### **6. Distributed**

##### Using this language we can create distributed application. RMI and EJB are used for creating distributed applications. In distributed application multiple client system are depends on multiple server systems so that even problem occurred in one server will never be reflected on any client system.

##### Distributed Application

##### **Note:**In this architecture same application is distributed in multiple server system.

##### **7. Networked**

##### It is mainly design for web based applications, J2EE is used for developing network based applications.

##### **8. Robust**

##### Simply means of Robust is strong. It is robust or strong Programming Language because of its capability to handle Run-time Error, automatic garbage collection, lack of pointer concept, Exception Handling. All these points makes It robust Language.

##### **9. Dynamic**

##### It support Dynamic memory allocation due to this memory wastage is reduce and improve performance of application. The process of allocating the memory space to the input of the program at a run-time is known as dynamic memory allocation, To programming to allocate memory space by dynamically we use an operator called 'new' 'new' operator is known as dynamic memory allocation operator.

##### **10. Secure**

##### It is more secured language compare to other language; In this language all code is covered into byte code after compilation which is not readable by human.

##### **11. High performance**

##### It have high performance because of following reasons;

##### This language **uses Bytecode** which is more faster than ordinary pointer code so Performance of this language is high.

##### **Garbage collector**, collect the unused memory space and improve the performance of application.

##### It have **no pointers** so that using this language we can develop an application very easily.

##### It **support multithreading**, because of this time consuming process can be reduced to execute the program.

##### **12. Interpreted**

##### It is one of the highly interpreted programming languages.

##### **13. Object Oriented**

##### It supports OOP's concepts because of this it is most secure language, for this topic you can read our oop's concepts in detail.

##### **2-Java - Basic Program**

##### **Requirements for java Program**

##### For executing any java program we need given things.

##### Install the JDK any version if you don't have installed it.

##### Set path of the jdk/bin directory.

##### Create the java program

##### Compile and run the java program

**Programs**

class First

{

public static void main(String[] args)

{

System.out.println("Hello Java");

System.out.println("My First Java Program");

}

}

##### **Explain Public static void main (String args[])**

##### **Public-**It means that you can call this method from outside of the class you are currently in. This is necessary because this method is being called by the Java runtime system which is not located in you current class.

##### **Static-**When the JVM makes call to the main method there is no object existing for the class being called therefore it has to have static method to allow invocation from class.

##### **Void-**Java is platform independent language and if it will return some value then the value may mean different things to different platforms.

##### **Main-**It's just the name of method. This name is fixed and as it's called by the JVM as entry point for an application.

##### **String args[]-**These are the arguments of type String that your Java application accepts when you run it.

**Difference between JDK, JVM and JRE**

##### Jvm, Jre, Jdk these all the backbone of java language. Each components have separate works. Jdk and Jre physically exists but Jvm are abstract machine it means it not physically exists.

##### **JVM-**JVM (Java Virtual Machine) is a software. It is a specification that provides runtime environment in which java bytecode can be executed. It not physically exists.

##### JVMs are not same for all hardware and software, for example for window os JVM is different and for Linux VJM is different. JVM, JRE and JDK are platform dependent because configuration of each OS differs. But, Java is platform independent.

##### **JRE-**The Java Runtime Environment (JRE) is part of the Java Development Kit (JDK). It contains set of libraries and tools for developing java application. The Java Runtime Environment provides the minimum requirements for executing a Java application. It physically exists. It contains set of libraries + other files that JVM uses at runtime.

##### jre

##### **JDK-**The Java Development Kit (JDK) is primary components. It physically exists. It is collection of programming tools and JRE, JVM.

##### jkd

##### **3-Variables and Data Type in Java**

**Variable** is an identifier which holds data or another one variable is an identifier whose value can be changed at the execution time of program. Variable is an identifier which can be used to identify input data in a program.
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## Syntax

Variable\_name = value;

**Rules to declare a Variable**

* Every variable name should start with either alphabets or underscore ( \_ ) or dollar ( $ ) symbol.
* No space are allowed in the variable declarations.
* Except underscore ( \_ ) no special symbol are allowed in the middle of variable declaration
* Variable name always should exist in the left hand side of assignment operators.
* Maximum length of variable is 64 characters.
* No keywords should access variable name.

**Note:** Actually a variable also can start with ¥,¢, or any other currency sign.

## Example of Variable Declaration

class Sum

{

public static void main(String[] args)

{

int \_a, ¢b, ¥c, $d, result;

\_a=10;

¢b=20;

¥c=30;

$d=40;

result=\_a+¢b+¥c+$d;

System.out.println("Sum is :" +result);

}

}

## Output

Sum is : 100

**Variable declarations-** In which sufficient memory will be allocated and holds default values.

Syntax

Datatype variable\_name;

byte b1;

## Variable in java

## Variable initialization-It is the process of storing user defined values at the time of allocation of memory space.
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## Variable assignment-Value is assigned to a variable if that is already declared or initialized.

Variable\_Name = value

int a = 100;
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## Syntax

int a= 100;

int b;

b = 25; // ------> direct assigned variable

b = a; // ------> assigned value in term of variable

b = a+15; // ------> assigned value as term of expression

**Variable**

Variable is name of *reserved area allocated in memory*. In other words, it is a *name of memory location*. It is a combination of "**vary + able**" that means its value can be changed.

**Types of Variables**

1. **Local Variable**- A variable which is declared inside the method is called local variable.
2. **Instance Variable**- A variable which is declared inside the class but outside the method, is called instance variable. It is not declared as static.
3. **Static variable**-A variable that is declared as static is called static variable. It cannot be local.

**Data-Type**

Java language has a rich implementation of data types. Data types specify size and the type of values that can be stored in an identifier.
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* **Primitive Data type**
* **Non-Primitive Data type**

**Primitive Data Types:**

There are eight primitive data types supported by Java. Primitive data types are predefined by the language and named by a key word. Let us now look into detail about the eight primitive data types.

**byte:**

* Byte data type is a 8-bit signed two's complement integer.
* Minimum value is -128 (-2^7)
* Maximum value is 127 (inclusive)(2^7 -1)
* Default value is 0
* Byte data type is used to save space in large arrays, mainly in place of integers, since a byte is four times smaller than an int.
* Example : byte a = 100 , byte b = -50

**short:**

* Short data type is a 16-bit signed two's complement integer.
* Minimum value is -32,768 (-2^15)
* Maximum value is 32,767(inclusive) (2^15 -1)
* Short data type can also be used to save memory as byte data type. A short is 2 times smaller than an int
* Default value is 0.
* Example : short s= 10000 , short r = -20000

**int:**

* Int data type is a 32-bit signed two's complement integer.
* Minimum value is - 2,147,483,648.(-2^31)
* Maximum value is 2,147,483,647(inclusive).(2^31 -1)
* Int is generally used as the default data type for integral values unless there is a concern about memory.
* The default value is 0.
* Example : int a = 100000, int b = -200000

**long:**

* Long data type is a 64-bit signed two's complement integer.
* Minimum value is -9,223,372,036,854,775,808.(-2^63)
* Maximum value is 9,223,372,036,854,775,807 (inclusive). (2^63 -1)
* This type is used when a wider range than int is needed.
* Default value is 0L.
* Example : long a = 100000L, int b = -200000L

**float:**

* Float data type is a single-precision 32-bit IEEE 754 floating point.
* Float is mainly used to save memory in large arrays of floating point numbers.
* Default value is 0.0f.
* Float data type is never used for precise values such as currency.
* Example : float f1 = 234.5f

**double:**

* double data type is a double-precision 64-bit IEEE 754 floating point.
* This data type is generally used as the default data type for decimal values. generally the default choice.
* Double data type should never be used for precise values such as currency.
* Default value is 0.0d.
* Example : double d1 = 123.4

**boolean:**

* boolean data type represents one bit of information.
* There are only two possible values : true and false.
* This data type is used for simple flags that track true/false conditions.
* Default value is false.
* Example : boolean one = true

**char:**

* char data type is a single 16-bit Unicode character.
* Minimum value is '\u0000' (or 0).
* Maximum value is '\uffff' (or 65,535 inclusive).
* Char data type is used to store any character.
* Example . char letterA ='A'

**Non-Primitive (Reference) Data type**

A reference data type is used to refer to an object. A reference variable is declare to be of specific and that type can never be change. We will talk a lot more about reference data type later in Classes and Object lesson.

##### **4-Operators in Java**

Operator is a special symbol that tells the compiler to perform specific mathematical or logical Operation. Java supports following lists of operators.

* Arithmetic Operators
* Relational Operators
* Logical Operators
* Bitwise Operators
* Assignment Operators
* Ternary or Conditional Operators

![operator in java](data:image/png;base64,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)

**Arithmetic Operators-** Given table shows all the Arithmetic operator supported by Java Language. Lets suppose variable **A** hold 8 and **B** hold 3.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Example (int A=8, B=3)** | **Result** |
| + | A+B | 11 |
| - | A-B | 5 |
| \* | A\*B | 24 |
| / | A/B | 2 |
| % | A%4 | 0 |

Arithmetic operators are used in mathematical like addition, subtraction etc. The following table lists the arithmetic operators:

Assume that int X = 10 and int Y = 20

| **Operators** | **Description** |
| --- | --- |
| + | Addition – Adds values on either side of the operator |
| - | Subtraction – Subtracts right hand operand from left hand operand |
| \* | Multiplication – Multiplies values on either side of the operand |
| / | Division - Divides left hand operand by right hand operand |
| % | Modulus - Divides left hand operand by right hand operand and returns remainder |
| ++ | Increment - Increase the value of operand by 1 |
| -- | Decrement - Decrease the value of operand by 1 |

|  |
| --- |
|  |

Example:

public class Main{

public static void main(String args[]{

Int X = 10;

Int Y = 20;

System.out.println("Addition (X+Y) = "+(X+Y)); // return 30

System.out.println("Subtraction (X-Y) = "+(X-Y)); // return -10

System.out.println("Multiplication (X\*Y) = "+(X\*Y)); // return 200

System.out.println("Division (Y/X) = "+(Y/X)); // return 2

System.out.println("Addition (Y%X) = "+(Y%X)); // return 0

Y++;

System.out.println("Increment Y = "+Y); // return 21

X--;

System.out.println("Decrement X = "+X); // return 9}}

**Relational Operators**

Which can be used to check the Condition, it always return true or false. Lets suppose variable **A** hold 8 and **B** hold 3.

|  |  |  |
| --- | --- | --- |
| Operators | Example (int A=8, B=3) | Result |
| < | A<B | False |
| <= | A<=10 | True |
| > | A>B | True |
| >= | A<=B | False |
| == | A== B | False |
| != | A!=(-4) | True |

There are following relational operators supported by Java language like ==, ! = etc.

Assume variable X=10 and variable Y=20 then:

| **Operator** | **Description** |
| --- | --- |
| == | Checks if the value of two operands are equal or not, if yes then condition becomes true. |
| != | Checks if the value of two operands are equal or not, if values are not equal then condition becomes true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. |

**Example :**

public class Main{

public static void main(String args[]){

int X = 10;

int Y = 20;

System.out.println("(X == Y) = "+(X == Y));

System.out.println("(X != Y) = "+(X != Y));

System.out.println("(X > Y) = "+(X > Y));

System.out.println("(X < Y) = "+(X < Y));

System.out.println("(X >= Y) = "+(X >= Y));

System.out.println("(X <= Y) = "+(X <= Y)); }}

**Logical Operator**

Which can be used to combine more than one Condition?. Suppose you want to combined two conditions **A<B** and **B>C**, then you need to use **Logical Operator** like (A<B) && (B>C). Here **&&**is Logical Operator.

|  |  |  |
| --- | --- | --- |
| Operator | Example (int A=8, B=3, C=-10) | Result |
| && | (A<B) && (B>C) | False |
| || | (B!=-C) || (A==B) | True |
| ! | !(B<=-A) | True |

Truth table of Logical Operator

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| C1 | C2 | C1 && C2 | C1 || C2 | !C1 | !C2 |
| T | T | T | T | F | F |
| T | F | F | T | F | T |
| F | T | F | T | T | F |
| F | F | F | F | T | T |

The following table lists the logical operators like &&, || etc. This logical operator use for join two conditions.

Assume boolean variables X=true and variable Y=false then:

| **Operator** | **Description** |
| --- | --- |
| && | Called Logical AND operator. If both the operands are non zero then then condition becomes true. |
| || | Called Logical OR Operator. If any of the two operands are non zero then then condition becomes true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. |

Example:

public class Main{

public static void main(String args[]){

int X = 60;

int Y = 13;

if((X == Y) && (X != Y)){

System.out.println("True");

}else{

System.out.println("False");

}

if((X == Y) || (X != Y)){

System.out.println("True");

}

else{

System.out.println("False");

}

}

}

**Assignment operators**

Which can be used to assign a value to a variable. Lets suppose variable **A** hold 8 and **B** hold 3.

|  |  |  |
| --- | --- | --- |
| Operator | Example (int A=8, B=3) | Result |
| += | A+=B or A=A+B | 11 |
| -= | A-=3 or A=A+3 | 5 |
| \*= | A\*=7 or A=A\*7 | 56 |
| /= | A/=B or A=A/B | 2 |
| %= | A%=5 or A=A%5 | 3 |
| =a=b | Value of b will be assigned to a |  |

There are following assignment operators supported by Java language:

| **Operator** | **Description** |
| --- | --- |
| = | Simple assignment operator, Assigns values from right side operands to left side operand |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand |
| <<= | Left shift AND assignment operator |
| >>= | Right shift AND assignment operator |
| &= | Bitwise AND assignment operator |
| ^= | Bitwise exclusive OR and assignment operator |
| |= | Bitwise inclusive OR and assignment operator |

Example:

public class Main{

public static void main(String args[]){

int X = 60;

int Y = 13;

X += 1;

System.out.println("X+=1 : "+X);

Y<<=1;

System.out.println("Y<<=1 : "+Y);

/\* Return 26 : 13(binary - 00001101) shift one bit left means 26(00011010) \*/

}

}

**Bitwise Operators**

Java defines several bitwise operators like &, | etc which can be applied to the integer types(long, int, short, char, and byte).

Bitwise operator works on bits(0 or 1) and perform bit by bit operation. Assume if x = 60; and y = 13; Now in binary format they will be as follows:

x = 0011 1100

y = 0000 1101

-----------------

x&y = 0000 1100

x|y =   0011 1101

x^y =  0011 0001

~x =    1100 0011

The following table lists the bitwise operators:

Assume integer variable X=60 and variable Y=13 then:

| **Operator** | **Description** |
| --- | --- |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. |
| | | Binary OR Operator copies a bit if it exists in eather operand. |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. |
| ~ | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. |
| >>> | Shift right zero fill operator. The left operands value is moved right by the number of bits specified by the right operand and shifted values are filled up with zeros. |

**Ternary operator**

If any operator is used on three operands or variable is known as ternary operator. It can be represented with " ?:

The ternary operator "?:" earns its name because it's the only operator to take three [operands](http://java.about.com/od/o/g/operand.htm). It is a [conditional operator](http://java.about.com/od/c/g/conditionaloperator.htm) that provides a shorter syntax for the if..then..else statement. The first operand is a [boolean expression](http://ruby.about.com/od/control/a/Boolean-Expressions.htm); if the expression is true then the value of the second operand is returned otherwise the value of the third operand is returned:

**boolean expression ? value1 : value2**

Java ternary operator is the only conditional operator that takes three operands. Java ternary operator is a one liner replacement for if-then-else statement and used a lot in java programming. We can use ternary operator to replace switch also as shown in below example.

The first operand in java ternary operator should be a boolean or a statement with boolean result. If the first operand is **true** then java ternary operator returns second operand else it returns third operand.

Syntax of java ternary operator is

result = testStatement ? value1 : value2;

If testStatement is true then value1 is assigned to result variable else value2 is assigned to result variable.

Let’s see java ternary operator example in a simple java program.

package com.journaldev.util;

public class TernaryOperator

{

public static void main(String[] args)

{ System.out.println(getMinValue(4,10));

System.out.println(getAbsoluteValue(-10));

System.out.println(invertBoolean(true));

String str = "Australia";

String data = str.contains("A") ? "Str contains 'A'" : "Str doesn't contains 'A'";

System.out.println(data);

int i = 10;

switch (i)

{

case 5:

System.out.println("i=5");

break;

case 10:

System.out.println("i=10");

break;

default:

System.out.println("i is not equal to 5 or 10");

}

System.out.println((i==5) ? "i=5":((i==10) ? "i=10":"i is not equal to 5 or 10"));

}

private static boolean invertBoolean(boolean b) {

return b ? false:true;

}

private static int getAbsoluteValue(int i) {

return i<0 ? -i:i;

}

private static int getMinValue(int i, int j) {

return (i<j) ? i : j;

}

}

Output of the above ternary operator java program is:

4

10

false

Str contains 'A'

i=10

i=10

***5-Java - Modifier Types***

Modifiers are keywords that you add to those definitions to change their meanings. The Java language has a wide variety of modifiers, including the following:

* Java Access Modifiers
* Non Access Modifiers

## Access Control Modifiers:

Java provides a number of access modifiers to set access levels for classes, variables, methods and constructors. The four access levels are:

* **Default :** Default has scope only inside the same package
* **Public :** Public scope is visible everywhere
* **Protected :** Protected has scope within the package and all sub classes
* **Private :** Private has scope only within the classes
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**private**

If a method or variable is marked as private, then only code inside the same class can access the variable, or call the method. Code inside subclasses cannot access the variable or method, nor can code from any external class.

If a class is marked as private then no external class an access the class. This doesn't really make so much sense for classes though. Therefore, the access modifier private is mostly used for fields, constructors and methods.

Example :

public class Clock {

private long time = 0;

}

Mostly private access modifier use for fields and make getter, setter method to access these fields.

**default**

The default access level is declared by not writing any access modifier at all. Default access levels means that code inside the class itself + code inside classes in the same package as this class, can access the class, field, constructor or method. Therefore, the default access modifier is also sometimes called a package access modifier.

Subclasses cannot access methods and member variables in the superclass, if they have default accessibility declared, unless the subclass is located in the same package as the superclass.

Example:

public class Clock {

long time = 0;

}

public class ClockReader {

Clock clock = new Clock();

public long readClock{

return clock.time;

}

}

**protected**

The protected acces modifier does the same as the default access, except subclasses can also access protected methods and member variables of the superclass. This is true even if the subclass is not located in the same package as the superclass.

Example:

public class Clock {

protected long time = 0; // time in milliseconds

}

public class SmartClock() extends Clock {

public long getTimeInSeconds() {

return this.time / 1000;

}

}

**public**

The public access modifier means that all code can access the class, field, constructor or method, regardless of where the accessing code is located.

Example:

public class Clock {

public long time = 0;

}

public class ClockReader {

Clock clock = new Clock();

public long readClock{

return clock.time;

}

}

## Non Access Modifiers:

Java provides a number of non-access modifiers to achieve many other functionality.

* The *static* modifier for creating class methods and variables
* The *final* modifier for finalizing the implementations of classes, methods, and variables.
* The *abstract* modifier for creating abstract classes and methods.
* The *synchronized* and *volatile* modifiers, which are used for threads.

**The static Modifier:**

**Static Variables:**

The *static* key word is used to create variables that will exist independently of any instances created for the class. Only one copy of the static variable exists regardless of the number of instances of the class.

Static variables are also known as class variables. Local variables cannot be declared static.

**Static Methods:**

The static key word is used to create methods that will exist independently of any instances created for the class.

Static methods do not use any instance variables of any object of the class they are defined in. Static methods take all the data from parameters and compute something from those parameters, with no reference to variables.

Class variables and methods can be accessed using the class name followed by a dot and the name of the variable or method.

Example:

The static modifier is used to create class methods and variables, as in the following example:

public class InstanceCounter {

private static int numInstances = 0;

protected static int getCount() {

return numInstances;

}

private static void addInstance() {

numInstances++;

}

InstanceCounter() {

InstanceCounter.addInstance();

}

public static void main(String[] arguments) {

System.out.println("Starting with " +

InstanceCounter.getCount() + " instances");

for (int i = 0; i < 500; ++i){

new InstanceCounter();

}

System.out.println("Created " +

InstanceCounter.getCount() + " instances");

}

}

This would produce following result:

Started with 0 instances

Created 500 instances

**The final Modifier:**

**final Variables:**

A final variable can be explicitly initialized only once. A reference variable declared final can never be reassigned to refer to an different object.

However the data within the object can be changed. So the state of the object can be changed but not the reference.

With variables, the *final* modifier often is used with *static* to make the constant a class variable.

Example:

public class Test{

final int value = 10;

// The following are examples of declaring constants:

public static final int BOXWIDTH = 6;

static final String TITLE = "Manager";

public void changeValue(){

value = 12; //will give an error

}

}

**final Methods:**

A final method cannot be overridden by any subclasses. As mentioned previously the final modifier prevents a method from being modified in a subclass.

The main intention of making a method final would be that the content of the method should not be changed by any outsider.

Example:

You declare methods using the *final* modifier in the class declaration, as in the following example:

public class Test{

public final void changeName(){

// body of method

}

}

**final Classes:**

The main purpose of using a class being declared as *final* is to prevent the class from being subclassed. If a class is marked as final then no class can inherit any feature from the final class.

Example:

public final class Test {

// body of class

}

**The abstract Modifier:**

**abstract Class:**

An abstract class can never be instantiated. If a class is declared as abstract then the sole purpose is for the class to be extended.

A class cannot be both abstract and final. (since a final class cannot be extended). If a class contains abstract methods then the class should be declared abstract. Otherwise a compile error will be thrown.

An abstract class may contain both abstract methods as well normal methods.

Example:

abstract class Caravan{

private double price;

private String model;

private String year;

public abstract void goFast(); //an abstract method

public abstract void changeColor();

}

**abstract Methods:**

An abstract method is a method declared with out any implementation. The methods body(implementation) is provided by the subclass. Abstract methods can never be final or strict.

Any class that extends an abstract class must implement all the abstract methods of the super class unless the subclass is also an abstract class.

If a class contains one or more abstract methods then the class must be declared abstract. An abstract class does not need to contain abstract methods.

The abstract method ends with a semicolon. Example: public abstract sample();

Example:

public abstract class SuperClass{

abstract void m(); //abstract method

}

class SubClass extends SuperClass{

// implements the abstract method

void m(){

.........

}

}

**The synchronized Modifier:**

The synchronized key word used to indicate that a method can be accessed by only one thread at a time. The synchronized modifier can be applied with any of the four access level modifiers.

Example:

public synchronized void showDetails(){

.......

}

**The transient Modifier:**

An instance variable is marked transient to indicate the JVM to skip the particular variable when serializing the object containing it.

This modifier is included in the statement that creates the variable, preceding the class or data type of the variable.

Example:

public transient int limit = 55; // will not persist

public int b; // will persist

**The volatile Modifier:**

The volatile is used to let the JVM know that a thread accessing the variable must always merge its own private copy of the variable with the master copy in the memory.

Accessing a volatile variable synchronizes all the cached copied of the variables in the main memory. Volatile can only be applied to instance variables which are of type object or private. A volatile object reference can be null.

Example:

public class MyRunnable implements Runnable

{

private volatile boolean active;

public void run()

{

active = true;

while (active) // line 1

{

// some code here

}

}

public void stop()

{

active = false; // line 2

}

}

Usually, run() is called in one thread (the one you start using the Runnable), and stop() is called from another thread. If in line 1 the cached value of active is used, the loop may not stop when you set active to false in line 2. That's when you want to use *volatile*.

***6-Decision Making Statement***

**Decision making statement** statements is also called selection statement. That is depending on the condition block need to be executed or not which is decided by condition. If the condition is "true" statement block will be executed, if condition is "false" then statement block will not be executed. In java there are three types of decision making statement.

* if
* if-else
* switch

**if-then Statement**

if-then is most basic statement of Decision making statement. It tells to program to execute a certain part of code only if particular condition is true.
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**Syntax**

if(condition)

{

Statement(s)

}

Example if statement

**class** Hello

{

**int** a=10;

**public** **static** **void** main(String[] args)

{

**if**(a<15)

{

System.**out**.println("Hello good morning!");

}

}

}

**Output**

Hello good morning

**if-else statement**

In general it can be used to execute one block of statement among two blocks, in java language **if** and **else** are the keyword in java.
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Syntax

if(condition)

{

Statement(s)

}

else

{

Statement(s)

}

In the above syntax whenever condition is true all the if block statement are executed, remaining statement of the program by neglecting. If the condition is false else block statement executed and neglecting if block statements.

**Example if else**

**import** java.util.Scanner;

**class** Oddeven

{

**public** **static** **void** main(String[] args)

{

**int** **no**;

Scanner s=**new** Scanner(System.**in**);

System.**out**.println("Enter any number :");

**no**=s.nextInt();

**if**(**no**%2==0)

{

System.**out**.println("Even number");

}

**else**

{

System.**out**.println("Odd number");

}

}

}

Output

Enter any number :

10

Even number

**Switch Statement**

The **switch** statement in java language is used to execute the code from multiple conditions or case. It is same like if else-if ladder statement.

A switch statement work with byte, short, char and int primitive data type, it also works with enumerated types and string.

![switch case](data:image/png;base64,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)

**Syntax**

switch(expression/variable)

{

case value:

//statements

// any number of case statements

break; //optional

default: //optional

//statements

}

**Rules for apply switch statement**

With switch statement use only byte, short, int, char data type (float data type is not allowed). You can use any number of case statements within a switch. Value for a case must be same as the variable in switch.

**Limitations of switch statement**

Logical operators cannot be used with switch statement. For instance

**Example**

**case** k>=20: // not allowed

Example of switch case

**import** java.util.\*;

**class** switchCase

{

**public** **static** **void** main(String arg[])

{

**int** ch;

System.**out**.println("Enter any number (1 to 7) :");

Scanner s=**new** Scanner(System.**in**);

ch=s.nextInt();

**switch**(ch)

{

**case** 1:

System.**out**.println("Today is Monday");

**break**;

**case** 2:

System.**out**.println("Today is Tuesday");

**break**;

**case** 3:

System.**out**.println("Today is Wednesday");

**break**;

**case** 4:

System.**out**.println("Today is Thursday");

**break**;

**case** 5:

System.**out**.println("Today is Friday");

**break**;

**case** 6:

System.**out**.println("Today is Saturday");

**break**;

**case** 7:

System.**out**.println("Today is Sunday");

**default**:

System.**out**.println("Only enter value 1 to 7");

}

}

}

Output

Enter any number (1 to 7):

5

Today is Friday

***7-Java - Loop control***

Loop is very common control flow statement in programming languages such as java. We are going to describe the basics of “java loop”. In this post, we will learn various ways to use loop in day-to-day programming habits.

There may be a situation when we need to execute a block of code several number of times, and is often referred to as a loop

There are four types of loops:

1. For loop

2. For each loop

3. While loop

4. Do..While loop

**For Loop**

It is structured around a finite set of repetitions of code. So if you have a particular block of code that you want to have run over and over again a specific number of times the For Loop is helpful.

Syntax:

for(initilization; conditional expression; increment expression)

{

//repetition code here

}

Example:

public class Example {

public static void main(String args[]) {

for(int x = 50; x < 55; x++) {

System.out.println("Value of x : " + x );

}

}

}

Output:

Value of x : 50;

Value of x : 51;

Value of x : 52;

Value of x : 53;

Value of x : 54;

**For each Loop**

This loop is supported from Java 5. For each loop is mainly used for iterate the Array, List etc.

Syntax:

for(declaration : expression)

{

//Code Here

}

Example:

public class Example {

public static void main(String args[]){

List list = new ArrayList();

list.add(10);

list.add(20);

list.add(30);

System.out.print("List Value = ");

for(int x : list){

System.out.print( x );

System.out.print(",");

}

String [] names ={"abc", "xyz", "test", "example"};

System.out.println("String Array value = ");

for( String name : names ) {

System.out.print( name );

System.out.print(",");

}

}

}

Output:

List Value = 10,20,30

String Array value = abc,xyz,test,example

**While Loop**

Another looping strategy is known as the While Loop. The While Loop is good when you don’t want to repeat your code a**specific** number of times, rather, you want to **keep** **looping** through your code until a **certain** **condition** **is** **met**.

Syntax:

while(Boolean\_expression)

{

//Repetition Code Here

}

Example:

public class Example {

public static void main(String args[]) {

int x = 50;

while( x < 55 ) {

System.out.println("Value of x : " + x );

x++;

}

}

}

Output:

Value of x : 50

Value of x : 51

Value of x : 52

Value of x : 53

Value of x : 54

**Do..While Loop**

This type of loop is used in very rare cases because it does the same thing as a while loop does, except that a do..while loop is guaranteed to execute at least on time.

Syntax:

do

{

//Code Here

}while(Boolean\_expression);

Example:

public class Test {

public static void main(String args[]){

int x = 50;

do{

System.out.println("Value of x : " + x );

x++;

}while( x < 50 );

}

}

Output:

Value of x : 50

Above example first execute code inside loop and then check condition that’s why it’s display 50.

***8-Java - String***

A string in literal terms is a sequence of characters like the word “hello”. Hey, did you say characters, isn’t it a primitive data type in Java. Yes, so in technical terms, the basic Java String is basically an array of characters. In the java programming language, string is object.

**Immutable String**

Java String is a immutable object. For an immutable object you cannot modify any of its attribute’s values. Once you have created a java String object it cannot be modified to some other object or a different String. A reference to a java String instance is mutable. There are multiple ways to make an object immutable. Simple and straight forward way is to make all the attributes of that class as final. Java String has all attributes marked as final except hash field.

We all know java String is immutable but do we know why java String is immutable? Main reason behind it is for better performance. Creating a copy of existing java String is easier as there is no need to create a new instance but can be easily created by pointing to already existing String. This saves valuable primary memory.

String Syntax:

String as an array of characters like:

char[] charArray = {'V','I','S','I','O','N'};

String str = new String(charArray);

String in Java as:

String srt = new String("VISION");

**Initialization of String:**

JVM maintains a memory pool for String. When you create a String, first this memory pool is scanned. If the instance already exists then this new instance is mapped to the already existing instance. If not, a new java String instance is created in the memory pool.

String str1 = "VISION";

String srt2 = new String();

String str3 = new String("VISION");

String str4 = new String(char[]);

String str5 = new String(byte[]);

String str6 = new String(new StringBuffer());

String str7 = new String(new StringBuilder());

We have an empty constructor for String. It is odd, java String is immutable and you have an empty constructur which does nothing but create a empty String. I don’t see any use for this constructor, because after you create a String you cannot modify it.

**Note:** The String class is immutable; so that once it is created a String object cannot be changed. If there is a necessity to make a lot of modifications to Strings of characters, then you should use String Buffer & String Builder Classes.

Example:

public class Main{

public static void main(String args[]){

String str = new String("visions");

System.out.println(str);

}

}

Output:

visions

**String length:**

String length() method returns number of characters contained in the String object.

Example:

public class Main{

public static void main(String args[]){

String str = new String("visions");

System.out.println("String length : "+str.length());

}

}

Output:

String length : 7

**Concatenating String:**

Concatenating is joining of two or more string into one string.

We have two string str1=”visions” and str2=”developer”. If we add these two strings, we should be having a result as str3  =”visionsdeveloper”. String having two methods for concatenating string first is “+”(plus operators) and concat() method.

Example:

public class Main{

public static void main(String args[]){

String str1 = "visions";

String str2 = "developer";

String srt3 = str1+str2;

System.out.println(str3);

String str4 = str1.concat(str2);

System.out.println(str4);

}

}

Output:

visionsdeveloper

visionsdeveloper

**Note:** Don’t use “+” operator because it is not good for performance.

# Java String class methods

The java.lang.String class provides many useful methods to perform operations on sequence of char values.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | [char charAt(int index)](http://www.javatpoint.com/java-string-charat) | returns char value for the particular index |
| 2 | [int length()](http://www.javatpoint.com/java-string-length) | returns string length |
| 3 | [static String format(String format, Object... args)](http://www.javatpoint.com/java-string-format) | returns formatted string |
| 4 | [static String format(Locale l, String format, Object... args)](http://www.javatpoint.com/java-string-format) | returns formatted string with given locale |
| 5 | [String substring(int beginIndex)](http://www.javatpoint.com/java-string-substring) | returns substring for given begin index |
| 6 | [String substring(int beginIndex, int endIndex)](http://www.javatpoint.com/java-string-substring) | returns substring for given begin index and end index |
| 7 | [boolean contains(CharSequence s)](http://www.javatpoint.com/java-string-contains) | returns true or false after matching the sequence of char value |
| 8 | [static String join(CharSequence delimiter, CharSequence... elements)](http://www.javatpoint.com/java-string-join) | returns a joined string |
| 9 | [static String join(CharSequence delimiter, Iterable<? extends CharSequence> elements)](http://www.javatpoint.com/java-string-join) | returns a joined string |
| 10 | [boolean equals(Object another)](http://www.javatpoint.com/java-string-equals) | checks the equality of string with object |
| 11 | [boolean isEmpty()](http://www.javatpoint.com/java-string-isempty) | checks if string is empty |
| 12 | [String concat(String str)](http://www.javatpoint.com/java-string-concat) | concatinates specified string |
| 13 | [String replace(char old, char new)](http://www.javatpoint.com/java-string-replace) | replaces all occurrences of specified char value |
| 14 | [String replace(CharSequence old, CharSequence new)](http://www.javatpoint.com/java-string-replace) | replaces all occurrences of specified CharSequence |
| 15 | [static String equalsIgnoreCase(String another)](http://www.javatpoint.com/java-string-equalsignorecase) | compares another string. It doesn't check case. |
| 16 | [String[] split(String regex)](http://www.javatpoint.com/java-string-split) | returns splitted string matching regex |
| 17 | [String[] split(String regex, int limit)](http://www.javatpoint.com/java-string-split) | returns splitted string matching regex and limit |
| 18 | [String intern()](http://www.javatpoint.com/java-string-intern) | returns interned string |
| 19 | [int indexOf(int ch)](http://www.javatpoint.com/java-string-indexof) | returns specified char value index |
| 20 | [int indexOf(int ch, int fromIndex)](http://www.javatpoint.com/java-string-indexof) | returns specified char value index starting with given index |
| 21 | [int indexOf(String substring)](http://www.javatpoint.com/java-string-indexof) | returns specified substring index |
| 22 | [int indexOf(String substring, int fromIndex)](http://www.javatpoint.com/java-string-indexof) | returns specified substring index starting with given index |
| 23 | [String toLowerCase()](http://www.javatpoint.com/java-string-tolowercase) | returns string in lowercase. |
| 24 | [String toLowerCase(Locale l)](http://www.javatpoint.com/java-string-tolowercase) | returns string in lowercase using specified locale. |
| 25 | [String toUpperCase()](http://www.javatpoint.com/java-string-touppercase) | returns string in uppercase. |
| 26 | [String toUpperCase(Locale l)](http://www.javatpoint.com/java-string-touppercase) | returns string in uppercase using specified locale. |
| 27 | [String trim()](http://www.javatpoint.com/java-string-trim) | removes beginning and ending spaces of this string. |
| 28 | [static String valueOf(int value)](http://www.javatpoint.com/java-string-valueof) | converts given type into string. It is overloaded. |

**Java StringBuffer class**

Java StringBuffer class is used to created mutable (modifiable) string. The StringBuffer class in java is same as String class except it is mutable i.e. it can be changed.Java StringBuffer class is thread-safe i.e. multiple threads cannot access it simultaneously. So it is safe and will result in an order.

**Important Constructors of StringBuffer class**

StringBuffer(): creates an empty string buffer with the initial capacity of 16.

StringBuffer(String str): creates a string buffer with the specified string.

StringBuffer(int capacity): creates an empty string buffer with the specified capacity as length.

**Important methods of StringBuffer class**

1. public synchronized StringBuffer append(String s): is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc.
2. public synchronized StringBuffer insert(int offset, String s): is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc.
3. public synchronized StringBuffer replace(int startIndex, int endIndex, String str): is used to replace the string from specified startIndex and endIndex.
4. public synchronized StringBuffer delete(int startIndex, int endIndex): is used to delete the string from specified startIndex and endIndex.
5. public synchronized StringBuffer reverse(): is used to reverse the string.
6. public int capacity(): is used to return the current capacity.
7. public void ensureCapacity(int minimumCapacity): is used to ensure the capacity at least equal to the given minimum.
8. public char charAt(int index): is used to return the character at the specified position.
9. public int length(): is used to return the length of the string i.e. total number of characters.
10. public String substring(int beginIndex): is used to return the substring from the specified beginIndex.
11. public String substring(int beginIndex, int endIndex): is used to return the substring from the specified beginIndex and endIndex.

**What is mutable string**

A string that can be modified or changed is known as mutable string. StringBuffer and StringBuilder classes are used for creating mutable string.

**StringBuffer reverse() method**

The reverse() method of StringBuilder class reverses the current string.

class A

{

public static void main(String args[]){

StringBuffer sb=new StringBuffer("Hello");

sb.reverse();

System.out.println(sb);//prints olleH

}

}

**Java StringBuilder class**

Java StringBuilder class is used to create mutable (modifiable) string. The Java StringBuilder class is same as StringBuffer class except that it is non-synchronized. It is available since JDK 1.5.

**Important Constructors of StringBuilder class**

StringBuilder(): creates an empty string Builder with the initial capacity of 16.

StringBuilder(String str): creates a string Builder with the specified string.

StringBuilder(int length): creates an empty string Builder with the specified capacity as length.

**Important methods of StringBuilder class**

1. **public StringBuilder append(String s)**-is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc.
2. **public StringBuilder insert(int offset, String s)**- is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc.
3. **public StringBuilder replace(int startIndex, int endIndex, String str)**- is used to replace the string from specified startIndex and endIndex.
4. **public StringBuilder delete(int startIndex, int endIndex)**- is used to delete the string from specified startIndex and endIndex.
5. **public StringBuilder reverse()**- is used to reverse the string.
6. **public int capacity()-** is used to return the current capacity.
7. **public void ensureCapacity(int minimumCapacity)-** is used to ensure the capacity at least equal to the given minimum.
8. **public char charAt(int index)**- is used to return the character at the specified position.
9. **public int length()**- is used to return the length of the string i.e. total number of characters.
10. **public String substring(int beginIndex)** -is used to return the substring from the specified beginIndex.
11. **public String substring(int beginIndex, int endIndex)-**is used to return the substring from the specified beginIndex and endIn

**Example-StringBuilder ensureCapacity() method**

The ensureCapacity() method of StringBuilder class ensures that the given capacity is the minimum to the current capacity. If it is greater than the current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

class A{

public static void main(String args[]){

StringBuilder sb=new StringBuilder();

System.out.println(sb.capacity());//default 16

sb.append("Hello");

System.out.println(sb.capacity());//now 16

sb.append("java is my favourite language");

System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2

sb.ensureCapacity(10);//now no change

System.out.println(sb.capacity());//now 34

sb.ensureCapacity(50);//now (34\*2)+2

System.out.println(sb.capacity());//now 70

}

}

**Difference between String and StringBuffer**

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | String class is immutable. | StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when you concat too many strings because every time it creates new instance. | StringBuffer is fast and consumes less memory when you cancat strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the equals() method of Object class. |

**Difference between StringBuffer and StringBuilder**

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is *synchronized* i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is *non-synchronized* i.e. not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is *less efficient* than StringBuilder. | StringBuilder is *more efficient* than StringBuffer. |

***9-Java - Arrays***

An array is a container object that holds a fixed number of values of a single type. The length of an array is established when the array is created. After creation, its length is fixed.

**The first element of array start with zero.**

Using an array in your program is a 3 step process:

1. Declaring you array.
2. Constructing your array.
3. Initializing your array.

**Declaring Array:-**

Syntax:

elementType[] arrayName;

Or

elementType arrayName[];

Example:

int[] intArray;

int intArray[];

**Constructing Array:-**

Syntax:

new elementType[size];

Example:

int[] intArray = new int[10]; // Defines that intArray will store 10 integer values

int intArray[] = new int[10];

**Initializing Array:-**

Syntax:

arrayName[element 0,1,2?.. N] = value;

Example:

intArray[0] = 10; // Assign an integer value 10 to the first element 0 of the array

intArray[1] = 20;

**Declaring and Initializing Array:-**

Syntax:

elementType[] arrayName = {values1,values2,? valueN};

Example:

int[] intArray = {1,2,3,4};

Array Example:

public class Main {

public static void main(String[] args) {

String[] names = new String[3];

names[0] = "A";

names[1] = "ABC";

names[2] = "XYZ";

for (int i = 0; i < names.length; i++) {

System.out.println(names[i]);

}

//this line should throw an exception

//System.out.println(names[6]);

}

}

## ****Array are passed by reference:****

Arrays are passed to functions by reference, or as a pointer to the original. This means anything you do to the Array inside the function affects the original.

Example:

public class Main{

public static void passByRefrence(String a[]){

a[0] = "Z";

}

public static void main(String args[]){

String[] b = {"A","B","C"};

System.out.println("Before Function call : "+b[0]);

Main.passByRefrence(b);

System.out.println("After Function call : "+b[0]);

}

}

Output:

Before Function call : A

After Function call : Z

## Multidimensional Arrays:

Multidimensional arrays, are arrays of arrays.

Syntax:

elementType[][] arrayName = new elementType[size][size];

Example:

int[][] intArrays = new int[4][5];

When you allocate memory for a multidimensional array, you need only specify the memory for the first (leftmost) dimension.

You can allocate the remaining dimensions separately.

In Java the length of each array in a multidimensional array is under your control.

Example:

int multi[][] = new int[2][];

multi[0] = new int[5];

multi[1] = new int[4];

## Array of Objects:

It is possible to create array of objects of user created class.

Example:

class Employee{

int id;

String name;

public void setData(int id, String name){

this.id = id;

this.name = name;

}

public void displayData()

{

System.out.println("Employee ID : "+this.id);

System.out.println("Employee Name : "+this.name);

}

}

class Main

{

public static void main(String args[])

{

Employee[] emp = new Employee[2];

emp[0].setData(1,"ABC");

emp[1].setData(2,"XYZ");

emp[0].displayData();

emp[1].displayData(); }

}

Output:

Employee ID : 1

Employee Name : ABC

Employee ID : 2

Employee Name : XYZ

**1-Multi-Scenario Array-**

public class TestArray {

public static void main(String[] args) {

double[] myList = {1.9, 2.9, 3.4, 3.5};

// Print all the array elements

for (int i = 0; i < myList.length; i++) {

System.out.println(myList[i] + " ");

}

// Summing all elements

double total = 0;

for (int i = 0; i < myList.length; i++) {

total += myList[i];

}

System.out.println("Total is " + total);

// Finding the largest element

double max = myList[0];

for (int i = 1; i < myList.length; i++) {

if (myList[i] > max) max = myList[i];

}

System.out.println("Max is " + max);

}

}

**2-Multi-Scenario Array-**

public class ArrayExamples

{ public static void main(String[] args)

{ int[] list = {1, 2, 3, 4, 1, 2, 3};

findAndPrintPairs(list, 5);

bubblesort(list);

showList(list);

list = new int[]{ 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11};

bubblesort(list);

showList(list);

list = new int[]{11, 10, 9, 8, 7, 6, 5, 4, 3, 2, 1, 0, -1, -2};

bubblesort(list);

showList(list);

list = new int[]{1};

bubblesort(list);

showList(list);

}

// pre: list != null, list.length > 0

// post: return index of minimum element of array

public static int findMin(int[] list)

{ assert list != null && list.length > 0 : "failed precondition";

int indexOfMin = 0;

for(int i = 1; i < list.length; i++)

{ if(list[i] < list[indexOfMin])

{ indexOfMin = i;

}

}

return indexOfMin;

}

/\*

\*pre: list != null, newSize >= 0

\*post: nothing. the method does not succeed it resizing the

\* argument

\*/

public static void badResize(int[] list, int newSize)

{ assert list != null && newSize >= 0 : "failed precondition";

int[] temp = new int[newSize];

int limit = Math.min(list.length, newSize);

for(int i = 0; i < limit; i++)

{ temp[i] = list[i];

}

// uh oh!! Changing pointer, not pointee. This breaks the

// relationship between the parameter and argument

list = temp;

}

/\*

\*pre: list != null, newSize >= 0

\*post: returns an array of size newSize. Elements from 0 to newSize - 1

\* will be copied into the new array

\*/

public static int[] goodResize(int[] list, int newSize)

{ assert list != null && newSize >= 0 : "failed precondition";

int[] result = new int[newSize];

int limit = Math.min(list.length, newSize);

for(int i = 0; i < limit; i++)

{ result[i] = list[i];

}

return result;

}

/\*

\*pre: list != null

\*post: prints out the indices and values of all pairs of numbers

\*in list such that list[a] + list[b] = target

\*/

public static void findAndPrintPairs(int[] list, int target)

{ assert list != null : "failed precondition";

for(int i = 0; i < list.length; i++)

{ for(int j = i + 1; j < list.length; j++)

{ if(list[i] + list[j] == target)

{ System.out.println("The two elements at indices " + i + " and " + j

+ " are " + list[i] + " and " + list[j] + " add up to " + target);

}

}

}

}

/\*

\*pre: list != null;

\*post: sort the elements of list so that they are in ascending order

\*/

public static void bubblesort(int[] list)

{

assert list != null : "failed precondition";

int temp;

boolean changed = true;

for(int i = 0; i < list.length && changed; i++)

{ changed = false;

for(int j = 0; j < list.length - i - 1; j++)

{ assert (j > 0) && (j + 1 < list.length) : "loop counter j " + j +

"is out of bounds.";

if(list[j] > list[j+1])

{ changed = true;

temp = list[j + 1];

list[j + 1] = list[j];

list[j] = temp;

}

}

}

assert isAscending( list );

}

public static void showList(int[] list)

{ for(int i = 0; i < list.length; i++)

System.out.print( list[i] + " " );

System.out.println();

}

/\* pre: list != null

post: return true if list is sorted in ascedning order, false otherwise

\*/

public static boolean isAscending( int[] list )

{ boolean ascending = true;

int index = 1;

while( ascending && index < list.length )

{ assert index >= 0 && index < list.length;

ascending = (list[index - 1] <= list[index]);

index++;

}

return ascending;

}

}

**2-Array sort and search:-**

import java.util.Arrays;

public class MainClass

{

public static void main(String args[]) throws Exception {

int array[] = { 2, 5, -2, 6, -3, 8, 0, -7, -9, 4 };

Arrays.sort(array);

printArray("Sorted array", array);

int index = Arrays.binarySearch(array, 2);

System.out.println("Found 2 @ " + index);

}

private static void printArray(String message, int array[]) {

System.out.println(message

+ ": [length: " + array.length + "]");

for (int i = 0; i < array.length; i++) {

if(i != 0){

System.out.print(", ");

}

System.out.print(array[i]);

}

System.out.println();

}

}

**2-Finding the longest string in a Java string array**

public class JavaLongestStringInStringArray {

public static String getLongestString(String[] array) {

int maxLength = 0;

String longestString = null;

for (String s : array) {

if (s.length() > maxLength) {

maxLength = s.length();

longestString = s;

}

}

return longestString;

}

public static void main(String[] args) {

String[] toppings = {"Cheese", "Pepperoni", "Black Olives"};

String longestString = getLongestString(toppings);

System.out.format("longest string: '%s'\n", longestString);

}

}

**3-Java program that loops over array in reverse**

public class Program {

public static void main(String[] args) {

boolean[] values = { false, true, true, true };

// Loop over array elements in reverse order.

for (int i = values.length - 1; i >= 0; i--) {

System.out.println(values[i]);

}

}

}

**4-Java that merges two arrays**

import java.util.Arrays;

public class Program {

public static void main(String[] args) {

int[] values = { 10, 20, 30 };

int[] values2 = { 100, 200, 300 };

// Merge the two arrays with for-loops.

int[] merge = new int[values.length + values2.length];

for (int i = 0; i < values.length; i++) {

merge[i] = values[i];

}

for (int i = 0; i < values2.length; i++) {

merge[i + values.length] = values2[i];

}

// Display the merged array.

System.out.println(Arrays.toString(merge));

}

}

**5-How to Remove Duplicates from Array without using Java Collection API-**

import java.util.Arrays;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

public class TechnicalInterviewTest

{

private static final Logger logger = LoggerFactory.getLogger(TechnicalInterviewTest.class);

public static void main(String args[])

{

int[][] test = new int[][]{

{1, 1, 2, 2, 3, 4, 5},

{1, 1, 1, 1, 1, 1, 1},

{1, 2, 3, 4, 5, 6, 7},

{1, 2, 1, 1, 1, 1, 1},};

for (int[] input : test) {

System.out.println("Array with Duplicates : " + Arrays.toString(input));

System.out.println("After removing duplicates : " + Arrays.toString(removeDuplicates(input)));

}

}

/\*

\* Method to remove duplicates from array in Java, without using

\* Collection classes e.g. Set or ArrayList. Algorithm for this

\* method is simple, it first sort the array and then compare adjacent

\* objects, leaving out duplicates, which is already in the result.

\*/

public static int[] removeDuplicates(int[] numbersWithDuplicates) {

// Sorting array to bring duplicates together

Arrays.sort(numbersWithDuplicates);

int[] result = new int[numbersWithDuplicates.length];

int previous = numbersWithDuplicates[0];

result[0] = previous;

for (int i = 1; i < numbersWithDuplicates.length; i++) {

int ch = numbersWithDuplicates[i];

if (previous != ch) {

result[i] = ch;

}

previous = ch;

}

return result;

}

}

Output:-

Array with Duplicates : [1, 1, 2, 2, 3, 4, 5]

After removing duplicates : [1, 0, 2, 0, 3, 4, 5]

Array with Duplicates : [1, 1, 1, 1, 1, 1, 1]

After removing duplicates : [1, 0, 0, 0, 0, 0, 0]

Array with Duplicates : [1, 2, 3, 4, 5, 6, 7]

After removing duplicates : [1, 2, 3, 4, 5, 6, 7]

Array with Duplicates : [1, 2, 1, 1, 1, 1, 1]

After removing duplicates : [1, 0, 0, 0, 0, 0, 2]

***10-Java - Exception Handling***

**What is Error?**

Error are exceptional scenario that are out of scope for application and it’s not possible to recover. E.g Hardware Failure, Network failure.

**What is an exception?**

An Exception can be anything which interrupts the normal flow of the program. When an exception occurs program processing gets terminated and doesn’t continue further. In such cases we get a system generated error message. The good thing about exceptions is that they can be handled. We will cover the handling part later in this same tutorial.

**When an exception can occur?**

Exception can occur at runtime (known as runtime exceptions) as well as at compile-time (known Compile-time exceptions).

**Reasons for Exceptions**

There can be several reasons for an exception. For example, following situations can cause an exception – Opening a non-existing file, Network connection problem, Operands being manipulated are out of prescribed ranges, class file missing which was supposed to be loaded and so on.

**Difference between error and exception**

Errors indicate serious problems and abnormal conditions that most applications should not try to handle. Error defines problems that are not expected to be caught under normal circumstances by our program. For example memory error, hardware error, JVM error etc.

**Advantages of Exception Handling**

1. Exception handling allows us to control the normal flow of the program by using exception handling in program.
2. It throws an exception whenever a calling method encounters an error providing that the calling method takes care of that error.
3. It also gives us the scope of organizing and differentiating between different error types using a separate block of codes. This is done with the help of try-catch blocks.
4. Why to handle exception?
5. If an exception is raised, which has not been handled by programmer then program execution can get terminated and system prints a non user friendly error message.

**printStackTrace()** – It helps the programmer to understand where the actual problem occurred. printStacktrace() is a method of the class Throwable of java.lang package. It prints several lines in the output console. The first line consists of several strings. It contains the name of the Throwable sub-class & the package information. From second line onwards, it describes the error position/line number beginning with "at".

The last line always describes the destination affected by the error/exception. The second last line informs us about the next line in the stack where the control goes after getting transfer from the line number described in the last line. The errors/exceptions represents the output in the form a stack, which were fed into the stack by fillInStackTrace() method of Throwable class, which itself fills in the program control transfer details into the execution stack. The lines starting with at, are nothing but the values of the execution stack. In this way the programmer can understand where in code the actual problem is.

Along with the printStackTrace() method, it's a good idea to use e.getmessage().

**Keywords use in Exception Handling**

**throw:-**It is possible for your program to throw an exception explicitly, using the throw statement.

throw ThrowableInstance;

ThrowableInstance must be an object of type Throwable or a subclass of Throwable.

The flow of execution stop immediately after throw statement, any statement not executed after this statement within same try ..catch block.

**throws:-**If method is capable of causing an exception that it does not handle, it must specify this exception to handle by its caller method. This throws clause use with method declaration.

**try-catch:-**We use try-catch block for exception handling in our application.try is the start of the block and catch is the end of block in exception handling. We can have multiple catch with try and try-catch block nested also. catch block required parameter of type Exception.

**finally:** finally block is optional and can we use only with try-catch. finally block always executed whether exception occur or not. finally block always use for close the resource.

**Types of exceptions**

There are two types of exceptions

1)Checked exceptions

2)Unchecked exceptions

**Checked exceptions**

All exceptions other than Runtime Exceptions are known as Checked exceptions as the compiler checks them during compilation to see whether the programmer has handled them or not. If these exceptions are not handled/declared in the program, it will give compilation error.

**Examples of Checked Exceptions :-**

* ClassNotFoundException
* IllegalAccessException
* NoSuchFieldException
* EOFException etc.
* SQLException
* IOException
* DataAccessException
* ClassNotFoundException
* InvocationTargetException

**Checked and unchecked exceptions in java with examples**

What are checked exceptions?

Checked exceptions are checked at compile-time. It means if a method is throwing a checked exception then it should handle the exception using try-catch block or it should declare the exception using throws keyword, otherwise the program will give a compilation error. It is named as checked exception because these exceptions are checked at Compile time.

Lets understand this with this example: In this example we are reading the file myfile.txt and displaying its content on the screen. In this program there are three places where an checked exception is thrown as mentioned in the comments below. FileInputStream which is used for specifying the file path and name, throws FileNotFoundException. The read() method which reads the file content throws IOException and the close() method which closes the file input stream also throws IOException.

import java.io.\*;

class Example {

public static void main(String args[])

{

FileInputStream fis = null;

/\*This constructor FileInputStream(File filename)

\* throws FileNotFoundException which is a checked

\* exception\*/

fis = new FileInputStream("B:/myfile.txt");

int k;

/\*Method read() of FileInputStream class also throws

\* a checked exception: IOException\*/

while(( k = fis.read() ) != -1)

{

System.out.print((char)k);

}

/\*The method close() closes the file input stream

\* It throws IOException\*/

fis.close();

}

}

**Output:**

Exception in thread "main" java.lang.Error: Unresolved compilation problems:

Unhandled exception type FileNotFoundException

Unhandled exception type IOException

Unhandled exception type IOException

Why this compilation error? As I mentioned in the beginning that checked exceptions gets checked during compile time. Since we didn’t handled/declared the exceptions, our program gave the compilation error.

**How to resolve the error? There are two ways to avoid this error. We will see both the ways one by one.**

**Method 1: Declare the exception using throws keyword.**

As we know that all three occurrences of checked exceptions are inside main() method so one way to avoid the compilation error is: Declare the exception in the method using throws keyword. You may be thinking that our code is throwing FileNotFoundException and IOException both then why we are declaring the IOException alone. Th reason is that IOException is a parent class of FileNotFoundException so it by default covers that. If you want you can declare that too like this public static void main(String args[]) throws IOException, FileNotFoundException.

import java.io.\*;

class Example {

public static void main(String args[]) throws IOException

{

FileInputStream fis = null;

fis = new FileInputStream("B:/myfile.txt");

int k;

while(( k = fis.read() ) != -1)

{

System.out.print((char)k);

}

fis.close();

}

}

**Output:**

File content is displayed on the screen.

**Method 2: Handle them using try-catch blocks.**

The above approach is not good at all. It is not a best exception handling practice. You should give meaningful message for each exception type so that it would be easy for someone to understand the error. The code should be like this:

import java.io.\*;

class Example {

public static void main(String args[])

{

FileInputStream fis = null;

try{

fis = new FileInputStream("B:/myfile.txt");

}catch(FileNotFoundException fnfe){

System.out.println("The specified file is not " +

"present at the given path");

}

int k;

try{

while(( k = fis.read() ) != -1)

{

System.out.print((char)k);

}

fis.close();

}catch(IOException ioe){

System.out.println("I/O error occurred: "+ioe);

}

}

}

This code will run fine and will display the file content.

**What are Unchecked exceptions?**

**Unchecked Exceptions**

These exceptions need not be included in any method’s throws list because compiler does not check to see if a method handles or throws these exceptions.

Unchecked exceptions are not checked at compile time. It means if your program is throwing an unchecked exception and even if you didn’t handle/declare that exception, the program won’t give a compilation error. Most of the times these exception occurs due to the bad data provided by user during the user-program interaction. It is up to the programmer to judge the conditions in advance, that can cause such exceptions and handle them appropriately. All Unchecked exceptions are direct sub classes of RuntimeException class.

Lets understand this with an example:

class Example {

public static void main(String args[])

{

int num1=10;

int num2=0;

/\*Since I'm dividing an integer with 0

\* it should throw ArithmeticException\*/

int res=num1/num2;

System.out.println(res);}}

If you compile this code, it would compile successfully however when you will run it, it would throw ArithmeticException. That clearly shows that unchecked exceptions are not checked at compile-time, they are being checked at runtime. Lets see another example.

class Example {

public static void main(String args[])

{

int arr[] ={1,2,3,4,5};

/\*My array has only 5 elements but

\* I'm trying to display the value of

\* 8th element. It should throw

\* ArrayIndexOutOfBoundsException\*/

System.out.println(arr[7]);

}

}

This code would also compile successfully since ArrayIndexOutOfBoundsException is also an unchecked exception.

Note: It doesn’t mean that compiler is not checking these exceptions so we shouldn’t handle them. In fact we should handle them more carefully. For e.g. In the above example there should be a exception message to user that they are trying to display a value which doesn’t exist in array so that user would be able to correct the issue.

class Example {

public static void main(String args[])

{

try{

int arr[] ={1,2,3,4,5};

System.out.println(arr[7]);

}catch(ArrayIndexOutOfBoundsException e){

System.out.println("The specified index does not exist " +

"in array. Please correct the error.");

}

}

}

Here are the few most frequently seen unchecked exceptions –

**Examples of Unchecked Exceptions:-**

* ArithmeticException
* ArrayIndexOutOfBoundsException
* NullPointerException
* NegativeArraySizeException etc.
* IllegalArgumentException

**Try Catch in Java – Exception handling**

**What is Try Block?**

The try block contains a block of program statements within which an exception might occur. A try block is always followed by a catch block, which handles the exception that occurs in associated try block. A try block must followed by a Catch block or Finally block or both.

**What is Catch Block?**

A catch block must be associated with a try block. The corresponding catch block executes if an exception of a particular type occurs within the try block. For example if an arithmetic exception occurs in try block then the statements enclosed in catch block for arithmetic exception executes.

**Flow of try catch block**

If an exception occurs in try block then the control of execution is passed to the catch block from try block. The exception is caught up by the corresponding catch block. A single try block can have multiple catch statements associated with it, but each catch block can be defined for only one exception class. The program can also contain nested try-catch-finally blocks.

After the execution of all the try blocks, the code inside the finally block executes. It is not mandatory to include a finally block at all, but if you do, it will run regardless of whether an exception was thrown and handled by the try and catch blocks.

**An example of Try catch in Java**

class Example1 {

public static void main(String args[]) {

int num1, num2;

try {

// Try block to handle code that may cause exception

num1 = 0;

num2 = 62 / num1;

System.out.println("Try block message");

} catch (ArithmeticException e) {

// This block is to catch divide-by-zero error

System.out.println("Error: Don't divide a number by zero");

}

System.out.println("I'm out of try-catch block in Java.");

}

}

**Output:**

Error: Don't divide a number by zero

I'm out of try-catch block in Java.

**Multiple catch blocks in Java**

1. A try block can have any number of catch blocks.

2. A catch block that is written for catching the class Exception can catch all other exceptions

1. A try block can have any number of catch blocks.

2. A catch block that is written for catching the class Exception can catch all other exceptions

3. If multiple catch blocks are present in a program then the above mentioned catch block should be placed at the last as per the exception handling best practices.

4. If the try block is not throwing any exception, the catch block will be completely ignored and the program continues.

5. If the try block throws an exception, the appropriate catch block (if one exists) will catch it

–catch(ArithmeticException e) is a catch block that can catch ArithmeticException

–catch(NullPointerException e) is a catch block that can catch NullPointerException

6. All the statements in the catch block will be executed and then the program continues.

***Example of Multiple catch blocks***

class Example2

{

public static void main(String args[])

{

try{

int a[]=new int[7];

a[4]=30/0;

System.out.println("First print statement in try block");

}

catch(ArithmeticException e){

System.out.println("Warning: ArithmeticException");

}

catch(ArrayIndexOutOfBoundsException e){

System.out.println("Warning: ArrayIndexOutOfBoundsException");

}

catch(Exception e){

System.out.println("Warning: Some Other exception");

}

System.out.println("Out of try-catch block...");

}

}

**Output:**

Warning: ArithmeticException

Out of try-catch block...

**Nested try catch example – explanation**

class Nest{

public static void main(String args[]){

//Parent try block

try{

//Child try block1

try{

System.out.println("Inside block1");

int b =45/0;

System.out.println(b);

}

catch(ArithmeticException e1){

System.out.println("Exception: e1");

}

//Child try block2

try{

System.out.println("Inside block2");

int b =45/0;

System.out.println(b);

}

catch(ArrayIndexOutOfBoundsException e2){

System.out.println("Exception: e2");

}

System.out.println("Just other statement");

}

catch(ArithmeticException e3){

System.out.println("Arithmetic Exception");

System.out.println("Inside parent try catch block");

}

catch(ArrayIndexOutOfBoundsException e4){

System.out.println("ArrayIndexOutOfBoundsException");

System.out.println("Inside parent try catch block");

}

catch(Exception e5){

System.out.println("Exception");

System.out.println("Inside parent try catch block");

}

System.out.println("Next statement..");

}

}

**Output:**

Inside block1

Exception: e1

Inside block2

Arithmetic Exception

Inside parent try catch block

Next statement..

The above example shows Nested try catch use in Java. You can see that there are two try-catch block inside main try block’s body. I’ve marked them as block 1 and block 2 in above example.

Block1: I have divided an integer by zero and it caused an arithmetic exception however the catch of block1 is handling arithmetic exception so "Exception: e1" got printed.

Block2: In block2 also, ArithmeticException occurred but block 2 catch is only handling ArrayIndexOutOfBoundsException so in this case control jump back to Main try-catch(parent) body. Since catch of parent try block is handling this exception that’s why “Inside parent try catch block” got printed as output.

**Use of throws keyword in Java**

**Throw keyword in java-**

Throw keyword is used to throw exception manually.

Whenever it is required to suspend the execution of the functionality based on the user defined logical error condition we will use this throw keyword to throw exception. So we need to handle these exceptions also using try catch blocks.

**Java simple example Program to explain use of throw keyword in java**

package exceptions;

public class ThrowKeyword

{

public static void main(String[] args)

{

try {

throw new ArithmeticException();

} catch (Exception e) {

System.out.println(e);

e.printStackTrace();

}}}

**Output:**

java.lang.ArithmeticException

java.lang.ArithmeticException

at exceptions.ThrowKeyword.main(ThrowKeyword.java:11)

**Rules to use "throw" keyword in java-**

throw keyword must follow Throwable type of object.

It must be used only in method logic.

Since it is a transfer statement , we can not place statements after throw statement. It leads to compile time error Unreachable code

**We can throw user defined exception using throw keyword.-**

package com.exceptions;

public class ThrowDemo {

public boolean isValidForVote(int age){

try{

if(age<18){

throw new InvalidAgeException ("Invalid age for voting");

}

}catch(Exception e){

System.out.println(e);

}

return false;

}

public static void main(String agrs[]){

ThrowDemo obj= new ThrowDemo();

obj.isValidForVote(17);

}}

**Output:**

exceptions.InvalidAgeException: Invalid age for voting

**We can throw predefined exceptions using throw keyword-**

package com.instanceofjava;

public class ThrowKeyword{

public void method(){

try{

throw new NullPointerException("Invalid age for voting");

}

}catch(Exception e){

System.out.println(e);

}

}

public static void main(String agrs[]){

ThrowKeyword obj= new ThrowKeyword();

obj.method();

}

}

**Output:**

java.lang.NullPointerException: Invalid age for voting

**Throws Keyword Example in Java**

Throws Keyword-Any method capable of causing exceptions must list all the exceptions possible during its execution, so that anyone calling that method gets a prior knowledge about which exceptions to handle. A method can do so by using the throws keyword.

**NOTE : It is necessary for all exceptions, except the exceptions of type Error and RuntimeException, or any of their subclass.**

As we know that there are two types of exception – checked and unchecked. Checked exceptions (compile time) are the one which forces the programmer to handle it, without which the program doesn’t compile successfully. While unchecked exception (Runtime) doesn’t get checked during compilation. “Throws keyword” is mainly used for handling checked exception as using throws we can declare multiple exceptions in one go. Let’s understand this with the help of an example.

In this example the method “mymethod” is throwing two checked exceptions so we have declared those exceptions in the method signature using throws Keyword. If we do not declare these exceptions then the program will throw a compilation error:-

**package beginnersbook.com;**

import java.io.\*;

public class ThrowExample

{

void mymethod(int num)throws IOException, ClassNotFoundException{

if(num==1)

throw new IOException("Exception Message1");

else

throw new ClassNotFoundException("Exception Message2");

}

}

class Demo

{

public static void main(String args[]){

try{

ThrowExample obj=new ThrowExample();

obj.mymethod(1);

}

catch(Exception ex)

{

System.out.println(ex);

} }}

**Output:**

java.io.IOException: Exception Message1

Since we passed the argument as 1 during the function call, the program thrown IOException.

**Difference between throw and throws in Java**

|  |  |  |
| --- | --- | --- |
| **No.** | **throw** | **throws** |
| 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | Throws is followed by class. |
| 4) | Throw is used within the method. | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | You can declare multiple exceptions e.g. |
| public void method()throws IOException,SQLException. |

**Finally clause**

A finally keyword is used to create a block of code that follows a try block. A finally block of code always executes whether or not exception has occurred. Using a finally block, lets you run any cleanup type statements that you want to execute, no matter what happens in the protected code. A finally block appears at the end of catch block.

**Finally clause in exception handling in java**

Example demonstrating finally Clause

Class ExceptionTest

{

public static void main(String[] args)

{

int a[]= new int[2];

System.out.println("out of try");

try

{

System.out.println("Access invalid element"+ a[3]);

/\* the above statement will throw ArrayIndexOutOfBoundException \*/

}

finally

{

System.out.println("finally is always executed.");

}

}

}

**Output :**

Out of try

finally is always executed.

Exception in thread main java. Lang. exception array Index out of bound exception.

You can see in above example even if exception is thrown by the program, which is not handled by catch block, still finally block will get executed.

**Below example illustrates finally block execution when exception occurs in try block but doesn’t get handled in catch block.**

class Example2{

public static void main(String args[]){

try{

System.out.println("First statement of try block");

int num=45/0;

System.out.println(num);

}

catch(ArrayIndexOutOfBoundsException e){

System.out.println("ArrayIndexOutOfBoundsException");

}

finally{

System.out.println("finally block");

}

System.out.println("Out of try-catch-finally block");

}

}

**Output:**

First statement of try block

finally block

Exception in thread "main" java.lang.ArithmeticException: / by zero

at beginnersbook.com.Example2.main(Details.java:6)

**Below example illustrates execution of finally, when exception occurs in try block and handled in catch block.**

class Example3{

public static void main(String args[]){

try{

System.out.println("First statement of try block");

int num=45/0;

System.out.println(num);

}

catch(ArithmeticException e){

System.out.println("ArithmeticException");

}

finally{

System.out.println("finally block");

}

System.out.println("Out of try-catch-finally block");

}

}

**Output:**

First statement of try block

ArithmeticException

finally block

Out of try-catch-finally block

***11- Java – Files(txt,xml,exl) I/O***

**IO Stream**

Java performs I/O through Streams. A Stream is linked to a physical layer by java I/O system to make input and output operation in java. In general, a stream means continuous flow of data. Streams are clean way to deal with input/output without having every part of your code understand the physical.

Java encapsulates Stream under java.io package. Java defines two types of streams. They are,

**Byte Stream :** It provides a convenient means for handling input and output of byte.

**Character Stream** : It provides a convenient means for handling input and output of characters. Character stream uses Unicode and therefore can be internationalized.

**Some important Byte stream classes.**

BufferedInputStream - Used for Buffered Input Stream.

BufferedOutputStream - Used for Buffered Output Stream.

DataInputStream - Contains method for reading java standard datatype

DataOutputStream - An output stream that contain method for writing java standard data type

FileInputStream - Input stream that reads from a file

FileOutputStream- Output stream that write to a file.

InputStream - Abstract class that describe stream input.

OutputStream- Abstract class that describe stream output.

PrintStream - Output Stream that contain print() and println() method

**Some important Charcter stream classes.**

BufferedReader - Handles buffered input stream.

BufferedWriter - Handles buffered output stream.

FileReader - Input stream that reads from file.

FileWriter - Output stream that writes to file.

InputStreamReader - Input stream that translate byte to character

OutputStreamReader - Output stream that translate character to byte.

PrintWriter - Output Stream that contain print() and println() method.

Reader - Abstract class that define character stream input

Writer - Abstract class that define character stream output

**Working on Txt/properties files**

**1-Program to take String input from Keyboard in Java**

import java.io.\*;

class MyInput

{

public static void main(String[] args)

{

String text;

InputStreamReader isr = new InputStreamReader(System.in);

BufferedReader br = new BufferedReader(isr);

text = br.readLine(); //Reading String

System.out.println(text);

}

}

2-How to create a file in Java-

The File.createNewFile() method is used to create a file in Java, and return a boolean value : true if the file is created successful; false if the file is already exists or the operation failed.

Exampe-

package com.mkyong.file;

import java.io.File;

import java.io.IOException;

public class CreateFileExample

{

public static void main( String[] args )

{

try {

File file = new File("c:\\newfile.txt");

if (file.createNewFile()){

System.out.println("File is created!");

}else{

System.out.println("File already exists.");

}

} catch (IOException e) {

e.printStackTrace();

}

}

}

**3-Program to read from a file using BufferedReader class**

import java. Io \*;

class ReadTest

{

public static void main(String[] args)

{

try

{

File fl = new File("d:/myfile.txt");

BufferedReader br = new BufferedReader(new FileReader(fl)) ;

String str;

while ((str=br.readLine())!=null)

{

System.out.println(str);

}

br.close();

fl.close();

}

catch (IOException e)

{ e.printStackTrace(); }

}

}

4-Program to write to a File using FileWriter class

import java. Io \*;

class WriteTest

{

public static void main(String[] args)

{

try

{

File fl = new File("d:/myfile.txt");

String str="Write this string to my file";

FileWriter fw = new FileWriter(fl) ;

fw.write(str);

fw.close();

fl.close();

}

catch (IOException e)

{ e.printStackTrace(); }

}

}

**5-How to delete file in Java**

import java.io.File;

public class DeleteFileExample

{

public static void main(String[] args)

{

try{

File file = new File("c:\\logfile20100131.log");

if(file.delete()){

System.out.println(file.getName() + " is deleted!");

}else{

System.out.println("Delete operation is failed.");

}

}catch(Exception e){

e.printStackTrace();

}

}

}

**Working on XML files**

DOM provides many handy classes to create XML file easily. Firstly, you have to create a Document with DocumentBuilder class, define all the XML content – node, attribute with Element class. In last, use Transformer class to output the entire XML content to stream output, typically a File.

**6-How to create xml file-using DOM Parser**

File : WriteXMLFile.java – Java class to create a XML file.

package com.mkyong.core;

import java.io.File;

import javax.xml.parsers.DocumentBuilder;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.parsers.ParserConfigurationException;

import javax.xml.transform.Transformer;

import javax.xml.transform.TransformerException;

import javax.xml.transform.TransformerFactory;

import javax.xml.transform.dom.DOMSource;

import javax.xml.transform.stream.StreamResult;

import org.w3c.dom.Attr;

import org.w3c.dom.Document;

import org.w3c.dom.Element;

public class WriteXMLFile {

public static void main(String argv[]) {

try {

DocumentBuilderFactory docFactory = DocumentBuilderFactory.newInstance();

DocumentBuilder docBuilder = docFactory.newDocumentBuilder();

// root elements

Document doc = docBuilder.newDocument();

Element rootElement = doc.createElement("company");

doc.appendChild(rootElement);

// staff elements

Element staff = doc.createElement("Staff");

rootElement.appendChild(staff);

// set attribute to staff element

Attr attr = doc.createAttribute("id");

attr.setValue("1");

staff.setAttributeNode(attr);

// shorten way

// staff.setAttribute("id", "1");

// firstname elements

Element firstname = doc.createElement("firstname");

firstname.appendChild(doc.createTextNode("yong"));

staff.appendChild(firstname);

// lastname elements

Element lastname = doc.createElement("lastname");

lastname.appendChild(doc.createTextNode("mook kim"));

staff.appendChild(lastname);

// nickname elements

Element nickname = doc.createElement("nickname");

nickname.appendChild(doc.createTextNode("mkyong"));

staff.appendChild(nickname);

// salary elements

Element salary = doc.createElement("salary");

salary.appendChild(doc.createTextNode("100000"));

staff.appendChild(salary);

// write the content into xml file

TransformerFactory transformerFactory = TransformerFactory.newInstance();

Transformer transformer = transformerFactory.newTransformer();

DOMSource source = new DOMSource(doc);

StreamResult result = new StreamResult(new File("C:\\file.xml"));

// Output to console for testing

// StreamResult result = new StreamResult(System.out);

transformer.transform(source, result);

System.out.println("File saved!");

} catch (ParserConfigurationException pce) {

pce.printStackTrace();

} catch (TransformerException tfe) {

tfe.printStackTrace();

}

}

}

OUTput-

<?xml version="1.0" encoding="UTF-8" standalone="no" ?>

<company>

<staff id="1">

<firstname>yong</firstname>

<lastname>mook kim</lastname>

<nickname>mkyong</nickname>

<salary>100000</salary>

</staff>

</company>

**7-How to read XML file in Java – (DOM Parser)**

In this we will show you how to read an XML file via DOM XML parser. DOM parser parses the entire XML document and loads it into memory; then models it in a “TREE” structure for easy traversal or manipulation.

In short, it turns a XML file into DOM or Tree structure, and you have to traverse a node by node to get what you want.

What is Node?

In the DOM, everything in an XML document is a node, read this.

file to read:-

/Users/mkyong/staff.xml

<?xml version="1.0"?>

<company>

<staff id="1001">

<firstname>yong</firstname>

<lastname>mook kim</lastname>

<nickname>mkyong</nickname>

<salary>100000</salary>

</staff>

<staff id="2001">

<firstname>low</firstname>

<lastname>yin fong</lastname>

<nickname>fong fong</nickname>

<salary>200000</salary>

</staff>

</company>

ReadXMLFile.java-

package com.mkyong.seo;

import javax.xml.parsers.DocumentBuilderFactory;

import javax.xml.parsers.DocumentBuilder;

import org.w3c.dom.Document;

import org.w3c.dom.NodeList;

import org.w3c.dom.Node;

import org.w3c.dom.Element;

import java.io.File;

public class ReadXMLFile {

public static void main(String argv[]) {

try {

File fXmlFile = new File("/Users/mkyong/staff.xml");

DocumentBuilderFactory dbFactory = DocumentBuilderFactory.newInstance();

DocumentBuilder dBuilder = dbFactory.newDocumentBuilder();

Document doc = dBuilder.parse(fXmlFile);

//optional, but recommended

//read this - http://stackoverflow.com/questions/13786607/normalization-in-dom-parsing-with-java-how-does-it-work

doc.getDocumentElement().normalize();

System.out.println("Root element :" + doc.getDocumentElement().getNodeName());

NodeList nList = doc.getElementsByTagName("staff");

System.out.println("----------------------------");

for (int temp = 0; temp < nList.getLength(); temp++) {

Node nNode = nList.item(temp);

System.out.println("\nCurrent Element :" + nNode.getNodeName());

if (nNode.getNodeType() == Node.ELEMENT\_NODE) {

Element eElement = (Element) nNode;

System.out.println("Staff id : " + eElement.getAttribute("id"));

System.out.println("First Name : " + eElement.getElementsByTagName("firstname").item(0).getTextContent());

System.out.println("Last Name : " + eElement.getElementsByTagName("lastname").item(0).getTextContent());

System.out.println("Nick Name : " + eElement.getElementsByTagName("nickname").item(0).getTextContent());

System.out.println("Salary : " + eElement.getElementsByTagName("salary").item(0).getTextContent());

}

}

} catch (Exception e) {

e.printStackTrace();

}

}

}

OutPut-

Root element :company

----------------------------

Current Element :staff

Staff id : 1001

First Name : yong

Last Name : mook kim

Nick Name : mkyong

Salary : 100000

Current Element :staff

Staff id : 2001

First Name : low

Last Name : yin fong

Nick Name : fong fong

Salary : 200000

**8-How to read XML file in Java – (DOM Parser)Looping the Node**

This example reads the same "staff.xml", and showing you how to loop the node one by one, and print out the node name and value, and also the attribute if any.

ReadXMLFile2.java

package com.mkyong.seo;

import java.io.File;

import javax.xml.parsers.DocumentBuilder;

import javax.xml.parsers.DocumentBuilderFactory;

import org.w3c.dom.Document;

import org.w3c.dom.NamedNodeMap;

import org.w3c.dom.Node;

import org.w3c.dom.NodeList;

public class ReadXMLFile2 {

public static void main(String[] args) {

try {

File file = new File("/Users/mkyong/staff.xml");

DocumentBuilder dBuilder = DocumentBuilderFactory.newInstance()

.newDocumentBuilder();

Document doc = dBuilder.parse(file);

System.out.println("Root element :" + doc.getDocumentElement().getNodeName());

if (doc.hasChildNodes()) {

printNote(doc.getChildNodes());

}

} catch (Exception e) {

System.out.println(e.getMessage());

}

}

private static void printNote(NodeList nodeList) {

for (int count = 0; count < nodeList.getLength(); count++) {

Node tempNode = nodeList.item(count);

// make sure it's element node.

if (tempNode.getNodeType() == Node.ELEMENT\_NODE) {

// get node name and value

System.out.println("\nNode Name =" + tempNode.getNodeName() + " [OPEN]");

System.out.println("Node Value =" + tempNode.getTextContent());

if (tempNode.hasAttributes()) {

// get attributes names and values

NamedNodeMap nodeMap = tempNode.getAttributes();

for (int i = 0; i < nodeMap.getLength(); i++) {

Node node = nodeMap.item(i);

System.out.println("attr name : " + node.getNodeName());

System.out.println("attr value : " + node.getNodeValue());

}

}

if (tempNode.hasChildNodes())

{

// loop again if has child nodes

printNote(tempNode.getChildNodes());

}

System.out.println("Node Name =" + tempNode.getNodeName() + " [CLOSE]");

}

}

}

}

Output:-

Root element :company

Node Name =company [OPEN]

Node Value =

yong

mook kim

mkyong

100000

low

yin fong

fong fong

200000

Node Name =staff [OPEN]

Node Value =

yong

mook kim

mkyong

100000

attr name : id

attr value : 1001

Node Name =firstname [OPEN]

Node Value =yong

Node Name =firstname [CLOSE]

Node Name =lastname [OPEN]

Node Value =mook kim

Node Name =lastname [CLOSE]

Node Name =nickname [OPEN]

Node Value =mkyong

Node Name =nickname [CLOSE]

Node Name =salary [OPEN]

Node Value =100000

Node Name =salary [CLOSE]

Node Name =staff [CLOSE]

Node Name =staff [OPEN]

Node Value =

low

yin fong

fong fong

200000

attr name : id

attr value : 2001

Node Name =firstname [OPEN]

Node Value =low

Node Name =firstname [CLOSE]

Node Name =lastname [OPEN]

Node Value =yin fong

Node Name =lastname [CLOSE]

Node Name =nickname [OPEN]

Node Value =fong fong

Node Name =nickname [CLOSE]

Node Name =salary [OPEN]

Node Value =200000

Node Name =salary [CLOSE]

Node Name =staff [CLOSE]

Node Name =company [CLOSE]**Working on Excel files**

The fundamental interfaces include Workbook, Sheet, Row and Cell. For basic formatting, use the CellStyle and Font interfaces. Concrete implementing classes include:

Excel 2003: HSSFWorkbook, HSSFSheet, HSSFRow, HSSFCell, etc.

Excel 2007: XSSFWorkbook, XSSFSheet, XSSFRow, XSSFCell, etc.

But I recommend using the common interfaces for greater flexibility with both Excel formats 2003 (XLS) and 2007(XLSX).

Here are the basic steps for writing an Excel file:-

* 1. Create a Workbook.
  2. Create a Sheet.
  3. Repeat the following steps until all data is processed:
  4. Create a Row.
  5. Create Cells in a Row. Apply formatting using CellStyle.
  6. Write to an OutputStream.
  7. Close the output stream.

Now, let’s see some examples that demonstrate writing a list of books to an Excel file.

**9-How to Write Excel Files in Java using Apache POI**

Example:-

The following code snippet is a very simple program that demonstrates writing a list of books to an Excel file in the simplest and dirty form:

package net.codejava.excel;

import java.io.FileOutputStream;

import java.io.IOException;

import org.apache.poi.ss.usermodel.Cell;

import org.apache.poi.ss.usermodel.Row;

import org.apache.poi.xssf.usermodel.XSSFSheet;

import org.apache.poi.xssf.usermodel.XSSFWorkbook;

/\*\*

\* A very simple program that writes some data to an Excel file

\* using the Apache POI library.

\* @author www.codejava.net

\*

\*/

public class SimpleExcelWriterExample {

public static void main(String[] args) throws IOException {

XSSFWorkbook workbook = new XSSFWorkbook();

XSSFSheet sheet = workbook.createSheet("Java Books");

Object[][] bookData = {

{"Head First Java", "Kathy Serria", 79},

{"Effective Java", "Joshua Bloch", 36},

{"Clean Code", "Robert martin", 42},

{"Thinking in Java", "Bruce Eckel", 35},

};

int rowCount = 0;

for (Object[] aBook : bookData) {

Row row = sheet.createRow(++rowCount);

int columnCount = 0;

for (Object field : aBook) {

Cell cell = row.createCell(++columnCount);

if (field instanceof String) {

cell.setCellValue((String) field);

} else if (field instanceof Integer) {

cell.setCellValue((Integer) field);

}

}

}

try (FileOutputStream outputStream = new FileOutputStream("JavaBooks.xlsx")) {

workbook.write(outputStream);

}

}

}

**10-How to Write Excel Files in Java using Apache POI**

There are two main prefixes which you will encounter when working with Apache POI:

**HSSF**: denotes the API is for working with Excel 2003 and earlier.

**XSSF**: denotes the API is for working with Excel 2007 and later.

And to get started the Apache POI API, you just need to understand and use the following 4 interfaces:

Workbook: high level representation of an Excel workbook. Concrete implementations are:

HSSFWorkbook and XSSFWorkbook.

**Sheet:** high level representation of an Excel worksheet. Typical implementing classes are HSSFSheet and XSSFSheet.

**Row:** high level representation of a row in a spreadsheet. HSSFRow and XSSFRow are two concrete classes.

**Cell:** high level representation of a cell in a row. HSSFCell and XSSFCell are the typical implementing classes.

Now, let’s walk through some real-life examples.

**Reading from Excel File Examples**

Head-kathy-79

Effective-Bloach-36

clean code-robert-42

think java-bruce-35

**Code**:-

package net.codejava.excel;

import java.io.File;

import java.io.FileInputStream;

import java.io.IOException;

import java.util.Iterator;

import org.apache.poi.ss.usermodel.Cell;

import org.apache.poi.ss.usermodel.Row;

import org.apache.poi.ss.usermodel.Sheet;

import org.apache.poi.ss.usermodel.Workbook;

import org.apache.poi.xssf.usermodel.XSSFWorkbook;

/\*\*

\* A dirty simple program that reads an Excel file.

\* @author www.codejava.net

\*

\*/

public class SimpleExcelReaderExample {

public static void main(String[] args) throws IOException {

String excelFilePath = "Books.xlsx";

FileInputStream inputStream = new FileInputStream(new File(excelFilePath));

Workbook workbook = new XSSFWorkbook(inputStream);

Sheet firstSheet = workbook.getSheetAt(0);

Iterator<Row> iterator = firstSheet.iterator();

while (iterator.hasNext()) {

Row nextRow = iterator.next();

Iterator<Cell> cellIterator = nextRow.cellIterator();

while (cellIterator.hasNext()) {

Cell cell = cellIterator.next();

switch (cell.getCellType()) {

case Cell.CELL\_TYPE\_STRING:

System.out.print(cell.getStringCellValue());

break;

case Cell.CELL\_TYPE\_BOOLEAN:

System.out.print(cell.getBooleanCellValue());

break;

case Cell.CELL\_TYPE\_NUMERIC:

System.out.print(cell.getNumericCellValue());

break;

}

System.out.print(" - ");

}

System.out.println();

}

workbook.close();

inputStream.close();

}

}

Output:-

Head First Java - Kathy Serria - 79.0 -

Effective Java - Joshua Bloch - 36.0 -

Clean Code - Robert Martin - 42.0 -

Thinking in Java - Bruce Eckel - 35.0 -

***12-Java - OOP Concepts***

Object means a real word entity such as pen, chair, table etc. Object-Oriented Programming is a methodology or paradigm to design a program using classes and objects. It simplifies the software development and maintenance by providing some concepts:

1. Object
2. Class
3. Inheritance
4. Polymorphism
5. Abstraction
6. Encapsulation

**Object**

Any entity that has state and behavior is known as an object. For example: chair, pen, table, keyboard, bike etc. It can be physical and logical.

**Class**

A class is a group of objects that has common properties. A class in java can contain:

* **Variables**
* **Method**

A class can contain any of the following variable types.

1. Local variables - Variables defined inside methods, constructors or blocks are called local variables. The variable will be declared and initialized within the method and the variable will be destroyed when the method has completed.
2. Instance variables - Instance variables are variables within a class but outside any method. These variables are initialized when the class is instantiated. Instance variables can be accessed from inside any method, constructor or blocks of that particular class.
3. Class variables - Class variables are variables declared within a class, outside any method, with the static keyword.

**Creating an Object:**

There are three steps for creating object from class.

**Declaration**: A variable declaration with a variable name with an object type.

**Instantiation**: The 'new' key word is used to create the object.

**Initialization**: The 'new' keyword is followed by a call to a constructor. This call initializes the new object.

**Example:-**

public class Puppy {

int puppyAge;

public Puppy(String name) {

// This constructor has one parameter, name.

System.out.println("Name chosen is :" + name );

}

public void setAge( int age ) {

puppyAge = age;

}

public int getAge( ) {

System.out.println("Puppy's age is :" + puppyAge );

return puppyAge;

}

public static void main(String []args) {

/\* Object creation \*/

Puppy myPuppy = new Puppy( "tommy" );

/\* Call class method to set puppy's age \*/

myPuppy.setAge( 2 );

/\* Call another class method to get puppy's age \*/

myPuppy.getAge( );

/\* You can access instance variable as follows as well \*/

System.out.println("Variable Value :" + myPuppy.puppyAge );

}

}

**Constructors in Java**

A constructor is a special method that is used to initialize an object.Every class has a constructor,if we don't explicitly declare a constructor for any java class the compiler builds a default constructor for that class. A constructor does not have any return type.

A constructor has same name as the class in which it resides. Constructor in Java can not be abstract, static, final or synchronized. These modifiers are not allowed for constructor.

**There are two types of Constructor**

1. Default Constructor
2. Parameterized constructor

Each time a new object is created at least one constructor will be invoked.

**Constructor Overloading**

Like methods, a constructor can also be overloaded. Overloaded constructors are differentiated on the basis of their type of parameters or number of parameters. Constructor overloading is not much different than method overloading. In case of method overloading you have multiple methods with same name but different signature, whereas in Constructor overloading you have multiple constructor with different signature but only difference is that Constructor doesn't have return type in Java.

**Example of constructor overloading**

class Cricketer

{

String name;

String team;

int age;

Cricketer () //default constructor.

{

name ="";

team ="";

age = 0;

}

Cricketer(String n, String t, int a) //constructor overloaded

{

name = n;

team = t;

age = a;

}

Cricketer (Cricketer ckt) //constructor similar to copy constructor of c++

{

name = ckt.name;

team = ckt.team;

age = ckt.age;

}

public String toString()

{

return "this is " + name + " of "+team;

}

}

Class test:

{

public static void main (String[] args)

{

Cricketer c1 = new Cricketer();

Cricketer c2 = new Cricketer("sachin", "India", 32);

Cricketer c3 = new Cricketer(c2 );

System.out.println(c2);

System.out.println(c3);

c1.name = "Virat";

c1.team= "India";

c1.age = 32;

System .out. print in (c1);

}}

**Object Array**

* Array is collection of similar data types.
* Arrays can hold collection of data with indexes
* We already know that we can hold group of primitive variables
* Arrays can hold referenced variables also like Strings and objects
* So we can say it is possible to store or create array of objects in java

We can also store custom objects in arrays:-

* Create a employee class.
* Create multiple objects of employee class and assign employee objects to array.
* Arrays can store objects but we need to instantiate each and every object and array can store it

***Example1:-***

package arraysofobjectsinjava;

public class Employee {

String name;

int id;

Employee(String name, int id)

{

this.name=name;

this.id=id;

}

public class Object\_Array

{

public static void main (String args[])

{

Employee[]emp= new Employee[5];

emp[0]=new Employee("ram",102);

emp[1]=new Employee("ram",102);

emp[2]=new Employee("ram",102);

for(Employee emp1:emp )

{

sysout(emp1.name +""+emp1.id)

}

}

}

**Inheritance**

When one object acquires all the properties and behaviors of parent object i.e. known as inheritance. It provides code reusability. It is used to achieve runtime polymorphism.

An important feature of object-oriented programs is inheritance—the ability to create classes that share the attributes and methods of existing classes, but with more specific features. Inheritance is mainly used for code reusability. So you are making use of already written the classes and further extending on that. That why we discussed the code reusability the concept. In general one line definition, we can tell that deriving a new class from existing class, it’s called as Inheritance. You can look into the following example for inheritance concept. Here we have Mobile class extended by other specific class like Android and Blackberry.

**Difference between this and super Keyword**

**What is this**

This is a keyword in Java. It can be used inside the Method or constructor of Class. It(this) works as a reference to the current Object whose Method or constructor is being invoked. The this keyword can be used to refer to any member of the current object from within an instance Method or a constructor.

**This keyword with field(Instance Variable)**

this keyword can be very useful in the handling of Variable Hiding. We can not create two instance/local variables with the same name. However it is legal to create one instance variable & one local variable or Method parameter with the same name. In this scenario the local variable will hide the instance variable this is called Variable Hiding.

**Example of this keyword in java for variable hiding:-**

class JBT {

int variable = 5;

public static void main(String args[]) {

JBT obj = new JBT();

obj.method(20);

obj.method();

}

void method(int variable) {

variable = 10;

System.out.println("Value of Instance variable :" + this.variable);

System.out.println("Value of Local variable :" + variable);

}

void method() {

int variable = 40;

System.out.println("Value of Instance variable :" + this.variable);

System.out.println("Value of Local variable :" + variable);

}

}

**Output:-**

Value of Instance variable :5

Value of Local variable :10

Value of Instance variable :5

Value of Local variable :40

**Super keyword in java**

The super keyword in java is a reference variable that is used to refer immediate parent class object.

Whenever you create the instance of subclass, an instance of parent class is created implicitly i.e. referred by super reference variable.

**Usage of java super Keyword**

* super is used to refer immediate parent class instance variable.
* super() is used to invoke immediate parent class constructor.
* super is used to invoke immediate parent class method.

**Example-**

public class Person

{

int speed=10;

Person()

{

System.out.println("Person is created");

}

void message()

{

System.out.println("Person welcome");

}

}

public class PersonC extends Person

{

int speed=100;

void displaySpeed()

{

System.out.println(super.speed);//will print speed of Person now

}

PersonC()

{

super();//will invoke parent class constructor

System.out.println("PersonC is created");

}

void message()

{

System.out.println("welcome PersonC");

}

void display()

{

super.message();//will invoke parent class message() method

message();//will invoke current class message() method

}

public static void main(String args[])

{

PersonC b=new PersonC();

b.displaySpeed();

b.display();

}

}

**OutPut:-**

Person is created

PersonC is created

10

welcome PersonC

Person welcome

**Inheritance Example:-**

**Example:-**

package oopsconcept;

public class Android extends Mobile

{

//Constructor to set properties/characteristics of object

Android(String man, String o,String m, int c){

super(man, o, m, c);

}

//Method to get access Model property of Object

public String getModel(){

return "This is Android Mobile- " + model;

}

}

package oopsconcept;

public class Blackberry extends Mobile

{

//Constructor to set properties/characteristics of object

Blackberry(String man, String o,String m, int c){

super(man, o, m, c);

}

public String getModel(){

return "This is Blackberry-"+ model;

}

}

**Polymorphism**

When one task is performed by different ways i.e. known as polymorphism. For example: to convince the customer differently, to draw something e.g. shape or rectangle etc.

In java, we use method overloading and method overriding to achieve polymorphism.

**Method Overloading**

Method Overloading is a feature that allows a class to have two or more methods having same name, if their argument lists are different. In the last tutorial we discussed constructor overloading that allows a class to have more than one constructors having different argument lists.

**Argument lists could differ in –**

1. Number of parameters.

2. Data type of parameters.

3. Sequence of Data type of parameters.

**Method overloading is also known as Static Polymorphism.**

Points to Note:

1. Static Polymorphism is also known as compile time binding or early binding.

2. Static binding happens at compile time. Method overloading is an example of static binding where binding of method call to its definition happens at Compile time.

**Overloading example-**

//A class for adding upto 5 numbers

class Sum

{

int add(int n1, int n2)

{

return n1+n2;

}

int add(int n1, int n2, int n3)

{

return n1+n2+n3;

}

int add(int n1, int n2, int n3, int n4)

{

return n1+n2+n3+n4;

}

int add(int n1, int n2, int n3, int n4, int n5)

{

return n1+n2+n3+n4+n5;

}

public static void main(String args[])

{

Sum obj = new Sum();

System.out.println("Sum of two numbers: "+obj.add(20, 21));

System.out.println("Sum of three numbers: "+obj.add(20, 21, 22));

System.out.println("Sum of four numbers: "+obj.add(20, 21, 22, 23));

System.out.println("Sum of five numbers: "+obj.add(20, 21, 22, 23, 24));

}

}

Output:

Sum of two numbers: 41

Sum of three numbers: 63

Sum of four numbers: 86

Sum of five numbers: 110

**Method Overriding**

Declaring a method in subclass which is already present in parent class is known as method overriding. Earlier we shared method overloading in java.

**Advantage of method overriding**

The main advantage of method overriding is that the class can give its own specific implementation to a inherited method without even modifying the parent class(base class).

**Overloading vs Overriding in Java**

1. Overloading happens at [compile-time](http://beginnersbook.com/2013/04/runtime-compile-time-polymorphism/) while Overriding happens at [runtime](http://beginnersbook.com/2013/04/runtime-compile-time-polymorphism/): The binding of overloaded method call to its definition has happens at compile-time however binding of overridden method call to its definition happens at runtime.
2. Static methods can be overloaded which means a class can have more than one static method of same name. Static methods cannot be overridden, even if you declare a same static method in child class it has nothing to do with the same method of parent class.
3. The most basic difference is that overloading is being done in the same class while for overriding base and child classes are required. Overriding is all about giving a specific implementation to the inherited method of parent class.
4. [Static binding](http://beginnersbook.com/2013/04/java-static-dynamic-binding/) is being used for overloaded methods and [dynamic binding](http://beginnersbook.com/2013/04/java-static-dynamic-binding/) is being used for overridden/overriding methods.
5. Performance: Overloading gives better performance compared to overriding. The reason is that the binding of overridden methods is being done at runtime.
6. private and final methods can be overloaded but they cannot be overridden. It means a class can have more than one private/final methods of same name but a child class cannot override the private/final methods of their base class.
7. Return type of method does not matter in case of method overloading, it can be same or different. However in case of method overriding the overriding method can have more specific return type ([refer this](http://stackoverflow.com/questions/14694852/can-overridden-methods-differ-in-return-type)).
8. Argument list should be different while doing method overloading. Argument list should be same in method Overriding.

**Abstraction**

Hiding internal details and showing functionality is known as abstraction. For example: phone call, we don't know the internal processing.

In java, we use abstract class and interface to achieve abstraction.

**Abstract Class**

**What is an Abstract Method?**

An abstract method is a method that is declared without an implementation.

It just has a method signature.

**What is an Abstract Class?**

Let’s start understanding Abstract class first and then we will go over Example.

1. An abstract class is a class that is declared abstract
2. Abstract classes cannot be instantiated
3. Abstract classes can be subclassed
4. It may or may not include abstract methods
5. When an abstract class is subclassed, the subclass usually provides implementations for all of the abstract methods in its parent class
6. If subclass doesn’t provide implementations then the subclass must also be declared abstract.

**Can I define an abstract class without adding an abstract method?**

Of course yes. Declaring a class abstract only means that you don’t allow it to be instantiated on its own. You can’t have an abstract method in a non-abstract class.

**Example:-**

package oopsconcept;

public abstract class VehicleAbstract

{

public abstract void start();

public void stop(){

System.out.println("Stopping Vehicle in abstract class");

}

}

class TwoWheeler extends VehicleAbstract

{

@Override

public void start()

{

System.out.println("Starting Two Wheeler");

}

}

class FourWheeler extends VehicleAbstract

{

@Override

public void start()

{

System.out.println("Starting Four Wheeler");

}

}

package oopsconcept;

public class VehicleTesting {

public static void main(String[] args)

{

VehicleAbstract my2Wheeler = new TwoWheeler();

VehicleAbstract my4Wheeler = new FourWheeler();

my2Wheeler.start();

my2Wheeler.stop();

my4Wheeler.start();

my4Wheeler.stop(); } }

**Let’s start with an Example. Problem Description:**

1. Create class CrunchifyExam.java, which has one abstract method called checkResult()
2. Create class Crunchify1stSchoolExamResult.java, which extends Abstract class CrunchifyExam.java
3. Create class Crunchify2ndSchoolExamResult.java, which extends Abstract class CrunchifyExam.java
4. Now both above classes have to provide implementation for checkResult() method
5. Both Schools may have their own different procedure or number of checks to find out if user is PASSED or FAILED, they are free to have their own implementation of checkResult()

**1-CrunchifyExam.java—**

package crunchify.com.tutorial;

/\*\*

\* @author Crunchify.com

\* Simple Abstract Class and Method Example with live result

\*

\*/

public abstract class CrunchifyExam {

public enum ExamStatus {

PASSED, FAILED

}

private String examTime;

private ExamStatus status;

public CrunchifyExam(String examTime, ExamStatus status) {

this.examTime = examTime;

this.status = status;

}

public String getExamTime() {

return examTime;

}

public void setExamTime(String examTime) {

this.examTime = examTime;

}

public void setExamStatus(ExamStatus status) {

this.status = status;

}

public ExamStatus getExamStatus() {

return status;

}

abstract public void checkResult();

}

**2-Crunchify1stSchoolExamResult.java-----**

package crunchify.com.tutorial;

/\*\*

\* @author Crunchify.com

\*/

public class Crunchify1stSchoolExamResult extends CrunchifyExam {

public Crunchify1stSchoolExamResult(String examTime, ExamStatus status) {

super(examTime, status);

// TODO Auto-generated constructor stub

}

@Override

public void checkResult() {

String studentName = "Crunchify1";

String studentResult = "85%";

// School NO-1 will provide all their formula to find if user is passed or failed.

// After detailed calculation let's say student's grade is "PASSED".

System.out.println("Hey.. this is user " + studentName + " with grade " + studentResult + " - " + getExamStatus()

+ ", ExamTime: " + getExamTime());

}

}

**3-Crunchify2ndSchoolExamResult.java-----------**

package crunchify.com.tutorial;

import java.text.DateFormat;

import java.text.SimpleDateFormat;

import java.util.Date;

/\*\*

\* @author Crunchify.com

\*/

public class Crunchify2ndSchoolExamResult extends CrunchifyExam {

public Crunchify2ndSchoolExamResult(String examTime, ExamStatus status) {

super(examTime, status);

}

@Override

public void checkResult() {

String studentName = "Crunchify2";

String studentResult = "45%";

// School NO-2 will provide all their formula to find if user is passed or failed.

// After detailed calculation let's say student's grade is "FAILED".

log("Hey.. this is user " + studentName + " with grade " + studentResult + " - " + getExamStatus() + ", ExamTime: "

+ getExamTime());

}

public static void main(String args[]) {

DateFormat dateFormat = new SimpleDateFormat("yyyy/MM/dd HH:mm:ss");

// 1st School's checkResult()

Date date = new Date();

String examTime = dateFormat.format(date);

log("Initializing 1st School object at time " + examTime);

// We are setting up time and Result for 1st School

Crunchify1stSchoolExamResult object = new Crunchify1stSchoolExamResult(examTime, ExamStatus.PASSED);

object.checkResult();

// Let's wait 5 seconds wait to see time difference in console log

try {

Thread.sleep(5000);

} catch (InterruptedException e) {

e.printStackTrace();

}

// 2nd School's checkResult()

date = new Date();

examTime = dateFormat.format(date);

log("\nInitializing 2nd School object at time " + examTime);

// We are setting up time and Result for 2nd School

Crunchify2ndSchoolExamResult object2 = new Crunchify2ndSchoolExamResult(examTime, ExamStatus.FAILED);

object2.checkResult();

}

// Simple log method

private static void log(String value) {

System.out.println(value);

}

}

**OutPut-Eclipse Console Result:**

Just right click on Crunchify2ndSchoolExamResult.java and run as Java Application to see below result.

Initializing 1st School object at time 2016/11/30 14:24:37

Hey.. this is user Crunchify1 with grade 85% - PASSED ExamTime: 2016/11/30 14:24:37

Initializing 2nd School object at time 2016/11/30 14:24:42

Hey.. this is user Crunchify2 with grade 45% - FAILED ExamTime: 2016/11/30 14:24:42

**Interface**

Interface is a pure abstract class.They are syntactically similar to classes, but you cannot create instance of an **Interface** and their methods are declared without any body. Interface is used to achieve complete **abstraction** in Java. When you create an interface it defines what a class can do without saying anything about how the class will do it.

**Example of Interface implementation-**

interface Moveable

{

int AVG-SPEED = 40;

void move();

}

class Vehicle implements Moveable

{

public void move()

{

System .out. print in ("Average speed is"+AVG-SPEED");

}

public static void main (String[] arg)

{

Vehicle vc = new Vehicle();

vc.move();

}

}

**OutPut:**

Average speed is 40.

**Interfaces supports Multiple Inheritance-**

Though classes in java doesn't suppost multiple inheritance, but a class can implement more than one interface.

interface Moveable

{

boolean isMoveable();

}

interface Rollable

{

boolean isRollable

}

class Tyre implements Moveable, Rollable

{

int width;

boolean isMoveable()

{

return true;

}

boolean isRollable()

{

return true;

}

public static void main(String args[])

{

Tyre tr=new Tyre();

System.out.println(tr.isMoveable());

System.out.println(tr.isRollable());

}

}

**Output :**

true

true

|  |  |  |
| --- | --- | --- |
| # | **abstract Classes** | **Interfaces** |
| 1 | abstract class can extend only one class or one abstract class at a time | interface can extend any number of interfaces at a time |
| 2 | abstract  class  can extend from a class or from an abstract class | interface can extend only from an interface |
| 3 | abstract  class  can  have  both  abstract and concrete methods | interface can  have only abstract methods |
| 4 | A class can extend only one abstract class | A class can implement any number of interfaces |
| 5 | In abstract class keyword ‘abstract’ is mandatory to declare a method as an abstract | In an interface keyword ‘abstract’ is optional to declare a method as an abstract |
| 6 | abstract  class can have  protected , public and public abstract methods | Interface can have only public abstract methods i.e. by default |
| 7 | abstract class can have  static, final  or static final  variable with any access specifier | interface  can  have only static final (constant) variable i.e. by default |
| 8 | Example: public abstract class Shape{ public abstract void draw(); } | Example: public interface Drawable{ void draw(); } |

**Encapsulation**

Binding (or wrapping) code and data together into a single unit is known as encapsulation. For example: capsule, it is wrapped with different medicines.

A java class is the example of encapsulation. Java bean is the fully encapsulated class because all the data members are private here.

Encapsulation means putting together all the variables (instance variables) and the methods into a single unit called Class. It also means hiding data and methods within an Object. Encapsulation provides the security that keeps data and methods safe from inadvertent changes. Programmers sometimes refer to encapsulation as using a “black box,” or a device that you can use without regard to the internal mechanisms. A programmer can access and use the methods and data contained in the black box but cannot change them. Below example shows Mobile class with properties, which can be set once while creating object using constructor arguments. Properties can be accessed using getXXX() methods which are having public access modifiers.

**Example:-**

package oopsconcept;

public class Mobile

{

private String manufacturer;

private String operating\_system;

public String model;

private int cost;

//Constructor to set properties/characteristics of object

Mobile(String man, String o,String m, int c){

this.manufacturer = man;

this.operating\_system=o;

this.model=m;

this.cost=c;

}

//Method to get access Model property of Object

public String getModel(){

return this.model;

}

// We can add other method to get access to other properties

}

***12.1-Java – Imported Keywords***

**Final**

The final keyword in java is used to restrict the user to do following things:-

-Stop value change

-Stop Method Overloading

-Stop Inheritance

The java final keyword can be used in many contexts. Final can be:

**Final Variable**

If you make any variable as final, you cannot change the value of final variable(It will be constant).

class Bike9{

final int speedlimit=90;//final variable

void run(){

speedlimit=400;

}

public static void main(String args[]){

Bike9 obj=new Bike9();

obj.run();

}

}//end of class

Output:Compile Time Error

**Final Method-**

If you make any method as final, you cannot override it.

class Bike{

final void run(){System.out.println("running");}

}

class Honda extends Bike{

void run(){System.out.println("running safely with 100kmph");}

public static void main(String args[]){

Honda honda= new Honda();

honda.run();

}

}

Output:- Compile Time Error

**Class**

If you make any class as final, you cannot extend it.

final class Bike{}

class Honda1 extends Bike{

void run(){System.out.println("running safely with 100kmph");}

public static void main(String args[]){

Honda1 honda= new Honda();

honda.run();

}

}

Output:- Compile Time Error

**Static**

The static keyword in java is used for memory management mainly. We can apply java static keyword with variables, methods, blocks and nested class. The static keyword belongs to the class than instance of the class.

No object needs to be created to use static variable or call static methods, just put the class name before the static variable or method to use them. Static method can not call non-static method.

**Static variable-**

Static variable is used for fulfill the common requirement. For Example company name of employees,college name of students etc. Name of the college is common for all students.

The static variable allocate memory only once in class area at the time of class loading

Suppose we want to store record of all employee of any company, in this case employee id is unique for every employee but company name is common for all. When we create a static variable as a company name then only once memory is allocated otherwise it allocate a memory space each time for every employee.

class Student

{

int roll\_no;

String name;

static String College\_Name="ITM";

}

class StaticDemo

{

public static void main(String args[])

{

Student s1=new Student();

s1.roll\_no=100;

s1.name="abcd";

System.out.println(s1.roll\_no);

System.out.println(s1.name);

System.out.println(Student.College\_Name);

Student s2=new Student();

s2.roll\_no=200;

s2.name="zyx";

System.out.println(s2.roll\_no);

System.out.println(s2.name);

System.out.println(Student.College\_Name);

}

}

**Output:**

100

abcd

ITM

200

zyx

ITM

**Static method-**

* A static method belongs to the class rather than object of a class.
* A static method can be invoked without the need for creating an instance of a class.
* static method can access static data member and can change the value of it.

**There are two main restrictions for the static method. They are:**

* The static method can not use non static data member or call non-static method directly.
* this and super cannot be used in static context.

class Student9{

int rollno;

String name;

static String college = "ITS";

static void change(){

college = "BBDIT";

}

Student9(int r, String n){

rollno = r;

name = n;

}

void display (){System.out.println(rollno+" "+name+" "+college);}

public static void main(String args[]){

Student9.change();

Student9 s1 = new Student9 (111,"Karan");

Student9 s2 = new Student9 (222,"Aryan");

Student9 s3 = new Student9 (333,"Sonoo");

s1.display();

s2.display();

s3.display();

}

}

**Output:**

111 Karan BBDIT

222 Aryan BBDIT

333 Sonoo BBDIT

**Static block-**

Static block is a set of statements, which will be executed by the JVM before execution of main method.

At the time of class loading if we want to perform any activity we have to define that activity inside static block because this block execute at the time of class loading.

In a class we can take any number of static block but all these blocks will be execute from top to bottom

class Example3{

static int num;

static String mystr;

static{

num = 97;

mystr = "Static keyword in Java";

}

public static void main(String args[])

{

System.out.println("Value of num="+num);

System.out.println("Value of mystr="+mystr);

}

}

**Output**:

Value of num=97

Value of mystr=Static Keyword in Java

***13-Java Collections***

**Java Collections Framework Tutorials**

The Java Collections Framework is a collection of interfaces and classes which helps in storing and processing the data efficiently. This

framework has several useful classes which have tons of useful functions which makes a programmer task super easy.
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**Advantages of Collection Framework:**

* Consistent API : The API has basic set of interfaces like Collection, Set, List, or Map. All those classes (such as ArrayList, LinkedList, Vector etc) which implements, these interfaces have some common set of methods.
* Reduces programming effort: The programmer need not to worry about design of Collection rather than he can focus on its best use in his program.
* Increases program speed and quality: Increases performance by providing high-performance implementations of useful data structures and algorithms.

**Iterator interface**

Iterator is used for iterating (looping) various collection classes such as [HashMap](http://beginnersbook.com/2013/12/hashmap-in-java-with-example/), [ArrayList](http://beginnersbook.com/2013/12/java-arraylist/), [LinkedList](http://beginnersbook.com/2013/12/linkedlist-in-java-with-example/) etc

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in forward direction only. |

**Methods of Iterator interface**

* There are only three methods in the Iterator interface. They are:
* public boolean hasNext() it returns true if iterator has more elements.
* public object next() it returns the element and moves the cursor pointer to the next element.
* public void remove() it removes the last elements returned by the iterator. It is rarely used.

**Iterator/ListIterator**

Both Iterator and ListIterator are used to iterate through elements of a collection class. Using Iterator we can traverse in one direction (forward) while using ListIterator we can traverse the collection class on both the directions(backward and forward).

**Iterator Example:-**

import java.util.ArrayList;

import java.util.Iterator;

public class IteratorDemo3 {

public static void main(String args[]){

ArrayList<String> names = new ArrayList<String>();

names.add("Chaitanya");

names.add("Steve");

names.add("Jack");

Iterator<String> it = names.iterator();

while(it.hasNext()) {

String obj = it.next();

System.out.println(obj);

}

}

}

**ListIterator Example**

In this example we are traversing an ArrayList in both the directions.

import java.util.ArrayList;

import java.util.List;

import java.util.ListIterator;

public class ListIteratorExample {

public static void main(String a[]){

ListIterator<String> litr = null;

List<String> names = new ArrayList<String>();

names.add("Shyam");

names.add("Rajat");

names.add("Paul");

names.add("Tom");

names.add("Kate");

//Obtaining list iterator

litr=names.listIterator();

System.out.println("Traversing the list in forward direction:");

while(litr.hasNext()){

System.out.println(litr.next());

}

System.out.println("\nTraversing the list in backward direction:");

while(litr.hasPrevious()){

System.out.println(litr.previous());

}

}

}

Output:

Traversing the list in forward direction:

Shyam

Rajat

Paul

Tom

Kate

Traversing the list in backward direction:

Kate

Tom

Paul

Rajat

Shyam

**Iterator vs ListIterator**

1)

Iterator is used for traversing List and Set both.

We can use ListIterator to traverse List only, we cannot traverse Set using ListIterator.

2)

We can traverse in only forward direction using Iterator.

Using ListIterator, we can traverse a List in both the directions (forward and Backward).

3)

We cannot obtain indexes while using Iterator

We can obtain indexes at any point of time while traversing a list using ListIterator. The methods nextIndex() and previousIndex() are used for this purpose.

4)

We cannot add element to collection while traversing it using Iterator, it throws ConcurrentModificationException when you try to do it.

We can add element at any point of time while traversing a list using ListIterator.

5)

We cannot replace the existing element value when using Iterator.

By using set(E e) method of ListIterator we can replace the last element returned by next() or previous() methods.

6)

**Methods of Iterator:**

hasNext()

next()

remove()

**Methods of ListIterator:**

add(E e)

hasNext()

hasPrevious()

next()

nextIndex()

previous()

previousIndex()

remove()

set(E e)

**List**

A List is an ordered Collection (sometimes called a sequence). Lists may contain duplicate elements. Elements can be inserted or accessed by their position in the list, using a zero-based index.

* [ArrayList](http://beginnersbook.com/2014/08/arraylist-in-java/)
* [LinkedList](http://beginnersbook.com/2014/08/java-linkedlist-class/)
* [Vector](http://beginnersbook.com/2014/08/java-vector-class/)

[**ArrayList**](http://beginnersbook.com/2014/08/arraylist-in-java/)**-1**

ArrayList is a resizable-array implementation of the List interface. It implements all optional list operations, and permits all elements, including null. In addition to implementing the List interface, this class provides methods to manipulate the size of the array that is used internally to store the list. Java ArrayList class uses a dynamic array for storing the elements. It inherits AbstractList class and implements List interface.

The important points about Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non synchronized.
* Java ArrayList allows random access because array works at the index basis.
* In Java ArrayList class, manipulation is slow because a lot of shifting needs to be occurred if any element is removed from the array list.

**Example-1**

import java.util.\*;

public class LoopExample {

public static void main(String[] args) {

ArrayList<Integer> arrlist = new ArrayList<Integer>();

arrlist.add(14);

arrlist.add(7);

arrlist.add(39);

arrlist.add(40);

/\* For Loop for iterating ArrayList \*/

System.out.println("For Loop");

for (int counter = 0; counter < arrlist.size(); counter++) {

System.out.println(arrlist.get(counter));

}

/\* Advanced For Loop\*/

System.out.println("Advanced For Loop");

for (Integer num : arrlist) {

System.out.println(num);

}

/\* While Loop for iterating ArrayList\*/

System.out.println("While Loop");

int count = 0;

while (arrlist.size() > count) {

System.out.println(arrlist.get(count));

count++;

}

/\*Looping Array List using Iterator\*/

System.out.println("Iterator");

Iterator iter = arrlist.iterator();

while (iter.hasNext()) {

System.out.println(iter.next());

}

}

}

**Output:**

For Loop

14

7

39

40

Advanced For Loop

14

7

39

40

While Loop

14

7

39

40

Iterator

14

7

39

40

ArrayList class provides methods for basic array operations:

* add( Object o ) - puts reference to object into ArrayList
* get( int index ) - retrieves object reference from ArrayList index position
* size() - returns ArrayList size
* remove( int index ) - removes the element at the specified position in this list. Shifts any subsequent elements to the left and returns the element that was removed from the list.
* indexOf( Object o) - finds the index in this list of the first occurrence of the specified element
* clear() - removes all of the elements

**Example-2**

import java.util.\*;

public class ArrayListExamples {

public static void main(String args[]) {

// Creating an empty array list

ArrayList<String> list = new ArrayList<String>();

// Adding items to arrayList

list.add("Item1");

list.add("Item2");

list.add(2, "Item3"); // it will add Item3 to the third position of

// array list

list.add("Item4");

// Display the contents of the array list

System.out.println("The arraylist contains the following elements: "

+ list);

// Checking index of an item

int pos = list.indexOf("Item2");

System.out.println("The index of Item2 is: " + pos);

// Checking if array list is empty

boolean check = list.isEmpty();

System.out.println("Checking if the arraylist is empty: " + check);

// Getting the size of the list

int size = list.size();

System.out.println("The size of the list is: " + size);

// Checking if an element is included to the list

boolean element = list.contains("Item5");

System.out

.println("Checking if the arraylist contains the object Item5: "

+ element);

// Getting the element in a specific position

String item = list.get(0);

System.out.println("The item is the index 0 is: " + item);

// Retrieve elements from the arraylist

// 1st way: loop using index and size list

System.out

.println("Retrieving items with loop using index and size list");

for (int i = 0; i < list.size(); i++) {

System.out.println("Index: " + i + " - Item: " + list.get(i));

}

// 2nd way:using foreach loop

System.out.println("Retrieving items using foreach loop");

for (String str : list) {

System.out.println("Item is: " + str);

}

// 3rd way:using iterator

// hasNext(): returns true if there are more elements

// next(): returns the next element

System.out.println("Retrieving items using iterator");

for (Iterator<String> it = list.iterator(); it.hasNext();) {

System.out.println("Item is: " + it.next());

}

// Replacing an element

list.set(1, "NewItem");

System.out.println("The arraylist after the replacement is: " + list);

// Removing items

// removing the item in index 0

list.remove(0);

// removing the first occurrence of item "Item3"

list.remove("Item3");

System.out.println("The final contents of the arraylist are: " + list);

// Converting ArrayList to Array

String[] simpleArray = list.toArray(new String[list.size()]);

System.out.println("The array created after the conversion of our arraylist is: "

+ Arrays.toString(simpleArray));

}

}

In the above code, we can see that many ArrayList usage cases are covered. Adding elements to the list using 2 different methods, removing elements, getting the size of the list, checking if the list is empty, checking if a specific element is contained to the list. Also, 3 different ways are presented for retrieving the elements of a list. Finally, we show how to convert an ArrayList to Array.

**output:**

The arraylist contains the following elements: [Item1, Item2, Item3, Item4]

The index of Item2 is: 1

Checking if the arraylist is empty: false

The size of the list is: 4

Checking if the arraylist contains the object Item5: false

The item is the index 0 is: Item1

Retrieving items with loop using index and size list

Index: 0 - Item: Item1

Index: 1 - Item: Item2

Index: 2 - Item: Item3

Index: 3 - Item: Item4

Retrieving items using foreach loop

Item is: Item1

Item is: Item2

Item is: Item3

Item is: Item4

Retrieving items using iterator

Item is: Item1

Item is: Item2

Item is: Item3

Item is: Item4

The arraylist after the replacement is: [Item1, NewItem, Item3, Item4]

The final contents of the arraylist are: [NewItem, Item4]

The array created after the conversion of our arraylist is: [NewItem, Item4]

**LinkedList -2**

Java LinkedList class uses doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to be occurred.
* Java LinkedList class can be used as list, stack or queue.

**Example-1**

import java.util.\*;

public class LinkedListExample {

public static void main(String args[]) {

/\* Linked List Declaration \*/

LinkedList<String> linkedlist = new LinkedList<String>();

/\*add(String Element) is used for adding

\* the elements to the linked list\*/

linkedlist.add("Item1");

linkedlist.add("Item5");

linkedlist.add("Item3");

linkedlist.add("Item6");

linkedlist.add("Item2");

/\*Display Linked List Content\*/

System.out.println("Linked List Content: " +linkedlist);

/\*Add First and Last Element\*/

linkedlist.addFirst("First Item");

linkedlist.addLast("Last Item");

System.out.println("LinkedList Content after addition: " +linkedlist);

/\*This is how to get and set Values\*/

Object firstvar = linkedlist.get(0);

System.out.println("First element: " +firstvar);

linkedlist.set(0, "Changed first item");

Object firstvar2 = linkedlist.get(0);

System.out.println("First element after update by set method: " +firstvar2);

/\*Remove first and last element\*/

linkedlist.removeFirst();

linkedlist.removeLast();

System.out.println("LinkedList after deletion of first and last element: " +linkedlist);

/\* Add to a Position and remove from a position\*/

linkedlist.add(0, "Newly added item");

linkedlist.remove(2);

System.out.println("Final Content: " +linkedlist);

}

}

**OutPut:-**

Linked List Content: [Item1, Item5, Item3, Item6, Item2]

LinkedList Content after addition: [First Item, Item1, Item5, Item3, Item6, Item2, Last Item]

First element: First Item

First element after update by set method: Changed first item

LinkedList after deletion of first and last element: [Item1, Item5, Item3, Item6, Item2]

Final Content: [Newly added item, Item1, Item3, Item6, Item2]

**Doubly linked list implementation-3**

A doubly-linked list is a linked data structure that consists of a set of sequentially linked records called nodes. Each node contains two fields, called links, that are references to the previous and to the next node in the sequence of nodes. The beginning and ending nodes previous and next links, respectively, point to some kind of terminator, typically a sentinel node or null, to facilitate traversal of the list. If there is only one sentinel node, then the list is circularly linked via the sentinel node. It can be conceptualized as two singly linked lists formed from the same data items, but in opposite sequential orders.

Here is the pictorial view of doubly linked list:
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The two node links allow traversal of the list in either direction. While adding or removing a node in a doubly-linked list requires changing more links than the same operations on a singly linked list, the operations are simpler and potentially more efficient, because there is no need to keep track of the previous node during traversal or no need to traverse the list to find the previous node, so that its link can be modified.

Here is the pictorial view of inserting an element in the middle of a doubly linked list:
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Here is the pictorial view of deleting an element in the middle of a doubly linked list:
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**Example:-**

package com.java2novice.ds.linkedlist;

import java.util.NoSuchElementException;

public class DoublyLinkedListImpl<E> {

private Node head;

private Node tail;

private int size;

public DoublyLinkedListImpl() {

size = 0;

}

/\*\*

\* this class keeps track of each element information

\* @author java2novice

\*

\*/

private class Node {

E element;

Node next;

Node prev;

public Node(E element, Node next, Node prev) {

this.element = element;

this.next = next;

this.prev = prev;

}

}

/\*\*

\* returns the size of the linked list

\* @return

\*/

public int size() { return size; }

/\*\*

\* return whether the list is empty or not

\* @return

\*/

public boolean isEmpty() { return size == 0; }

/\*\*

\* adds element at the starting of the linked list

\* @param element

\*/

public void addFirst(E element) {

Node tmp = new Node(element, head, null);

if(head != null ) {head.prev = tmp;}

head = tmp;

if(tail == null) { tail = tmp;}

size++;

System.out.println("adding: "+element);

}

/\*\*

\* adds element at the end of the linked list

\* @param element

\*/

public void addLast(E element) {

Node tmp = new Node(element, null, tail);

if(tail != null) {tail.next = tmp;}

tail = tmp;

if(head == null) { head = tmp;}

size++;

System.out.println("adding: "+element);

}

/\*\*

\* this method walks forward through the linked list

\*/

public void iterateForward(){

System.out.println("iterating forward..");

Node tmp = head;

while(tmp != null){

System.out.println(tmp.element);

tmp = tmp.next;

}

}

/\*\*

\* this method walks backward through the linked list

\*/

public void iterateBackward(){

System.out.println("iterating backword..");

Node tmp = tail;

while(tmp != null){

System.out.println(tmp.element);

tmp = tmp.prev;

}

}

/\*\*

\* this method removes element from the start of the linked list

\* @return

\*/

public E removeFirst() {

if (size == 0) throw new NoSuchElementException();

Node tmp = head;

head = head.next;

head.prev = null;

size--;

System.out.println("deleted: "+tmp.element);

return tmp.element;

}

/\*\*

\* this method removes element from the end of the linked list

\* @return

\*/

public E removeLast() {

if (size == 0) throw new NoSuchElementException();

Node tmp = tail;

tail = tail.prev;

tail.next = null;

size--;

System.out.println("deleted: "+tmp.element);

return tmp.element;

}

public static void main(String a[]){

DoublyLinkedListImpl<Integer> dll = new DoublyLinkedListImpl<Integer>();

dll.addFirst(10);

dll.addFirst(34);

dll.addLast(56);

dll.addLast(364);

dll.iterateForward();

dll.removeFirst();

dll.removeLast();

dll.iterateBackward();

}

}

**Output:**

adding: 10

adding: 34

adding: 56

adding: 364

iterating forward..

34

10

56

364

deleted: 34

deleted: 364

iterating backword..

56

10

**Vector-4**

The **Vector class** implements a growable array of objects. Similar to array, elements of Vector can be accessed using an integer index. However, the size of a Vector can grow or shrink as needed to accommodate adding and removing items after the Vector has been created.

Vector is synchronized which means it is suitable for thread-safe operations but it gives poor performance when used in [multi-thread environment](http://beginnersbook.com/2013/03/multithreading-in-java/). It is recommended to use ArrayList (it is non-synchronized, gives good performance)  in place of Vector when there is no need of thread-safe operations

**Example-1**

import java.util.\*;

public class VectorExample {

public static void main(String args[]) {

/\* Vector of initial capacity(size) of 2 \*/

Vector<String> vec = new Vector<String>(2);

/\* Adding elements to a vector\*/

vec.addElement("Apple");

vec.addElement("Orange");

vec.addElement("Mango");

vec.addElement("Fig");

/\* check size and capacityIncrement\*/

System.out.println("Size is: "+vec.size());

System.out.println("Default capacity increment is: "+vec.capacity());

vec.addElement("fruit1");

vec.addElement("fruit2");

vec.addElement("fruit3");

/\*size and capacityIncrement after two insertions\*/

System.out.println("Size after addition: "+vec.size());

System.out.println("Capacity after increment is: "+vec.capacity());

/\*Display Vector elements\*/

Enumeration en = vec.elements();

System.out.println("\nElements are:");

while(en.hasMoreElements())

System.out.print(en.nextElement() + " ");

}

}

**Output:**

Size is: 4

Default capacity increment is: 4

Size after addition: 7

Capacity after increment is: 8

Elements are:

Apple Orange Mango Fig fruit1 fruit2 fruit3

**ArrayList vs Vector**

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| 1) ArrayList is **not synchronized**. | Vector is **synchronized**. |
| 2) ArrayList **increments 50%** of current array size if number of element exceeds from its capacity. | Vector **increments 100%** means doubles the array size if total number of element exceeds than its capacity. |
| 3) ArrayList is **not a legacy** class, it is introduced in JDK 1.2. | Vector is a **legacy** class. |
| 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized i.e. in multithreading environment, it will hold the other threads in runnable or non-runnable state until current thread releases the lock of object. |
| 5) ArrayList uses **Iterator** interface to traverse the elements. | Vector uses **Enumeration** interface to traverse the elements. But it can use Iterator also. |

**ArrayList vs LinkedList**

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

**Array vs ArrayList**

|  |  |
| --- | --- |
| **Array** | **ArrayList** |
| Arrays are static in nature. Arrays are fixed length data structures. You can’t change their size once they are created. | ArrayList is dynamic in nature. Its size is automatically increased if you add elements beyond its capacity. |
| Arrays can hold both primitives as well as objects. | ArrayList can hold only objects. |
| Arrays can be iterated only through *for* loop or *for-each* loop. | ArrayList provides iterators to iterate through their elements. |
| The size of an array is checked using *length*attribute. | The size of an ArrayList can be checked using *size()* method. |
| Array gives constant time performance for both add and get operations. | ArrayList also gives constant time performance for both add and get operations provided adding an element doesn’t trigger resize. |
| Arrays don’t support generics. | ArrayList supports generics. |
| Arrays are not type safe. | ArrayList are type safe. |
| Arrays can be multi-dimensional. | ArrayList can’t be multi-dimensional. |
| Elements are added using assignment operator. | Elements are added using add() method. |

**Set**

Basically, Set is a type of collection that does not allow duplicate elements. That means an element can only exist once in a Set. It models the set abstraction in mathematics. The following picture illustrates three sets of numbers in mathematics:

![C:\Users\hitendra.pawar\Desktop\SetsInMath.png](data:image/png;base64,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)

**Characteristics of a Set collection:**

The following characteristics differentiate a Set collection from others in the Java Collections framework:

* Duplicate elements are not allowed.
* Elements are not stored in order. That means you cannot expect elements sorted in any order when iterating over elements of a Set.

**Why and When Use Sets?**

Based on the characteristics, consider using a Set collection when:

* You want to store elements distinctly without duplication, or unique elements.
* You don’t care about the order of elements.

For example, you can use a Set to store unique integer numbers; you can use a Set to store cards randomly in a card game; you can use a Set to store numbers in random order, etc.

**Implementation of Set**

* HashSet: is the best-performing implementation and is a widely-used Set implementation. It represents the core characteristics of sets: no duplication and unordered.
* LinkedHashSet: This implementation orders its elements based on insertion order. So consider using a LinkedHashSet when you want to store unique elements in order.
* TreeSet: This implementation orders its elements based on their values, either by their natural ordering, or by a Comparator provided at creation time.

**HashSet-1**

Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The important points about Java HashSet class are:-

* HashSet stores the elements by using a mechanism called hashing.
* HashSet doesn’t maintain any order, the elements would be returned in any random order.
* HashSet doesn’t allow duplicates. If you try to add a duplicate element in HashSet, the old value would be overwritten.
* HashSet allows null values however if you insert more than one nulls it would still return only one null value.
* HashSet is non-synchronized.
* The iterator returned by this class is fail-fast which means iterator would throw ConcurrentModificationException if HashSet has been modified after creation of iterator, by any means except iterator’s own remove method.
* HashSet contains unique elements only.

**Example-1**

import java.util.\*;

class Book {

int id;

String name,author,publisher;

int quantity;

public Book(int id, String name, String author, String publisher, int quantity) {

this.id = id;

this.name = name;

this.author = author;

this.publisher = publisher;

this.quantity = quantity;

}

}

public class HashSetExample {

public static void main(String[] args) {

HashSet<Book> set=new HashSet<Book>();

//Creating Books

Book b1=new Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

Book b2=new Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

Book b3=new Book(103,"Operating System","Galvin","Wiley",6);

//Adding Books to HashSet

set.add(b1);

set.add(b2);

set.add(b3);

//Traversing HashSet

for(Book b:set){

System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

}

}

}

**OutPut:-**

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

**Example-2**

package com.javacodegeeks.core.set;

import java.util.\*;

public class SetExample {

public static void main(String args[]) {

// We create a new, empty set

Set mySet1 = new HashSet();

// We add a few elements

mySet1.add("A");

mySet1.add("C");

mySet1.add("A");

mySet1.add("B");

// Print the elements of the Set

System.out.println("mySet1: " + mySet1);

// Create a list and add some elements

List list = new ArrayList();

list.add("A");

list.add("C");

list.add("A");

list.add("A");

list.add("B");

list.add("C");

// Now create the set using the appropriate constructor

Set mySet2 = new HashSet(list);

// Print the elements of the list an the the set

System.out.println("list: " + list);

System.out.println("mySet2: " + mySet2);

// Compare the two sets

System.out.println("MySet1 matches mySet2: " + mySet1.equals(mySet2));

// Now we will remove one element from mySet2 and compare again

mySet2.remove("A");

System.out.println("mySet2: " + mySet2);

System.out.println("MySet1 matches mySet2: " + mySet1.equals(mySet2));

// Lets check if our sets contain all the elements of the list

System.out.println("MySet1 contains all the elements: " + mySet1.containsAll(list));

System.out.println("MySet2 contains all the elements: " + mySet2.containsAll(list));

// Use of Iterator in Set

Iterator iterator = mySet1.iterator();

while (iterator.hasNext()) {

System.out.println("Iterator loop: " + iterator.next());

}

// Use of for-each in Set

for (String str : mySet1) {

System.out.println("for-each loop: " + str);

}

// Clearing all the elements

mySet1.clear();

System.out.println("mySet1 is Empty: " + mySet1.isEmpty());

// Checking the number of elements

System.out.println("mySet1 has: " + mySet1.size() + " Elements");

System.out.println("mySet2 has: " + mySet2.size() + " Elements");

// Creating an Array with the contents of the set

String[] array = mySet2.toArray(new String[mySet2.size()]);

System.out.println("The array:" + Arrays.toString(array));

}

}

**Output:**

mySet1: [A, B, C]

list: [A, C, A, A, B, C]

mySet2: [A, B, C]

MySet1 matches mySet2: true

mySet2: [B, C]

MySet1 matches mySet2: false

MySet1 contains all the elements: true

MySet2 contains all the elements: false

Iterator loop: A

Iterator loop: B

Iterator loop: C

for-each loop: A

for-each loop: B

for-each loop: C

mySet1 is Empty: true

mySet1 has: 0 Elements

mySet2 has: 2 Elements

The array:[B, C]

**LinkedHashSet-2**

Java LinkedHashSet class is a Hash table and Linked list implementation of the set interface. It inherits HashSet class and implements Set interface.

The important points about Java LinkedHashSet class are:

* Contains unique elements only like HashSet.
* Provides all optional set operations, and permits null elements.
* Maintains insertion order.
* HashSet doesn’t maintain any kind of order of its elements.
* TreeSet sorts the elements in ascending order.
* LinkedHashSet maintains the insertion order. Elements gets sorted in the same sequence in which they have been added to the Set.

**Example**

import java.util.\*;

class Book {

int id;

String name,author,publisher;

int quantity;

public Book(int id, String name, String author, String publisher, int quantity) {

this.id = id;

this.name = name;

this.author = author;

this.publisher = publisher;

this.quantity = quantity;

}

}

public class LinkedHashSetExample {

public static void main(String[] args) {

LinkedHashSet<Book> hs=new LinkedHashSet<Book>();

//Creating Books

Book b1=new Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

Book b2=new Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

Book b3=new Book(103,"Operating System","Galvin","Wiley",6);

//Adding Books to hash table

hs.add(b1);

hs.add(b2);

hs.add(b3);

//Traversing hash table

for(Book b:hs){

System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

}

}

}

**Output:**

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

**TreeSet-3**

Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements NavigableSet interface. The objects of TreeSet class are stored in ascending order.

TreeSet is similar to HashSet except that it sorts the elements in the ascending order while HashSet doesn’t maintain any order. TreeSet allows null element but like HashSet it doesn’t allow. Like most of the other collection classes this class is also not synchronized, however it can be synchronized explicitly like this: SortedSet s = Collections.synchronizedSortedSet(new TreeSet(...));

The important points about Java TreeSet class are:

* Contains unique elements only like HashSet.
* Access and retrieval times are quiet fast.
* Maintains ascending order

**Example:-**

Let's see a TreeSet example where we are adding books to set and printing all the books. The elements in TreeSet must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in TreeSet, you need to implement Comparable interface.

import java.util.\*;

class Book implements Comparable<Book>{

int id;

String name,author,publisher;

int quantity;

public Book(int id, String name, String author, String publisher, int quantity) {

this.id = id;

this.name = name;

this.author = author;

this.publisher = publisher;

this.quantity = quantity;

}

public int compareTo(Book b) {

if(id>b.id){

return 1;

}else if(id<b.id){

return -1;

}else{

return 0;

}

}

}

public class TreeSetExample {

public static void main(String[] args) {

Set<Book> set=new TreeSet<Book>();

//Creating Books

Book b1=new Book(121,"Let us C","Yashwant Kanetkar","BPB",8);

Book b2=new Book(233,"Operating System","Galvin","Wiley",6);

Book b3=new Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

//Adding Books to TreeSet

set.add(b1);

set.add(b2);

set.add(b3);

//Traversing TreeSet

for(Book b:set){

System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

}

}

}

**Output:**

101 Data Communications & Networking Forouzan Mc Graw Hill 4

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

**Hashset vs HashMap**

|  |  |
| --- | --- |
| **HashSet** | **HashMap** |
| HashSet implements Set interface. | HashMap implements Map interface. |
| HashSet stores the data as objects. | HashMap stores the data as key-value pairs. |
| HashSet internally uses HashMap. | HashMap internally uses an array of Entry<K, V> objects. |
| HashSet doesn’t allow duplicate elements. | HashMap doesn’t allow duplicate keys, but allows duplicate values. |
| HashSet allows only one null element. | HashMap allows one null key and multiple null values. |
| Insertion operation requires only one object. | Insertion operation requires two objects, key and value. |
| HashSet is slightly slower than HashMap. | HashMap is slightly faster than HashSet. |

**HashMap vs Hashtable**

|  |  |
| --- | --- |
| **HashSet** | **HashTable** |
| HashMap is not synchronized and therefore it is not thread safe. | HashTable is internally synchronized and therefore it is thread safe. |
| HashMap allows maximum one null key and any number of null values. | HashTable doesn’t allow null keys and null values. |
| Iterators returned by the HashMap are fail-fast in nature. | Enumeration returned by the HashTable are fail-safe in nature. |
| HashMap extends AbstractMap class. | HashTable extends Dictionary class. |
| HashMap returns only iterators to traverse. | HashTable returns both Iterator as well as Enumeration for traversal. |
| HashMap is fast | HashTable is slow. |
| HashMap is not a legacy class. | HashTable is a legacy class. |
| HashMap is preferred in single threaded applications. If you want to use HashMap in multi threaded application, wrap it using Collections.synchronizedMap() method. | Although HashTable is there to use in multi threaded applications, now a days it is not at all preferred. Because, ConcurrentHashMap is better option than HashTable. |

**HashSet Vs LinkedHashSet Vs TreeSet**

|  |  |  |  |
| --- | --- | --- | --- |
| **Points** | **HashSet** | **LinkedHashSet** | **TreeSet** |
| How they work internally? | HashSet uses HashMap internally to store it’s elements. | LinkedHashSet uses  LinkedHashMap internally to store it’s elements. | TreeSet uses TreeMap internally to store it’s elements. |
| Order Of Elements | HashSet doesn’t maintain any order of elements. | LinkedHashSet maintains insertion order of elements. i.e elements are placed as they are inserted. | TreeSet orders the elements according to supplied Comparator. If no comparator is supplied, elements will be placed in their natural ascending order. |
| Performance | HashSet gives better performance than the LinkedHashSet and TreeSet. | The performance of LinkedHashSet is between HashSet and TreeSet. It’s performance is almost similar to HashSet. But slightly in the slower side as it also maintains LinkedList internally to maintain the insertion order of elements. | TreeSet gives less performance than the HashSet and LinkedHashSet as it has to sort the elements after each insertion and removal operations. |
| Insertion, Removal And Retrieval Operations | HashSet gives performance of order O(1) for insertion, removal and retrieval operations. | LinkedHashSet also gives performance of order O(1) for insertion, removal and retrieval operations. | TreeSet gives performance of order O(log(n)) for insertion, removal and retrieval operations. |
| How they compare the elements? | HashSet uses equals() and hashCode() methods to compare the elements and thus removing the possible duplicate elements. | LinkedHashSet also uses equals() and hashCode() methods to compare the elements. | TreeSet uses compare() or compareTo() methods to compare the elements and thus removing the possible duplicate elements. It doesn’t use equals() and hashCode() methods for comparision of elements. |
| Null elements | HashSet allows maximum one null element. | LinkedHashSet also allows maximum one null element. | TreeSet doesn’t allow even a single null element. If you try to insert null element into TreeSet, it throws NullPointerException. |
| Memory Occupation | HashSet requires less memory than LinkedHashSet and TreeSet as it uses only HashMap internally to store its elements. | LinkedHashSet requires more memory than HashSet as it also maintains LinkedList along with HashMap to store its elements. | TreeSet also requires more memory than HashSet as it also maintains Comparator to sort the elements along with the TreeMap. |
| When To Use? | Use HashSet if you don’t want to maintain any order of elements. | Use LinkedHashSet if you want to maintain insertion order of elements. | Use TreeSet if you want to sort the elements according to some Comparator. |

**Map**

A map contains values on the basis of key i.e. key and value pair. Each key and value pair is known as an entry. Map contains only unique keys.

Map is useful if you have to search, update or delete elements on the basis of key.

* Given a key and a value, you can store the value in a Map object. After the value is stored, you can retrieve it by using its key.
* Several methods throw a NoSuchElementException when no items exist in the invoking map.
* A ClassCastException is thrown when an object is incompatible with the elements in a map.
* A NullPointerException is thrown if an attempt is made to use a null object and null is not allowed in the map.
* An UnsupportedOperationException is thrown when an attempt is made to change an unmodifiable map.

A Map is an object that maps keys to values. A map cannot contain duplicate keys. There are three main implementations of Map interfaces:

**HashMap, TreeMap, and LinkedHashMap:-**

* HashMap: it makes no guarantees concerning the order of iteration
* TreeMap: It stores its elements in a red-black tree, orders its elements based on their values; it is substantially slower than HashMap.
* LinkedHashMap: It orders its elements based on the order in which they were inserted into the set (insertion-order).

**Useful methods of Map interface:-**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object put(Object key, Object value) | It is used to insert an entry in this map. |
| void putAll(Map map) | It is used to insert the specified map in this map. |
| Object remove(Object key) | It is used to delete an entry for the specified key. |
| Object get(Object key) | It is used to return the value for the specified key. |
| pboolean containsKey(Object key) | It is used to search the specified key from this map. |
| Set keySet() | It is used to return the Set view containing all the keys. |
| Set entrySet() | It is used to return the Set view containing all the keys and values. |

**Map.Entry Interface**

Entry is the sub interface of Map. So we will be accessed it by Map. Entry name. It provides methods to get key and value.

Methods of Map.Entry interface.

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object getKey() | It is used to obtain key. |
| Object getValue() | It is used to obtain value. |

**HashMap-1**

Java HashMap class implements the map interface by using a hashtable. It inherits AbstractMap class and implements Map interface.

**The important points about Java HashMap are:**

* A HashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains no order.
* It is a Map based collection class that is used for storing Key & value pairs. This class makes no guarantees as to the order of the map.
* It is similar to the Hashtable class except that it is unsynchronized.

**HashMap Class Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| boolean isEmpty() | It is used to return true if this map contains no key-value mappings. |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| Object put(Object key, Object value) | It is used to associate the specified value with the specified key in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

**Example:-1**

package beginnersbook.com;

import java.util.HashMap;

import java.util.Map;

import java.util.Iterator;

import java.util.Set;

public class Details {

public static void main(String args[]) {

/\* This is how to declare HashMap \*/

HashMap<Integer, String> hmap = new HashMap<Integer, String>();

/\*Adding elements to HashMap\*/

hmap.put(12, "Chaitanya");

hmap.put(2, "Rahul");

hmap.put(7, "Singh");

hmap.put(49, "Ajeet");

hmap.put(3, "Anuj");

/\* Display content using Iterator\*/

Set set = hmap.entrySet();

Iterator iterator = set.iterator();

while(iterator.hasNext()) {

Map.Entry mentry = (Map.Entry)iterator.next();

System.out.print("key is: "+ mentry.getKey() + " & Value is: ");

System.out.println(mentry.getValue());

}

/\* Get values based on key\*/

String var= hmap.get(2);

System.out.println("Value at index 2 is: "+var);

/\* Remove values based on key\*/

hmap.remove(3);

System.out.println("Map key and values after removal:");

Set set2 = hmap.entrySet();

Iterator iterator2 = set2.iterator();

while(iterator2.hasNext()) {

Map.Entry mentry2 = (Map.Entry)iterator2.next();

System.out.print("Key is: "+mentry2.getKey() + " & Value is: ");

System.out.println(mentry2.getValue());

}

}

}

**Output:**

key is: 49 & Value is: Ajeet

key is: 2 & Value is: Rahul

key is: 3 & Value is: Anuj

key is: 7 & Value is: Singh

key is: 12 & Value is: Chaitanya

Value at index 2 is: Rahul

Map key and values after removal:

Key is: 49 & Value is: Ajeet

Key is: 2 & Value is: Rahul

Key is: 7 & Value is: Singh

Key is: 12 & Value is: Chaitanya

**Example-2 Books**

import java.util.\*;

class Book {

int id;

String name,author,publisher;

int quantity;

public Book(int id, String name, String author, String publisher, int quantity) {

this.id = id;

this.name = name;

this.author = author;

this.publisher = publisher;

this.quantity = quantity;

}

}

public class MapExample {

public static void main(String[] args) {

//Creating map of Books

Map<Integer,Book> map=new HashMap<Integer,Book>();

//Creating Books

Book b1=new Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

Book b2=new Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

Book b3=new Book(103,"Operating System","Galvin","Wiley",6);

//Adding Books to map

map.put(1,b1);

map.put(2,b2);

map.put(3,b3);

//Traversing map

for(Map.Entry<Integer, Book> entry:map.entrySet()){

int key=entry.getKey();

Book b=entry.getValue();

System.out.println(key+" Details:");

System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

}

}

}

**Output:**

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

**TreeMap -2**

TreeMap is Red-Black tree based NavigableMap implementation. It is sorted according to the natural ordering of its keys.

The important points about Java TreeMap class are:

* It implements Map interface similar to HashMap class.
* The main difference between them is that HashMap is an unordered collection while TreeMap is sorted in the ascending order of its keys.
* It is unsynchronized collection class which means it is not suitable for thread-safe operations until unless synchronized explicitly.
* It implements the Map interface by using a tree. It provides an efficient means of storing key/value pairs in sorted order.
* It contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* It contains only unique elements.
* It cannot have null key but can have multiple null values.
* It is same as HashMap instead maintains ascending order.

**Methods of Java TreeMap class-**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| Object firstKey() | It is used to return the first (lowest) key currently in this sorted map. |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| Object lastKey() | It is used to return the last (highest) key currently in this sorted map. |
| Object remove(Object key) | It is used to remove the mapping for this key from this TreeMap if present. |
| void putAll(Map map) | It is used to copy all of the mappings from the specified map to this map. |
| Set entrySet() | It is used to return a set view of the mappings contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

**Example-1**

import java.util.TreeMap;

import java.util.Set;

import java.util.Iterator;

import java.util.Map;

public class Details {

public static void main(String args[]) {

/\* This is how to declare TreeMap \*/

TreeMap<Integer, String> tmap =

new TreeMap<Integer, String>();

/\*Adding elements to TreeMap\*/

tmap.put(1, "Data1");

tmap.put(23, "Data2");

tmap.put(70, "Data3");

tmap.put(4, "Data4");

tmap.put(2, "Data5");

/\* Display content using Iterator\*/

Set set = tmap.entrySet();

Iterator iterator = set.iterator();

while(iterator.hasNext()) {

Map.Entry mentry = (Map.Entry)iterator.next();

System.out.print("key is: "+ mentry.getKey() + " & Value is: ");

System.out.println(mentry.getValue());

}

}

}

**Output:**

key is: 1 & Value is: Data1

key is: 2 & Value is: Data5

key is: 4 & Value is: Data4

key is: 23 & Value is: Data2

key is: 70 & Value is: Data3

**Example-2**

import java.util.\*;

class Book {

int id;

String name,author,publisher;

int quantity;

public Book(int id, String name, String author, String publisher, int quantity) {

this.id = id;

this.name = name;

this.author = author;

this.publisher = publisher;

this.quantity = quantity;

}

}

public class MapExample

{

public static void main(String[] args) {

//Creating map of Books

Map<Integer,Book> map=new TreeMap<Integer,Book>();

//Creating Books

Book b1=new Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

Book b2=new Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

Book b3=new Book(103,"Operating System","Galvin","Wiley",6);

//Adding Books to map

map.put(2,b2);

map.put(1,b1);

map.put(3,b3);

//Traversing map

for(Map.Entry<Integer, Book> entry:map.entrySet()){

int key=entry.getKey();

Book b=entry.getValue();

System.out.println(key+" Details:");

System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

}

}

}

**Output:**

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

**LinkedHashMap-3**

It is a Hash table and linked list implementation of the Map interface, with predictable iteration order. This implementation differs from HashMap in that it maintains a doubly-linked list running through all of its entries. This linked list defines the iteration ordering, which is normally the order in which keys were inserted into the map (insertion-order).

**The important points about Java LinkeHashMap class are:**

* A LinkedHashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It is same as HashMap instead maintains insertion order.
* HashMap doesn’t maintain any order.
* TreeMap sort the entries in ascending order of keys.
* LinkedHashMap maintains the insertion order.

**Example-1**

import java.util.LinkedHashMap;

import java.util.Set;

import java.util.Iterator;

import java.util.Map;

public class LinkedHashMapDemo {

public static void main(String args[]) {

// HashMap Declaration

LinkedHashMap<Integer, String> lhmap =

new LinkedHashMap<Integer, String>();

//Adding elements to LinkedHashMap

lhmap.put(22, "Abey");

lhmap.put(33, "Dawn");

lhmap.put(1, "Sherry");

lhmap.put(2, "Karon");

lhmap.put(100, "Jim");

// Generating a Set of entries

Set set = lhmap.entrySet();

// Displaying elements of LinkedHashMap

Iterator iterator = set.iterator();

while(iterator.hasNext()) {

Map.Entry me = (Map.Entry)iterator.next();

System.out.print("Key is: "+ me.getKey() +

"& Value is: "+me.getValue()+"\n");

}

}

}

**Output:**

Key is: 22& Value is: Abey

Key is: 33& Value is: Dawn

Key is: 1& Value is: Sherry

Key is: 2& Value is: Karon

Key is: 100& Value is: Jim

**Example-2**

import java.util.\*;

class Book

{

int id;

String name,author,publisher;

int quantity;

public Book(int id, String name, String author, String publisher, int quantity) {

this.id = id;

this.name = name;

this.author = author;

this.publisher = publisher;

this.quantity = quantity;

}

}

public class MapExample

{

public static void main(String[] args) {

//Creating map of Books

Map<Integer,Book> map=new LinkedHashMap<Integer,Book>();

//Creating Books

Book b1=new Book(101,"Let us C","Yashwant Kanetkar","BPB",8);

Book b2=new Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);

Book b3=new Book(103,"Operating System","Galvin","Wiley",6);

//Adding Books to map

map.put(2,b2);

map.put(1,b1);

map.put(3,b3);

//Traversing map

for(Map.Entry<Integer, Book> entry:map.entrySet()){

int key=entry.getKey();

Book b=entry.getValue();

System.out.println(key+" Details:");

System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);

}

}

}

**Output:**

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

3 Details:

103 Operating System Galvin Wiley 6

**LinkedHashMap vs TreeMap vs HashMap**

|  |  |  |  |
| --- | --- | --- | --- |
| **s** | **HashMap** | **LinkedHashMap** | **TreeMap** |
|  | Extends AbstractMap class. | Extends HashMap class. | Extends AbstractMap class. |
|  | Implements Map interface. | Implements Map interface. Implementation of Hash Table and Linked List. | Implements NavigableMap and SortedMap interfaces. |
|  | Provide constant time performance for ‘get’ and ‘put’ operations. | Maintains a doubly-linked list | Underlying data structure is Red-Black Tree. |
|  | No Iteration Order. | Iteration takes place in the order in which the entries were put into the map. | Insertion order is not maintained. Sorted according to the natural order of keys. |
|  | Key can be null. | Value can be null. | Key can’t be null; if it’s null, java.lang.NullPointerException occurs. |
|  | Value can be null. | Value can be null. | Value can be null. |
|  | Fail-fast. | Fail-fast. | Fail-fast behavior is not guaranteed always. |
|  | Duplicate keys are not allowed. | Duplicate keys are not allowed. | Duplicate keys are not allowed. |
|  | Implementation is not synchronized. | Implementation is not synchronized. | Implementation is not synchronized. |
| Ordering and Sorting | HashMap doesn't provide any ordering guarantee for entries, which means, you can not assume any order while iterating over keys and values of HashMap. This behavior of HashMap is similar to Hashtable while other two Map implementation provides ordering guarantee. | LinkedHashMap can be used to maintain insertion order, on which keys are inserted into Map or it can also be used to maintain an access order, on which keys are accessed. This provides LinkedHashMap an edge over HashMap without compromising too much performance | TreeMap provides you complete control over sorting elements by passing custom Comparator of your choice, but with the expense of some performance. Since entries are stored in a tree-based data structure, it provides lower performance than HashMap and LinkedHashMap. |
| Null keys and Values | HashMap allows one null key and multiple null values. It keeps null key based entries on index[0] on an internal bucket. If you look at the put() method of HashMap, you can see, it doesn't throw NullPointerException for null keys | LinkedHashMap is a subclass of HashMap, it also allows null keys and values. | TreeMap, which sorts elements in natural order doesn't allow null keys because compareTo() method throws NullPointerException if compared with null. If you are using TreeMap with user defined Comparator than it depends upon the implementation of compare() method. |

**Differences between List, Set, Map**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **#** | **Property** | **java.util.List** | **java.util.Set** | **java.util.Map** |
| 1 | Duplicate elements | List **allows to store duplicate elements** in java. | Set does ***not allow to store duplicate elements*** in java*.* | Map stores data in form of ***key-value pair*** *it does not allow to store duplicate keys but allows duplicate values* in java*.* |
| 2 | Insertion order | java.util.List is ordered collection it **maintain insertion order** in java. | Most of the java.util.Set implementation does not maintain insertion order. HashSet does not maintains insertion order in java. Thought LinkedHashSet maintains insertion order in java. TreeSet is sorted by natural order in java. | Most of the java.util.Map implementation does not maintain insertion order. HashMap does not maintains insertion order in java. Thought LinkedHashMap maintains insertion order of keys in java. TreeMap is sorted by natural order of keys in java. |
| 3 | Null keys | List allows to store **many null keys** in java. | Most of the Set implementations allow to add only one null in java. TreeSet and ConcurrentSkipListSet does not allow to add null in java. | Lets look at Map implementations - HashMap allows one null key and many null values. LinkedHashMap allows one null key and many null values. TreeMap doesn't allow null key but allow many null values. Hashtable doesn't allow null key or null values. ConcurrentHashMap doesn't allow null key or null values. ConcurrentSkipListMap doesn't allow null key or null values. |
| 4 | Getting element on specific **index** | List implementations provide get method to get element on specific index in java.  ArrayList, Vector, copyOnWriteArrayList and LinkedList provides - get(int index) Method returns element on specified index. Get method directly gets element on specified index. | Set implementations does not provide any such get method to get element on specified index in java. | Map implementations does not provide any such get method to get element on specified index in java. |
| 5 | Implementing classes | ArrayList, LinkedList, Vector, CopyOnWriteArrayList classes implements List interface in java. | HashSet, CopyOnWriteArraySet, LinkedHashSet, TreeSet, ConcurrentSkipListSet, EnumSet classes implements Set interface in java. | HashMap, Hashtable, ConcurrentHashMap,  LinkedHashMap,  TreeMap,  ConcurrentSkipListMap,  IdentityHashMap,WeakHashMap,  EnumMap classes implements Map interface in java. |
| 6 | listIterator | listIterator method returns listIterator to iterate over elements in List in java. listIterator provides additional methods as compared to iterator like hasPrevious(), previous(), nextIndex(), previousIndex(), add(E element), set(E element) | Set does not provide anything like listIterator. It simply return Iterator in java. | Map provides three type of iterators: - map.keySet().iterator() method returns iterator to iterate over keys in HashMap map.values().iterator() method returns iterator to iterate over keys in HashMap in java. map.entrySet().iterator() method returns iterator to iterate over keys in HashMap. |
| 7 | Structure and resizable | List are Resizable-array implementation of the java.util.**List** interface in java. | Set uses Map for their implementation. Hence, structure is map based and resizing depends on Map implementation. Example > HashSet internally uses HashMap. | [Map uses hashing technique for storing key-value pairs.](http://www.javamadesoeasy.com/2015/04/map-hierarchy-in-java-detailed-hashmap.html) |
| 8 | Index based structure /RandomAccess | As ArrayList uses array for implementation it is index based structure, hence provides random access to elements.But LinkedList is not indexed based structure in java. | Set is not index based structure at all in java. | Map is not index based structure at all in java. |
| 9 | unsynchronized implementations | ArrayList, LinkedList | HashSet, LinkedHashSet, TreeSet, EnumSet | HashMap,  LinkedHashMap,  TreeMap,  IdentityHashMap, WeakHashMap,  EnumMap |
| 10 | synchronized implementations | Vector, CopyOnWriteArrayList | CopyOnWriteArraySet, ConcurrentSkipListSet | Hashtable, ConcurrentHashMap, ConcurrentSkipListMap, |