**Что такое Enums**

*"Чай, кофе, капучино?"*

В жизни часто у нас есть выбор из ограниченного количества вариантов. Это можно сравнить с "меню", из которого мы можем выбирать.

Именно **Enum**позволяет создать такое "меню" - ограниченый набор значений, из которого пользователь может выбирать то, что ему нужно.

Как представить такое "меню" в коде? Как говорится, лучше один раз увидеть:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | public enum myEnum {      WINTER,      SUMMER,      SPRING,      FALL;  } |

Вот мы и создали наш первый **Enum**! Выглядит просто, правда?

Давайте обратим внимание на ключевые моменты:

* **Enum**- это отдельная структура. Он может находится в отдельном файле, а может быть частью класса. Но при этом enum не обязательно должен лежать в каком-либо классе. При таком подходе мы как бы создаем еще один класс, только вместо слова "class" пишем "enum". Посмотрите - даже в IDE они выделены отдельно:
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* У **enum-ов**есть модификатор доступа. Если Ваш **enum** не лежит внутри какого-нибудь класса, он должен быть объявлен **public**. Если сделать его **private**, Вы получите ошибку:
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И правильно - как тогда им пользоваться?

Если же **enum** будет "внутри" класса, он может быть объявлен **private**:

![https://vertex-academy.com/tutorials/wp-content/uploads/2018/05/Enums-java-private.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQ4AAACKCAMAAABsOVTtAAABUFBMVEX////w8PD16b6AgIDQ0NAAIH7n5+f9/f6SkpKBgYHW1taKioq5ubn4+PiWlpbCwsLu7u6oqKiFhYWvr6/j4+O+vr7a2tqampq8vLyPj4/Kysr6+vvr6+sAJILz8/PGxsaxsbGqqqpLWqaHh4f19fXg4OC2tradnZ2MjIzZz7asrKygoKD5+frOzs59hb6jo6Px8vkMMIzh4eHc3NynrNSRl8lvebdWYqsYNZFfa7Dp6emzt9l4gbshOpQBKIY9TqDx5L3o3Ls8SI7O0ealpaU1SJwCAgLt7vfh4/G0s7JgZJhHUJADLIrn6PPW2OrAw+BmcbNDU6Lc3u7HyuMfNYgYGBi5vNycos6gnKdSWZM7OzuiqNFsb5oNLYUkJCT29vuLksTAuLB5eZ3FvbFSUlIwMDCSkKSFg6AqQJcuPoussdaZn82GjcLPxrRJSUltbW1A5M6SAAAJ6UlEQVR42uzZeVcSURjH8R9cHmfYN1EWBxDRcEFBdhUUzSz3zMpKyzbbe/9/difuPTJxzDohUM33FNdHOXr8HBjRBxZjNvzfmRwmh8lhcpgcJofJYagHHNZfDv9YJsfvcqydvNaPLycnJ61Ze3IFx36xWMRvplgUYDibTeO6pp6/7bxT7zmmaVs/3mlELQ7auYLjvEGEn3fLqcARiEJiuJyqcxiFBL+5rq9OdNQ3Dt46XftkWb2OY1QdwbgqOeAddSNuAaBez/E0iI56wjF9fLqunVqbx6fWi+PX0/REnyTH9vGxzrP26kz7MA2RMp/XNu9KjpW8lp8HNlKNxqE8JEcoGBv1R4dmASRCcDrAkxzeSMAzCcSDGWdIHpe9TaKj3nAQ7ZzR6yY9sb6il3xaPyO/5Lg4pR1+vKOz0/WXEH2mfHn1geRIzT++TwdYzT8u1SAOyTHisYX8UUQWAbWQZr52DodFsQViCCVj7knIQ7Z0Zwgd9Yjj2HqP3gmO1rQtOOS145ia/E2IqpQDYpIj9+xzjUqo7j7LAfKQHK7MEOcI3cNwBGMs3c4BZdIRGMPUjBuAOGRP37rQWW84uAO3EBxi+oGDPrRfO+h927VDqVKjSvMo7pJ2DnlIjiE/OIfPqUyF4TY+OrzqzFRgGJbxwK1FiEM2nHnoRkc94vhgfU3bTf59b9PL1vTKat2h5iXHmbbWxpHXYtBLUQ5YpkM84xx4UXxPW/KQHIDOgVmHk1NkHGjlWQTmnHGk7bqLO6xCHJc9D6GjHnHQq3W6sB5rF2c6B71bp3tW6yltn3xpnpzQh5MZ7rRzcvoaokNKFcsbQJlqxaMHVNnf5BwrB0c12hPHjxzZzC0AXk8aFs6Ce2HAHYgrXjaMJWDSg9YxED9Z9Gvn+hp/qaHt6Bw73yfr9LZGF19I79ja3CHSvkC0lSJq7AN3aw0qoaJRinNsEjVWII4fOeYC/AbK1IQ6MQxgaWHCi5AzkowMYyYz6nFAHJd9jaCjHnFsr01bec01ays+ddScXrMCstxRrG3ItZCOFHl0ZAm4oaf42j4Ya73PbZFHewsPn7rRUW84bvp3luyoC7+be7KDtScczVfjN82RsCkYwMy/d5gcJofJYXKYHCbHZSaHIZPDkMlhyOQwZHIYMjkMmRyGTA5DJochk8PQ4HHEGhX0KbnWHygOSqGj89Qc/jjVznP0dq3fTiHDH5eiF13g4BS9Xut3PjLwc469evl+owwc1EurWg2H9fohUKw/wlZ9Razul+saVesH2F/Vqp8gklO9lsqfI1cvo1TfKKWqq5XqAVqN+DMzfs+S2O5LjoWsx+MAbg8Bt3ziLoa1fl857hKl8rSBZdLul2t4XKYUcERlFOmZWN1vlKtULu/P5XfnN0l+r3IiquW1FzmqYJ4erFCZf7aK/MKj8YAjFBbbfaizyWQyzg9fVm0tcZ1j4i6GtX6fOeo4oHPOUWm7dtTrqNGWWN2LJ8sylfcfUQ2t5ERV7nAgOXb3qFhZlV84iMiYLSi2+1CD0Wg0DTULJRAXHOIuhrX+jXHY9K7lqGCL/1+m8zaOFdqrrsrVveAokd59tJIT/1eiR5Ijv0UfK5uSIwnV55gR233xZBEO4hB3Maz1+/zo2MQG1ThHqY3jAX2mklzdi0V+kcobGxtHaCUnyZHC4RUccrtv5PAUMGc3cIi1fr85iF8DPgmOXPEZvS8uA7sNOoJc3eOQysW9Pa36+NHKY7QSk+BAdffT7hUccruv2hSe5EiGkGWSowc/WaSHDddw3M/T6gvBsU96daCm38jVPfbfa7SM5V2iRhEiMQmOkqalruCQ232V8RKSYzKSSTolx42t9TtehNlwHcehsoeryuUM495d5aopF4Poyu2+MSUN0Q2u9S1GD65xPQe6UJe2+3Kt37cX6bn5Zfxaf+N2/7c5gCH8u5kcJkePOIZYAUAwssh4ASXMEiiwwizTSywyvWEHY85xHwa0rnIUmP6xzNRQKGIPR7HAgkiwdIJPodBYlAVDoVAszMJBNoUBrascDhYPhpZYAYioAJxOD2Yi4JMHQJJZwFuwKzG7HwNaVzmy9iV2OxFQkGbjQJxN2RXPbfBpBsCo3eVy+eD0+FxsYP8k21UObyYcWfD7gUnmBUbY5MSiPQQU9EkJMJ4lzm+cIxjUusoR9mS8sxNZIMFGOA5zzyaZQ58KwBKbmpub40Yz4yyKQa2rHPcCoyMBexoIsjjgV+GaYD4x2ZgN0I0mYxOzAMayYxi8usoxzrIFdgsOV8buckD1c4MJAJ4MABcbd7m8/C5u+O1uwHPHg8GrqxwLgTn9OjHLeAk3f2uM40CxLwCtdy5AjQBRZgMyd8YxePXtVemb5zEMXv3iUB7exgBm/s5icpgc39o5m9bEoTAKHzkl8caYT8fED2JL1AxYEezOtRT8Ad3MYlbd9//vxpgrzC1DwcHYa3LP5qx9EHOf+8b3m3DYnWfcca6Lw15G5AExO+Wxa8UZCvqy2if4SJkOfR9eD3C564l0IPgiq32Cf+JQ2toGWEUdJo9PHq2qsvYJPkIWA8BiCuTJkG6Sxz9ltVDwkYUUPtZ8QMCDHzlcFhtZLRT8YwYj0V9yCofrMLH20zyV1ULBnwOIOd1zcqyg+wgEdGS1UPCL+MGPurbP2BVJn2PAoVVV0ELBfxJkskO2EiymW26BNFpUZbdR8O1A/ol+bgTfCH7jYnAYHHoJ/iSDrqlF8IdkHm4hXV6d5yMoBHU8ctQn+D7dpfAgXV6d52d5/sPX8chRm+Aj5DMSMZEur87zl1wAWm52qUvw0e1iILyzyyvz/IlIoHHqEPw+Rc5oKF1enedbTIPRyIemqUPwFywOs+nZ5dV5vsO1tW/J9Y8U/BmHf7m8Os+36MLhrk2Cf/r4OLv8p3n+KE83kd0mwZfPF+nyn+b5DxGFi3YJ/lexg4kRfCP49xiDw+AwOL4FR4dlHMCjC6DnAWXpeMK4BY4hw+OUPsMLo7iEEwNV3Uuui+MHB6feeMW+hDMGcC6MPX1ns3UJ/tJ1B9hxvCoAn1ugqqod6J7r4hjxmC3ifLLvlnD6AM4Fa63tSz/14OgzLKf0WdTb9HryEuxUd5Or4ljQLytlUfSEfYQjGUn9t+bQPVfFUV10POcb4MD5gonruucCxhq/11ELjpjZGYrLYFYNFGQBs9b9lH6ZsKvtBfp34HjU/9hhnMVslTM46sPx8faBxubidSbA4lX/41S9y27UvA7Q1Fy2CkniWKCpuWhRlswvrYfwN8fx8v5b2xH8LZfsyXy8O300M//z7Xhbo6n5Fw7zZLkEx/ZV3xchb7/cl2/vaGwuP6Rb+l8AG4UzOI4xOJQYHEoMDiUGhxKDQ4nBocTgUGJwKDE4as0feuJaTfoJOgYAAAAASUVORK5CYII=)

* Все "опции" (а на деле - **объекты**), которые лежат в **enum**-е, принято писать большими буквами. Если написать их маленькими ничего плохого не случится. Мы рекомендуем писать большими буквами, поскольку это общепринятая практика.
* Обратите внимание, что объекты, которые лежат в **enum**-е, пишутся через запятую:
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В конце мы написали точку с запятой.

Концепция понятна - как его применить? Как обратиться к этому **enum**-у? Давайте посмотрим на примере.

**Пример 1**

Мы уже описывали один **enum**выше. Давайте создадим такой же, только для наглядности назовем его не **myEnum**, а **Seasons**("времена года"):

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | public enum Seasons {      WINTER,      SUMMER,      SPRING,      FALL;  } |

Теперь создадим такой **main**:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | public class Test {      public static void main(String[] args) {          System.out.println(Seasons.WINTER);          System.out.println(Seasons.SUMMER);          System.out.println(Seasons.SPRING);          System.out.println(Seasons.FALL);      }  } |

Получим:

![https://vertex-academy.com/tutorials/wp-content/uploads/2018/05/Capture-d%E2%80%99%C3%A9cran-2018-05-18-%C3%A0-18.36.21.png](data:image/png;base64,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)

Отлично! Давайте посмотрим на код внимательнее:

* Когда мы вызываем объекты из **enum**-а, мы сначала пишем название самого **enum**-а, а потом через точку - название объекта:

**Seasons.***WINTER*

Ну а что, если в **enum**-е много объектов? Опять руками писать?

Давайте оптимизируем с помощью **for each**.

**Пример 2**

Если Вы не знаете, что такое **for each**, прочитайте сначала эту статью:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | public class Test {      public static void main(String[] args) {          for (Seasons s : Seasons.values()) {              System.out.println(s);          }      }  } |

Запустим этот код - получим:

![https://vertex-academy.com/tutorials/wp-content/uploads/2018/05/Capture-d%E2%80%99%C3%A9cran-2018-05-18-%C3%A0-19.33.55.png](data:image/png;base64,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)

Что это значит?

* У **enum**-ов есть следующий метод - **values()**. Он возвращает массив значений, которые хранятся в данном **enum**-е.
* С помощью оператора **for each**мы проходимся по этому массиву и выводим его значения.

**Пример 3**

Еще **enum**-ы очень удобно применять в операторах **if** или **switch-case (**[**Урок 16: Условный оператор if в Java. Оператор switch**](https://vertex-academy.com/tutorials/ru/vetvlenie-v-java/)**)**. Можно сказать, что enum-ы созданы для этого! Давайте попробуем.

Давайте считать, что у нас есть такой же **enum**как и в прошлый раз - **enum Seasons**. Запустим используя такой **main**:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | public class Test {      public static void main(String[] args) {          Seasons arg = Seasons.FALL;            switch (arg)          {              case WINTER:              System.out.println("It's winter! Christmas time!"); break;              case SUMMER:                  System.out.println("It's summer! Let's go to the beach!"); break;              case SPRING:                  System.out.println("It's spring! Easter is coming!"); break;              case FALL:                  System.out.println("It's fall! Helloween is coming!"); break;          }      }  } |

Если запустить, в консоли увидим:

![https://vertex-academy.com/tutorials/wp-content/uploads/2018/05/Capture-d%E2%80%99%C3%A9cran-2018-05-18-%C3%A0-19.16.17.png](data:image/png;base64,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)

Комментарии:

* Как видите, мы создали объект типа **enum**:

Seasons arg = Seasons.FALL;

* Потом мы создали оператор **switch**, который печатает сообщение в зависимости от времени года. Обратите внимание - в **case** мы не должны писать полный путь (например, Seasons.FALL), а только название объекта - например, FALL:

case WINTER:

 Абстрактный класс **Enum**появился в 5-й версии Java. Теперь, благодаря абстрактному классу Enum мы можем быстро и легко создавать перечисления без написания повторяющегося кода.

В этой статье мы рассмотрим на конкретных примерах следующее:

**1. К Enum можно применять методы:**

* name() - возвращает имя
* ordinal() - возвращает порядковый номер
* equals()
* hashCode()
* toString()
* finalize()
* clone()
* values()
* valueOf()

**2. Enum реализовывает интерфейс Comparable**

**3. Enum реализовывает интерфейс Serializable**

Иииииии сразу в бой  Создадим простой **enum Color**

|  |  |
| --- | --- |
| 1  2  3 | enum Color {      RED, GREEN, BLUE  } |

Методы name() и ordinal()

У каждого **enum**есть имя и порядковый номер. Получить их можно с помощью методов **name()** и **ordinal()**

|  |  |
| --- | --- |
| 1  2 | System.out.println(Color.RED.name()); //output: RED  System.out.println(Color.RED.ordinal()); //output: 0 |

Посмотрим как это реализовано в классе **Enum**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | public abstract class Enum<E extends java.lang.Enum<E>>          implements Comparable<E>, Serializable {        private final String name;        public final String name() {          return name;      }        private final int ordinal;        public final int ordinal() {          return ordinal;      }        protected Enum(String name, int ordinal) {          this.name = name;          this.ordinal = ordinal;      }  ....  } |

Пояснения:

* Конструктор невидим для разработчиков, но используется самой Java для корректной работы перечислений.

Возникает вопрос, а где же ключевое слово **extends**возле декларации перечисления **Color?** Все дело в ключевом слове **enum**, именно оно даёт понять программе, что вы хотите ***не просто класс, а именно перечисление***, что и дает Вам уйму возможностей.

Методы equals(), hashcode(), toString(), finalize() и clone()

**Enum**переопределяет базовые методы класса **Object.**Так что их можно использовать сразу же в наших перечислениях.

**Пример 1: equals()**

|  |  |
| --- | --- |
| 1  2  3  4  5 | boolean isEqualToItself = Color.RED.equals(Color.RED);  boolean isEqualToDifferentColor = Color.RED.equals(Color.GREEN);    System.out.println(isEqualToItself); //output: true  System.out.println(isEqualToDifferentColor);//output: false |

**Пример 2:  hashCode()**

|  |  |
| --- | --- |
| 1  2  3  4  5 | int hashOfRed = Color.RED.hashCode();  int hashOfGreen = Color.GREEN.hashCode();    System.out.println(hashOfRed); //output would be different every time: 366712642  System.out.println(hashOfGreen); //output would be different every time: 1829164700 |

Поскольку мы использовали hashCode(), каждый раз будет выводиться разное значение, сгенерированное автоматически. Когда мы запускали код, получили числа 366712642 и 1829164700. Вы наверняка получите другие числа.

**Пример 3: toString()**

|  |  |
| --- | --- |
| 1  2 | String red = Color.RED.toString();  System.out.println(red); //output: RED |

Посмотрим как они реализованы в классе **Enum**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | public String toString() {      return name;  }    public final boolean equals(Object other) {      return this==other;  }    public final int hashCode() {      return super.hashCode();  } |

Пояснения:

* метод **toString()** возвращает имя значения перечисления. Назвали значение **WHITE**, это же значение и получим при вызове **toString()**или **name();**
* метод **equals()**сравнивает значения перечислений по ссылкам. Почему? Потому, что значения в перечислениях являются константными (уникальными), существует всего один экземпляр цвета **RED**, один цвета **GREEN** и один **BLUE,**значит ссылка на этот экземпляр будет всего одна, значит их можно сравнивать с помощью **==.**Вы можете сами убедиться в этом, написав **Color.RED** == **Color.RED** или **Color.GREEN** == **COLOR.BLUE**;
* метод **hashCode()**использует стандартную реализацию из класса **Object.**

**Пример 4: finalize(), clone()**

|  |  |
| --- | --- |
| 1  2  3  4  5 | protected final void finalize() { }    protected final Object clone() throws CloneNotSupportedException {      throw new CloneNotSupportedException();  } |

Пояснения:

* метод **finalize()**пустой, а это значит, что не нужно закрывать "ресурсы" перед сборщиком мусора.  Мы говорим о тех "ресурсах", которые используются в try-with-resources. Да и вообще метод **finalize()**пережиток прошлых лет и в **Java 9**данный метод уже помечен как **@Deprecated**(устаревший метод, который уберут в последующих реализациях);
* метод **clone()**мы можем вызвать только внутри самого перечисления т.к. он помечен ключевым словом **protected**. Но даже если мы попытаемся сделать это, то ничего мы не получим, кроме **CloneNotSupportedException.**Нужно это для того чтобы нельзя было создать несколько экземпляров одного и того же перечисления. Ведь в реальной жизни у нас нет двух цифр "1", нет двух значений скорости света, так и с перечислениями.

**Метод values() - позволяет**получить массив всех значений Enum

Сделать это можно с помощью метода **values()**

|  |  |
| --- | --- |
| 1  2 | Color[] colors = Color.values();  System.out.println(Arrays.toString(colors)); //output: [RED, GREEN, BLUE] |

Посмотрим на реализацию метода **values()**в классе **Enum**

|  |  |
| --- | --- |
| 1 | public static E[] values(); |

Пояснения:

* полной реализации метода в классе **Enum**нет, так как он синтетический (искусственно добавляется во время компиляции). Из документации узнаем, что метод просто возвращает массив всех значений перечисления в порядке их объявления.

Метод valueOf() - позволяет получить значения перечисления по его строковому представлению

Для получения значение перечисления по его строковому представлению у **Enums**есть метод **valueOf().**Посмотрим на его использование

|  |  |
| --- | --- |
| 1 | System.out.println(Color.valueOf("RED").ordinal()); //output: 0 |

Если же такого значения в перечислении нет, то мы получим **IllegalStateException**

|  |  |
| --- | --- |
| 1 | Color.valueOf("BLACK"); //output: java.lang.IllegalArgumentException: No enum constant Color.BLACK |

Посмотрим на реализацию метода **valueOf()**в классе **Enum**

|  |  |
| --- | --- |
| 1 | public static E valueOf(String name); |

Пояснения:

* как и в случае с **values()**этот метод тоже синтетический и поэтому полной реализации данного метода в классе **Enum**нет. В официальной документации написано, что метод просто возвращает значение перечисления по его строковому представлению. Проверка строгая, поэтому никаких пробелов вначале, в конце или между буквами не должно быть.

Есть еще один способ получить значение перечисления

|  |  |
| --- | --- |
| 1 | System.out.println(Enum.valueOf(Color.class, "BLUE").ordinal()); //output: 2 |

но он является менее распространённым.

Рассмотрим его подробнее:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | public static <T extends Enum<T>> T valueOf(Class<T> enumType, String name) {      T result = enumType.enumConstantDirectory().get(name);      if (result != null)          return result;      if (name == null)          throw new NullPointerException("Name is null");      throw new IllegalArgumentException(          "No enum constant " + enumType.getCanonicalName() + "." + name);  } |

Пояснения:

* метод **enumConstantDirectory()**возвращает **Map,**где ключ - строковое значение перечисления, а значение - реальное значение перечисления;
* если мы нашли нужное значение в **Map -**возвращаем его;
* если мы передали **null** в метод **valueOf()** - обратно получим **NullPointerException**;
* если же значения, которое мы указали в **valueOf()** нет - мы получим **IllegalArgumentException**.

Enum реализовывает интерфейс Comparable

Что такое интерфейс Comparable мы рассматривали в статье ["Интерфейсы Comparable и Comparator"](https://vertex-academy.com/tutorials/ru/interfejsy-comparable-comparator-java/).

Зачем же Enum реализовывает интерфейс Comparable? Сделано это для того, чтобы перечисления можно было сравнивать друг с другом при сортировке. При этом сравнение происходит по **ordinal()**перечисления. Вспомним порядок объявления значений в **Color**

|  |  |
| --- | --- |
| 1  2  3 | enum Color {      RED, GREEN, BLUE  } |

Теперь посмотрим на сравнение элементов перечисления с помощью метода **compareTo()**

|  |  |
| --- | --- |
| 1  2  3  4 | System.out.println(Color.GREEN.compareTo(Color.RED)); //output: 1  System.out.println(Color.GREEN.compareTo(Color.GREEN)); //output: 0  System.out.println(Color.GREEN.compareTo(Color.BLUE)); //output: -1  System.out.println(Color.RED.compareTo(Color.BLUE)); //output: -2 |

Результат показывает как располагаются значения перечисления относительно друг друга:

* Число **1**означает, что значение **GREEN**находится правее на одну позицию от значения **RED**
* Число **0**означает, что значение **GREEN**равно само себе
* Число **-1** означает, что значение **GREEN**находится левее от значения **BLUE** на одну позицию
* Число **-2** означает, что значение**RED**находится левее от значения **BLUE**на две позиции

А теперь посмотрим на использование в коллекции **List**

|  |  |
| --- | --- |
| 1  2  3  4  5 | List<ColorEnum> colors = new ArrayList<>(List.of(Color.GREEN, Color.RED, Color.BLUE));  System.out.println(colors); //output: [GREEN, RED, BLUE]    Collections.sort(colors);  System.out.println(colors); //output: [RED, GREEN, BLUE] |

Метод **Collections.sort(colors)**отсортировал список **colors**благодаря тому, что **Enum**реализовывают интерфейс **Comparable.**Посмотрим на реализацию метода **compareTo()** в классе **Enum**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | public final int compareTo(E o) {      Enum<?> other = (Enum<?>)o;      Enum<E> self = this;      if (self.getClass() != other.getClass() &&          self.getDeclaringClass() != other.getDeclaringClass())          throw new ClassCastException();      return self.ordinal - other.ordinal;  } |

Пояснения:

* сравнивать перечисления можно только между своими типами. Нельзя сравнивать перечисления типа **Color** с перечислением типа **Car**. Мало того, что компилятор не даст вам это сделать с помощью своих подсказок так еще и в самом методе есть проверка на тип класса перечислений.

Enum реализовывает интерфейс Serializable

Но как и в случае с **clone()**воспользоваться мы им не можем

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | private void readObject(ObjectInputStream in) throws IOException,      ClassNotFoundException {      throw new InvalidObjectException("can't deserialize enum");  }    private void readObjectNoData() throws ObjectStreamException {      throw new InvalidObjectException("can't deserialize enum");  } |

Пояснения:

* причина того, что эти методы приватные да и к тому же бросают исключения при их вызове так же, что и в случае с **clone().**Если бы эта возможность была открыта, тогда легко можно было бы сохранить перечисление в файл, затем считать его обратно и получить на выходе два экземпляра одного значения перечисления. Этот как два значения числа "1".

Но что, если нам недостаточно тех методов, которые предоставляет **enum**? Об этом Вы узнаете в этой статье.

Мы рассмотрим на конкретных примерах следующее:

**1. Конструкторы и переменные**

**2. Методы в перечислениях**

**3. Специальные коллекции для перечислений**

Как и в предыдущей статье, нам понадобится **enum**

|  |  |
| --- | --- |
| 1  2  3 | enum Country {      CANADA, POLAND, GERMANY  } |

Поехали.

**1. Конструкторы и переменные в enum**

У каждой страны есть своя валюта, чтобы её задать необходимо создать конструктор в **enum** **Country**и добавить поле **currency**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | enum Country {      CANADA("CAD"), POLAND("PLN"), GERMANY("EUR");        String currency;        Country(String currency) {          this.currency = currency;      }  } |

Поскольку **enum** - это класс с дополнительными методами, то к нему применяется все то, что вы уже знаете о классах. Т.е. для **enum** можно создавать конструкторы, поля и методы.

Допустим у нас появилась страна, у которой еще нет валюты. В этом случае нам необходимо будет добавить конструктор без параметров, или же **конструктор по умолчанию**.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | enum Country {      CANADA("CAD"),      POLAND("PLN"),      GERMANY("EUR"),      LAOPAPAS,      ZIMKABU();        String currency;        Country(String currency) {          this.currency = currency;      }        Country() {      }  } |

Обратите внимание на значения **LAOPAPAS**и**ZIMKABU()**. Использовать конструктор по умолчанию - можно и так и так.

Пример использования **enum** **Currency**

|  |  |
| --- | --- |
| 1  2  3 | for (Country country : Country.values()) {      System.out.println(country + ", " + country.currency);  } |

Вывод в консоль:

|  |  |
| --- | --- |
| 1  2  3  4  5 | CANADA, CAD  POLAND, PLN  GERMANY, EUR  LAOPAPAS, null  ZIMKABU, null |

Поля и методы в перечислениях как и в классах могут иметь модификаторы доступа **private, protected, default, public,**а вот конструкторы в перечислениях всегда будут иметь модификатор  **private.**При попытке указать другой модификатор мы получим ошибку компиляции.

|  |  |
| --- | --- |
| 1  2  3 | public Country(String currency) { // Modifier 'public' is not allowed here      this.currency = currency;  } |

**2. Методы в перечислениях**

В перечислениях можно использовать как обычные (общие) так и абстрактные методы, чтобы задать уникальную логику каждому значению перечисления.

Общие методы в перечислениях

Добавим в перечисление метод **hasCurrency(),**который будет возвращать **true** или **false** в зависимости от того, есть валюта у страны или нет

|  |  |
| --- | --- |
| 1  2  3  4  5 | ...      boolean hasCurrency() {          return currency != null;      }  } |

И рассмотрим использование

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | for (Country country : Country.values()) {      if (country.hasCurrency()) {          System.out.println(country + " has currency, it's " + country.currency);      } else {          System.out.println(country + " has no currency");      }  } |

Вывод в консоль

|  |  |
| --- | --- |
| 1  2  3  4  5 | CANADA has currency, it's CAD  POLAND has currency, it's PLN  GERMANY has currency, it's EUR  LAOPAPAS has no currency  ZIMKABU has no currency |

Абстрактные методы в перечислениях

С абстрактными методами немного сложнее, добавим абстрактный метод **void sayHello()**

|  |  |
| --- | --- |
| 1  2  3 | ....      abstract void sayHello();  } |

Теперь нам нужно реализовать этот метод **во всех значениях перечисления**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | CANADA("CAD") {      @Override      void sayHello() {          System.out.println("Hello");      }  },  POLAND("PLN") {      @Override      void sayHello() {          System.out.println("Cześć");      }  },  GERMANY("EUR") {      @Override      void sayHello() {          System.out.println("Hallo");      }  },  LAOPAPAS {      @Override      void sayHello() {          System.out.println("Lapapioooo");      }  },  ZIMKABU() {      @Override      void sayHello() {          System.out.println("Shakalaka");      }  }; |

И посмотрим на использование этого метода.

|  |  |
| --- | --- |
| 1  2  3  4 | for (Country country : Country.values()) {      System.out.print(country + " ");      country.sayHello();  } |

Вывод в консоль

|  |  |
| --- | --- |
| 1  2  3  4  5 | CANADA Hello  POLAND Cześć  GERMANY Hallo  LAOPAPAS Lapapioooo  ZIMKABU Shakalaka |

Если же мы оставим одно значение не переопределённым то получим ошибку компиляции

|  |  |
| --- | --- |
| 1 | ZIMKABU(); 'Country' is abstract; cannot be instantiated |

**3. Специальные коллекции для перечислений**

Никто нам не запрещает использовать такие коллекции как **ArrayList** или **HashSet** вместе с перечислениями, это будет работать точно так же как и с другими значениями. Но раз уж мы знаем наперед значения перечислений, знаем их количество и знаем, что новые значения не будут добавляться в перечисление в работе приложения(в **Runtime**) т.к. это невозможно,  то разработчики придумали специальную коллекцию для них. Эта коллекция работает быстрее и эффективнее обычных, используя, особенности перечислений, которые мы только что описали выше. Эта коллекция называется **EnumSet**. При работе с enum хорошей практикой является использовать именно коллекцию  **EnumSet**вместо стандартных коллекций.

Примеры создания EnumSet.

**Пример 1**

Метод **allOf()** создает **EnumSet** из всех значений заданого перечисления:

|  |  |
| --- | --- |
| 1  2 | EnumSet <Country> countries = EnumSet.allOf(Country.class);  System.out.println(countries); //output: [CANADA, POLAND, GERMANY, LAOPAPAS, ZIMKABU] |

**Пример 2**

Метод **of()**создает **EnumSet**,который содержит заданные значения. Метод перегружен, принимая от одного значения до 5 и еще раз перегружен методом **of(E first, E... rest),**который принимает сколько угодно значений. Всё это нужно для оптимизации и быстродействия **EnumSet:**

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | EnumSet.of(GERMANY);  EnumSet.of(GERMANY, CANADA);  EnumSet.of(GERMANY, CANADA, POLAND);  EnumSet.of(GERMANY, CANADA, POLAND, LAOPAPAS);  EnumSet.of(GERMANY, CANADA, POLAND, LAOPAPAS, ZIMKABU);  EnumSet.of(GERMANY, CANADA, POLAND, LAOPAPAS, ZIMKABU, GERMANY); |

**Пример 3**

Метод **range()**создает **EnumSet**,который содержит все значения перечисления между указанными значениями:

|  |  |
| --- | --- |
| 1  2 | EnumSet<Country> range = EnumSet.range(CANADA, GERMANY);  System.out.println(range); //output: [CANADA, POLAND, GERMANY] |

**Пример 4**

Метод **copyOf()**возвращает копию указанного **EnumSet,**либо же копию любой другой коллекции этого перечисления:

|  |  |
| --- | --- |
| 1  2  3  4 | EnumSet<Country> canadaSet = EnumSet.of(CANADA);  Set<Country> germanySet = Set.of(GERMANY);  EnumSet<Country> canadaSetCopy = EnumSet.copyOf(canadaSet);  EnumSet<Country> germanySetCopy = EnumSet.copyOf(germanySet); |

**Пример 5**

Метод **complementOf()**создает **EnumSet** из элементов  которые **НЕ** содержатся в изначальной коллекции:

|  |  |
| --- | --- |
| 1  2  3 | EnumSet<Country> initialSet = EnumSet.of(CANADA, POLAND, GERMANY);  EnumSet<Country> complement = EnumSet.complementOf(initialSet);  System.out.println(complement); //output: [LAOPAPAS, ZIMKABU] |

**Пример 6**

Метод **noneOf()**возвращает пустой **EnumSet**заданного типа:

|  |  |
| --- | --- |
| 1  2 | EnumSet<Country> noneOf = EnumSet.noneOf(Country.class);  System.out.println(noneOf); //output: [] |

**P.S.**

На самом деле **EnumSet**это абстрактный класс у которого 2 реализации – **RegularEnumSet** и **JumboEnumSet.**Выбор реализации определяется в методах создания **EnumSet**:

- если количество элементов в перечислении, из которого вы хотите создать **EnumSet,**не превышает 64 то выбран будет **RegularEnumSet**,

- если элементов больше 64 - будет выбран **JumboEnumSet**.

Почему именно 64 элемента?

Потому что в **RegularEnumSet** все значения перечисления умещаются в одну переменную типа **long,**максимальное колличество битов в котором равно 64. Все операции в **RegularEnumSet**  основаны на [булевой логике.](https://ru.wikipedia.org/wiki/%D0%91%D1%83%D0%BB%D0%B5%D0%B2%D0%B0_%D0%B0%D0%BB%D0%B3%D0%B5%D0%B1%D1%80%D0%B0)

В **JumboEnumSet** также используется булевая логика, но вместе с массивом значений.