**Автоматическая настройка Spring Boot OAuth2 (с использованием Устаревшего стека)**

Spring Boot имеет специальную поддержку автоконфигурации для OAuth2.

Поддержка [OAuth Spring Security,](https://docs.spring.io/spring-security-oauth2-boot/docs/current/reference/html5/) которая входила в Spring Boot 1.x, была удалена в более поздних версиях загрузки вместо первоклассной поддержки OAuth, которая поставляется вместе с [Spring Security 5](https://docs.spring.io/spring-security/site/docs/current/reference/html5/" \l "oauth2) . Мы увидим, как это использовать, в следующем разделе.

Для устаревшего стека (с использованием Spring Security OAuth) сначала нам нужно добавить зависимость Maven, чтобы начать настройку нашего приложения:

<**dependency**>

<**groupId**>org.springframework.security.oauth</**groupId**>

<**artifactId**>spring-security-oauth2</**artifactId**>

</**dependency**>

Эта зависимость включает набор классов, способных запускать механизм *автоконфигурации,* определенный в классе *OAuth2AutoConfiguration*.

Теперь у нас есть несколько вариантов продолжения, в зависимости от области применения нашего приложения.

**5.1. Автоконфигурация сервера авторизации OAuth2**

Если мы хотим, чтобы наше приложение было поставщиком OAuth2, мы можем использовать *@EnableAuthorizationServer* .

При запуске мы заметим в журналах, что классы автоконфигурации будут генерировать идентификатор клиента и секрет клиента для нашего сервера авторизации и, конечно же, случайный пароль для базовой аутентификации.

Using default security password: a81cb256-f243-40c0-a585-81ce1b952a98

security.oauth2.client.client-id = 39d2835b-1f87-4a77-9798-e2975f36972e

security.oauth2.client.client-secret = f1463f8b-0791-46fe-9269-521b86c55b71

Эти учетные данные можно использовать для получения токена доступа:

curl -X POST -u 39d2835b-1f87-4a77-9798-e2975f36972e:f1463f8b-0791-46fe-9269-521b86c55b71 \

-d grant\_type=client\_credentials

-d username=user

-d password=a81cb256-f243-40c0-a585-81ce1b952a98 \

-d scope=write http://localhost:8080/oauth/token

В нашей [другой статье вы](https://www.baeldung.com/rest-api-spring-oauth2-angular-legacy#server) найдете более подробную информацию по этому поводу.

**5.2. Другие параметры автоконфигурации Spring Boot OAuth2**

Есть и другие варианты использования Spring Boot OAuth2, например:

1. [Сервер ресурсов](https://www.baeldung.com/rest-api-spring-oauth2-angular-legacy#resource) - *@EnableResourceServer*
2. [Клиентское приложение](https://www.baeldung.com/sso-spring-security-oauth2-legacy) - *@ EnableOAuth2Sso* или *@ EnableOAuth2Client*

Если нам нужно, чтобы наше приложение было одним из перечисленных выше типов, нам просто нужно добавить некоторую конфигурацию в свойства приложения, как подробно описано по ссылкам, указанным выше.

Все специфические свойства OAuth2 можно найти в [общих свойствах приложения Spring Boot](https://docs.spring.io/spring-boot/docs/current/reference/html/appendix-application-properties.html) .

**Автоконфигурация Spring Boot OAuth2 (с использованием Нового стека)**

Чтобы использовать новый стек, нам нужно добавить зависимости в зависимости от того, что мы хотим настроить - сервер авторизации, сервер ресурсов или клиентское приложение.

Давайте посмотрим на них по очереди.

**6.1. Поддержка сервера авторизации OAuth2**

Как мы видели в предыдущем разделе, стек Spring Security OAuth предлагает возможность настройки сервера Авторизации в качестве приложения Spring. Но проект устарел, и Spring на данный момент не поддерживает собственный сервер Авторизации. Вместо этого рекомендуется использовать существующих, хорошо зарекомендовавших себя поставщиков, такого как Okta для которого Spring Security содержит конфигурации по умолчанию.

Однако Spring Boot действительно упрощает настройку таких провайдеров.

**6.2. Поддержка сервера ресурсов OAuth2**

Чтобы включить поддержку сервера ресурсов, нам нужно добавить эту зависимость:

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-oauth2-resource-server</**artifactId**>

</**dependency**>

Для получения информации о последней версии [посетите Maven Central](https://search.maven.org/search?q=a:spring-boot-starter-oauth2-resource-server) .

Кроме того, в нашей конфигурации безопасности нам необходимо включить DSL [*oauth2ResourceServer ()*](https://docs.spring.io/spring-security/site/docs/current/reference/html5/#webflux-oauth2resourceserver-jwt-sansboot) :

@Configuration

**public** **class** JWTSecurityConfig **extends** WebSecurityConfigurerAdapter {

@Override

**protected** **void** configure(HttpSecurity http) **throws** Exception {

http

...

.oauth2ResourceServer(oauth2 -> oauth2.jwt());

...

}

}

Наш [сервер ресурсов OAuth 2.0 с Spring Security 5](https://www.baeldung.com/spring-security-oauth-resource-server) дает подробный обзор этой темы.

**6.3. Поддержка клиентов OAuth2**

Подобно тому, как мы настроили сервер ресурсов, клиентскому приложению также нужны свои собственные зависимости и DSL.

Вот конкретная зависимость для поддержки клиента OAuth2:

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-oauth2-client</**artifactId**>

</**dependency**>

Последнюю версию можно найти на [Maven Central](https://search.maven.org/search?q=a:spring-boot-starter-oauth2-client) .

Spring Security 5 также обеспечивает первоклассную поддержку входа в систему через DSL [*oath2Login ()*](https://www.baeldung.com/spring-security-5-oauth2-login) .

Для получения подробной информации о поддержке единого входа в новом стеке, пожалуйста, обратитесь к нашему [Простому единому входу с Spring Security OAuth2](https://www.baeldung.com/sso-spring-security-oauth2) .

Сервер ресурсов OAuth 2.0 с Spring Security 5

**1. Обзор**

В этом руководстве мы узнаем, **как настроить сервер ресурсов OAuth 2.0 с помощью Spring Security 5** .

Мы сделаем это с помощью JWT, а также непрозрачных токенов, двух типов токенов-носителей, поддерживаемых Spring Security.

Прежде чем перейти к реализации и примерам кода, мы установим некоторую предысторию.

**2. Немного предыстории**

**2.1. Что такое JWT и непрозрачные токены?**

JWT или [JSON Web Token](https://tools.ietf.org/html/rfc7519) - это способ безопасной передачи конфиденциальной информации в широко распространенном формате JSON. Содержащаяся информация может быть о пользователе или о самом токене, например о сроке действия и эмитенте.

С другой стороны, непрозрачный токен, как следует из названия, непрозрачен с точки зрения информации, которую он несет. Токен - это просто идентификатор, который указывает на информацию, хранящуюся на сервере авторизации, - он проверяется посредством интроспекции на стороне сервера.

**2.2. Что такое сервер ресурсов?**

В контексте OAuth 2.0 **сервер ресурсов - это приложение, которое защищает ресурсы с помощью токенов OAuth** . Эти токены выдаются сервером авторизации, обычно клиентскому приложению. Задача сервера ресурсов - проверить токен перед тем, как предоставить ресурс клиенту.

Срок действия токена определяется несколькими вещами:

* Этот токен пришел с настроенного сервера авторизации?
* Это еще не истекло?
* Является ли этот ресурсный сервер его целевой аудиторией?
* Имеет ли токен необходимые права доступа для доступа к запрошенному ресурсу?

Для наглядности давайте посмотрим на диаграмму последовательности для [потока кода авторизации](https://tools.ietf.org/html/rfc6749#section-1.3.1) и увидим всех действующих лиц в действии:
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**Шаг 9 - это то, на чем мы сосредоточены в этом руководстве.**

Хорошо, теперь перейдем к части кода. Мы настроим сервер авторизации с помощью Keycloak, сервер ресурсов, проверяющий токены JWT, другой сервер ресурсов, проверяющий непрозрачные токены, и пару тестов JUnit для имитации клиентских приложений и проверки ответов.

**3. Сервер авторизации**

Сначала мы настроим сервер авторизации или то, что выдает токены.

**Для этого мы будем использовать [Keycloak, встроенный в приложение Spring Boot](https://www.baeldung.com/keycloak-embedded-in-spring-boot-app)** . Keycloak - это решение с открытым исходным кодом для управления идентификацией и доступом. Поскольку в этом руководстве мы сосредоточены на сервере ресурсов, мы не будем углубляться в него.

В нашем встроенном сервере Keycloak определены два клиента - *fooClient* и *barClient -* соответствующие двум нашим приложениям сервера ресурсов.

**4. Сервер ресурсов - Использование JWT**

Наш ресурсный сервер будет состоять из четырех основных компонентов:

* *Модель* - ресурс, который нужно защищать
* *API* - REST-контроллер для предоставления ресурса
* *Конфигурация безопасности* - класс для определения контроля доступа к защищенному ресурсу, который предоставляет API.
* *application.yml* - файл конфигурации для объявления свойств, включая информацию о сервере авторизации

Давайте посмотрим на них один за другим для нашего сервера ресурсов, обрабатывающего токены JWT, после того, как взглянем на зависимости.

**4.1. Зависимости Maven**

В основном нам понадобится [*spring-boot-starter-oauth2-resource-server*](https://search.maven.org/search?q=spring-boot-starter-oauth2-resource-server) , стартер Spring Boot для поддержки сервера ресурсов. Этот стартер по умолчанию включает Spring Security, поэтому нам не нужно добавлять его явно:

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-web</**artifactId**>

<**version**>2.2.6.RELEASE</**version**>

</**dependency**>

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-oauth2-resource-server</**artifactId**>

<**version**>2.2.6.RELEASE</**version**>

</**dependency**>

<**dependency**>

<**groupId**>org.apache.commons</**groupId**>

<**artifactId**>commons-lang3</**artifactId**>

<**version**>3.9</**version**>

</**dependency**>

Помимо этого, мы также добавили веб-поддержку.

В наших демонстрационных целях мы будем генерировать ресурсы случайным образом, а не получать их из базы данных, с некоторой помощью библиотеки Apache [*commons-lang3*](https://search.maven.org/artifact/org.apache.commons/commons-lang3) .

**4.2. Модель**

Для простоты мы будем использовать *Foo* , POJO, в качестве нашего защищенного ресурса:

**public** **class** Foo {

**private** **long** id;

**private** String name;

// constructor, getters and setters

}

**4.3. API**

Вот наш контроллер отдыха, чтобы сделать *Foo* доступным для манипуляций:

@RestController

@RequestMapping(value = "/foos")

**public** **class** FooController {

@GetMapping(value = "/{id}")

**public** Foo findOne(@PathVariable Long id) {

**return** **new** Foo(Long.parseLong(randomNumeric(2)), randomAlphabetic(4));

}

@GetMapping

**public** List findAll() {

List fooList = **new** ArrayList();

fooList.add(**new** Foo(Long.parseLong(randomNumeric(2)), randomAlphabetic(4)));

fooList.add(**new** Foo(Long.parseLong(randomNumeric(2)), randomAlphabetic(4)));

fooList.add(**new** Foo(Long.parseLong(randomNumeric(2)), randomAlphabetic(4)));

**return** fooList;

}

@ResponseStatus(HttpStatus.CREATED)

@PostMapping

**public** **void** create(@RequestBody Foo newFoo) {

logger.info(**"Foo created"**);

}

}

Как очевидно, у нас есть возможность ПОЛУЧИТЬ все *Foo* , ПОЛУЧИТЬ *Foo* по идентификатору и POST a *Foo* .

**4.4. Конфигурация безопасности**

В этом классе конфигурации мы определяем уровни доступа для нашего ресурса:

@Configuration

**public** **class** JWTSecurityConfig **extends** WebSecurityConfigurerAdapter {

@Override

**protected** **void** configure(HttpSecurity http) **throws** Exception {

http

.authorizeRequests(authz -> authz

.antMatchers(HttpMethod.GET, **"/foos/\*\*"**).hasAuthority(**"SCOPE\_read"**)

.antMatchers(HttpMethod.POST, **"/foos"**).hasAuthority(**"SCOPE\_write"**)

.anyRequest().authenticated())

.oauth2ResourceServer(oauth2 -> oauth2.jwt());

}

}

Любой, у кого есть токен доступа с областью *чтения,* может получить *Foo* s. Чтобы отправить новый *Foo* на POST , их токен должен иметь область *записи* .

Кроме того, **мы добавили вызов *jwt ()* с использованием**[**DSL**](https://docs.spring.io/spring-integration/docs/5.1.0.M1/reference/html/java-dsl.html)***oauth2ResourceServer (),* чтобы указать здесь тип токенов, поддерживаемых нашим сервером** .

**4.5. *application.yml***

В свойствах приложения, помимо обычного номера порта и пути контекста, **нам нужно определить путь к URI эмитента нашего сервера авторизации, чтобы сервер ресурсов мог обнаружить**[**конфигурацию**](https://openid.net/specs/openid-connect-discovery-1_0.html#ProviderConfig)**своего**[**поставщика**](https://openid.net/specs/openid-connect-discovery-1_0.html#ProviderConfig) :

server:

port: 8081

servlet:

context-path: /resource-server-jwt

spring:

security:

oauth2:

resourceserver:

jwt:

issuer-uri: http://localhost:8083/auth/realms/baeldung

Сервер ресурсов использует эту информацию для проверки токенов JWT, поступающих из клиентского приложения, в соответствии с шагом 9 нашей диаграммы последовательности.

Чтобы эта проверка работала с использованием свойства *эмитента-uri* , сервер авторизации должен быть запущен и работать. В противном случае сервер ресурсов не запустится.

Если нам нужно запустить его независимо, тогда мы можем предоставить *свойство jwk-set-uri* вместо того, чтобы указывать на конечную точку сервера авторизации, предоставляющую открытые ключи:

jwk-set-uri: http://localhost:8083/auth/realms/baeldung/protocol/openid-connect/certs

И это все, что нам нужно, чтобы наш сервер проверял токены JWT.

**4.6. Тестирование**

Для тестирования мы настроим JUnit. Чтобы выполнить этот тест, нам нужно, чтобы сервер авторизации, а также сервер ресурсов были запущены и работали.

Давайте проверим, что в нашем тесте мы можем получить *Foo* s из *resource-server-jw* t с токеном с ограниченной областью *чтения* :

@Test

**public** **void** givenUserWithReadScope\_whenGetFooResource\_thenSuccess() {

String accessToken = obtainAccessToken(**"read"**);

Response response = RestAssured.given()

.header(HttpHeaders.AUTHORIZATION, **"Bearer "** + accessToken)

.get(**"http://localhost:8081/resource-server-jwt/foos"**);

assertThat(response.as(List.class)).hasSizeGreaterThan(0);

}

В приведенном выше коде в строке № 3 мы получаем токен доступа с областью *чтения* с сервера авторизации, охватывающий шаги с 1 по 7 нашей диаграммы последовательности.

Шаг 8 выполняется *RestAssured* «s *Get ()* вызова. Шаг 9 выполняется сервером ресурсов с конфигурациями, которые мы видели, и прозрачен для нас как пользователей.

**5. Сервер ресурсов - Использование непрозрачных токенов**

Затем давайте посмотрим, как те же компоненты для нашего сервера ресурсов обрабатывают непрозрачные токены.

**5.1. Зависимости Maven**

Для поддержки непрозрачных токенов нам дополнительно понадобится [*зависимость oauth2-oidc-sdk*](https://search.maven.org/search?q=oauth2-oidc-sdk):

<**dependency**>

<**groupId**>com.nimbusds</**groupId**>

<**artifactId**>oauth2-oidc-sdk</**artifactId**>

<**version**>8.19</**version**>

<**scope**>runtime</**scope**>

</**dependency**>

**5.2. Модель и контроллер**

Для этого мы добавим ресурс *Bar* :

**public** **class** Bar {

**private** **long** id;

**private** String name;

// constructor, getters and setters

}

У нас также будет *BarController* с конечными точками, подобными нашему *FooController* ранее, чтобы выдавать *Bar* .

**5.3. *application.yml***

Здесь в *application.yml* нам нужно добавить *introspection-uri,* соответствующий конечной точке интроспекции нашего сервера авторизации. Как упоминалось ранее, непрозрачный токен проверяется следующим образом:

server:

port: 8082

servlet:

context-path: /resource-server-opaque

spring:

security:

oauth2:

resourceserver:

opaque:

introspection-uri: http://localhost:8083/auth/realms/baeldung/protocol/openid-connect/token/introspect

introspection-client-id: barClient

introspection-client-secret: barClientSecret

**5.4. Конфигурация безопасности**

Сохраняя уровни доступа, аналогичные уровню доступа *Foo* для ресурса *Bar* , **этот класс конфигурации также вызывает *opaqueToken (),* используя DSL *oauth2ResourceServer (),* чтобы указать использование непрозрачного типа токена** :

@Configuration

**public** **class** OpaqueSecurityConfig **extends** WebSecurityConfigurerAdapter {

@Value("${spring.security.oauth2.resourceserver.opaque.introspection-uri}")

String introspectionUri;

@Value("${spring.security.oauth2.resourceserver.opaque.introspection-client-id}")

String clientId;

@Value("${spring.security.oauth2.resourceserver.opaque.introspection-client-secret}")

String clientSecret;

@Override

**protected** **void** configure(HttpSecurity http) **throws** Exception {

http

.authorizeRequests(authz -> authz

.antMatchers(HttpMethod.GET, **"/bars/\*\*"**).hasAuthority(**"SCOPE\_read"**)

.antMatchers(HttpMethod.POST, **"/bars"**).hasAuthority(**"SCOPE\_write"**)

.anyRequest().authenticated())

.oauth2ResourceServer(oauth2 -> oauth2

.opaqueToken(token -> token.introspectionUri(**this**.introspectionUri)

.introspectionClientCredentials(**this**.clientId, **this**.clientSecret)));

}

}

Здесь мы также указываем учетные данные клиента, соответствующие клиенту сервера авторизации, который мы будем использовать. Мы определили их ранее в нашем *application.yml* .

**5.5. Тестирование**

Мы настроим JUnit для нашего непрозрачного сервера ресурсов на основе токенов, аналогично тому, как мы сделали это для JWT.

В этом случае давайте проверим, может ли токен доступа с ограниченным доступом для *записи* выполнить POST-запрос *Bar* до состояния *непрозрачного для сервера-ресурса* :

@Test

**public** **void** givenUserWithWriteScope\_whenPostNewBarResource\_thenCreated() {

String accessToken = obtainAccessToken(**"read write"**);

Bar newBar = **new** Bar(Long.parseLong(randomNumeric(2)), randomAlphabetic(4));

Response response = RestAssured.given()

.contentType(ContentType.JSON)

.header(HttpHeaders.AUTHORIZATION, **"Bearer "** + accessToken)

.body(newBar)

.log()

.all()

.post(**"http://localhost:8082/resource-server-opaque/bars"**);

assertThat(response.getStatusCode()).isEqualTo(HttpStatus.CREATED.value());

}

Если мы получим статус СОЗДАЛИСЬ назад, это означает , что сервер ресурса успешно проверен непрозрачный маркер и создал *панель* для нас.

Простой единый вход с Spring Security OAuth2

**1. Обзор**

В этом руководстве мы обсудим, как реализовать **SSO - Single Sign On (**технология, при использовании которой [пользователь](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%BB%D1%8C%D0%B7%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C) переходит из одного раздела портала в другой, либо из одной системы в другую, не связанную с первой системой, без повторной [аутентификации](https://ru.wikipedia.org/wiki/%D0%90%D1%83%D1%82%D0%B5%D0%BD%D1%82%D0%B8%D1%84%D0%B8%D0%BA%D0%B0%D1%86%D0%B8%D1%8F). Например, если на веб-портале существует несколько обширных независимых разделов ([форум](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D1%84%D0%BE%D1%80%D1%83%D0%BC), [чат](https://ru.wikipedia.org/wiki/%D0%A7%D0%B0%D1%82_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B0)), [блог](https://ru.wikipedia.org/wiki/%D0%91%D0%BB%D0%BE%D0%B3) и т. д.) то, пройдя процедуру аутентификации в одном из сервисов, пользователь автоматически получает доступ ко всем остальным, что избавляет его от многократного ввода данных своей учётной записи.**) - с использованием Spring Security OAuth и Spring Boot, используя Keycloak** в качестве сервера авторизации.

Мы будем использовать 4 отдельных приложения:

* Сервер авторизации - это центральный механизм аутентификации.
* Сервер ресурсов - провайдер *Foo* s
* Два клиентских приложения - приложения, использующие SSO

Проще говоря, когда пользователь пытается получить доступ к ресурсу через одно клиентское приложение, он сначала будет перенаправлен на аутентификацию через сервер авторизации. Keycloak выполнит вход пользователя в систему, и, пока он все еще находится в первом приложении, если доступ ко второму клиентскому приложению осуществляется с помощью того же браузера, пользователю не нужно будет снова вводить свои учетные данные.

Мы собираемся использовать тип предоставления *кода авторизации* из OAuth2, чтобы управлять делегированием аутентификации.

**Мы будем использовать стек OAuth в Spring Security 5.** Если вы хотите использовать устаревший стек Spring Security OAuth, [прочтите](https://www.baeldung.com/sso-spring-security-oauth2-legacy) эту предыдущую статью:  [Простой единый вход с Spring Security OAuth2 (устаревший стек)](https://www.baeldung.com/sso-spring-security-oauth2-legacy)

Согласно [руководству](https://github.com/spring-projects/spring-security/wiki/OAuth-2.0-Migration-Guide#changes-in-approach-1) по [миграции](https://github.com/spring-projects/spring-security/wiki/OAuth-2.0-Migration-Guide#changes-in-approach-1) :

Spring Security называет эту функцию OAuth 2.0 Login, а Spring Security OAuth называет ее SSO.

**2. Сервер авторизации**

Ранее стек Spring Security OAuth предлагал возможность настройки сервера авторизации как приложения Spring.

Однако стек OAuth устарел, и теперь мы будем использовать Keycloak в качестве нашего сервера авторизации.

**Итак, на этот раз мы**[**настроим**](https://www.baeldung.com/keycloak-embedded-in-a-spring-boot-application/)**наш сервер авторизации как**[**встроенный сервер Keycloak в приложении Spring Boot**](https://www.baeldung.com/keycloak-embedded-in-a-spring-boot-application/) .

В нашей [предварительной конфигурации](https://www.baeldung.com/keycloak-embedded-in-spring-boot-app#keycloak-config) , **мы определим два клиента, *ssoClient-1* и *ssoClient-2****,* по одному для каждого клиентского приложения.

**3. Сервер ресурсов**

Затем нам понадобится сервер ресурсов или REST API, который предоставит нам *Foo,* которое будет использовать наше клиентское приложение.

По сути, это то [же самое, что мы использовали ранее для наших клиентских приложений Angular](https://www.baeldung.com/rest-api-spring-oauth2-angular#resource-server) .

**4. Клиентские приложения**

Теперь давайте посмотрим на наше клиентское приложение Thymeleaf; мы, конечно, будем использовать Spring Boot, чтобы минимизировать конфигурацию.

Имейте в виду, что **нам понадобятся два из них, чтобы продемонстрировать функциональность единого входа** .

**4.1. Зависимости Maven**

Во-первых, нам потребуются следующие зависимости в нашем *pom.xml* :

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-web</**artifactId**>

</**dependency**>

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-oauth2-client</**artifactId**>

</**dependency**>

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-thymeleaf</**artifactId**>

</**dependency**>

<**dependency**>

<**groupId**>org.thymeleaf.extras</**groupId**>

<**artifactId**>thymeleaf-extras-springsecurity5</**artifactId**>

</**dependency**>

<**dependency**>

<**groupId**>org.springframework</**groupId**>

<**artifactId**>spring-webflux</**artifactId**>

</**dependency**>

<**dependency**>

<**groupId**>io.projectreactor.netty</**groupId**>

<**artifactId**>reactor-netty</**artifactId**>

</**dependency**>

**Чтобы включить всю необходимую поддержку клиентов, включая безопасность, нам просто нужно добавить *spring-boot-starter-oauth2-client*** . Кроме того, поскольку старый *RestTemplate* будет устаревшим, мы собираемся использовать *WebClient* , и поэтому мы добавили *spring-webflux* и *Reaction -netty* .

**4.2. Конфигурация безопасности**

Далее, самая важная часть, конфигурация безопасности нашего первого клиентского приложения:

@EnableWebSecurity

**public** **class** UiSecurityConfig **extends** WebSecurityConfigurerAdapter {

@Override

**public** **void** configure(HttpSecurity http) **throws** Exception {

http.antMatcher(**"/\*\*"**)

.authorizeRequests()

.antMatchers(**"/"**)

.permitAll()

.anyRequest()

.authenticated()

.and()

.**oauth2Login()**;

}

@Bean

WebClient webClient(ClientRegistrationRepository clientRegistrationRepository,

OAuth2AuthorizedClientRepository authorizedClientRepository) {

ServletOAuth2AuthorizedClientExchangeFilterFunction oauth2 =

**new** ServletOAuth2AuthorizedClientExchangeFilterFunction(clientRegistrationRepository,

authorizedClientRepository);

oauth2.setDefaultOAuth2AuthorizedClient(**true**);

**return** WebClient.builder().apply(oauth2.oauth2Configuration()).build();

}

}

**Ядром этой конфигурации является метод *oauth2Login ()* , который используется для включения поддержки входа в систему OAuth 2.0 в Spring Security.**Поскольку мы используем Keycloak, который по умолчанию является решением единой регистрации для веб-приложений и веб-служб RESTful, нам не нужно добавлять дополнительную конфигурацию для SSO.

Наконец, мы также определили bean-компонент *WebClient, который* будет действовать как простой HTTP-клиент для обработки запросов, отправляемых на наш сервер ресурсов.

А вот и *application.yml* :

spring:

security:

oauth2:

client:

registration:

custom:

client-id: ssoClient-1

client-secret: ssoClientSecret-1

scope: read,write

authorization-grant-type: authorization\_code

redirect-uri: http://localhost:8082/ui-one/login/oauth2/code/custom

provider:

custom:

authorization-uri: http://localhost:8083/auth/realms/baeldung/protocol/openid-connect/auth

token-uri: http://localhost:8083/auth/realms/baeldung/protocol/openid-connect/token

user-info-uri: http://localhost:8083/auth/realms/baeldung/protocol/openid-connect/userinfo

user-name-attribute: preferred\_username

thymeleaf:

cache: false

server:

port: 8082

servlet:

context-path: /ui-one

resourceserver:

api:

project:

url: http://localhost:8081/sso-resource-server/api/foos/

Здесь *spring.security.oauth2.client.registration* - это корневое пространство имен для регистрации клиента. Мы определили клиента с *пользовательским* идентификатором регистрации . Затем мы определили его *client-id* , *client-secret* , *scope* , *authorization-grant-type* и *redirect-uri* , которые, конечно, должны быть такими же, как те, что определены для нашего сервера авторизации.

После этого мы определили нашего поставщика услуг или сервер авторизации, снова с тем же идентификатором *custom* , и перечислили его различные URI для использования Spring Security. Это все, что нам нужно определить, и **фреймворк без проблем выполняет весь процесс входа в систему, включая перенаправление на Keycloak** .

Также обратите внимание, что в нашем примере здесь мы развернули наш сервер авторизации, но, конечно, мы также можем использовать других сторонних поставщиков, таких как [Facebook или GitHub](https://www.baeldung.com/spring-security-5-oauth2-login) .

**4.3. Контроллер**

Давайте теперь реализуем наш контроллер в клиентском приложении, чтобы запрашивать *Foo* с нашего сервера ресурсов:

@Controller

**public** **class** FooClientController {

@Value("${resourceserver.api.url}")

**private** String fooApiUrl;

@Autowired

**private** WebClient webClient;

@GetMapping("/foos")

**public** String getFoos(Model model) {

List<FooModel> foos = **this**

.webClient

.get()

.uri(fooApiUrl)

.retrieve()

.bodyToMono(**new**

ParameterizedTypeReference<List<FooModel>>() {})

.block();

model.addAttribute(**"foos"**, foos);

**return** **"foos"**;

}

}

Как мы видим, у нас есть только один метод, который распределяет ресурсы в шаблон *foos* . **Нам не нужно добавлять код для входа в систему.**

**4.4. Внешний интерфейс**

Теперь давайте посмотрим на конфигурацию внешнего интерфейса нашего клиентского приложения. Мы не собираемся здесь заострять внимание на этом, в основном потому, что мы [уже рассказали об этом на сайте](https://www.baeldung.com/spring-thymeleaf-3) .

У нашего клиентского приложения очень простой интерфейс; вот ***index.html*** :

<**a** class=**"navbar-brand"** th:href=**"@{/foos/}"**>Spring OAuth Client Thymeleaf - 1</**a**>

<**label**>Welcome !</**label**> <**br** /> <**a** th:href=**"@{/foos/}"**>Login</**a**>

И файл***foos.html*** :

<**a** class=**"navbar-brand"** th:href=**"@{/foos/}"**>Spring OAuth Client Thymeleaf -1</**a**>

Hi, <**span** sec:authentication=**"name"**>preferred\_username</**span**>

<**h1**>All Foos:</**h1**>

<**table**>

<**thead**>

<**tr**>

<**td**>ID</**td**>

<**td**>Name</**td**>

</**tr**>

</**thead**>

<**tbody**>

<**tr** th:if=**"${foos.empty}"**>

<**td** colspan=**"4"**>No foos</**td**>

</**tr**>

<**tr** th:each=**"foo : ${foos}"**>

<**td**><**span** th:text=**"${foo.id}"**> ID </**span**></**td**>

<**td**><**span** th:text=**"${foo.name}"**> Name </**span**></**td**>

</**tr**>

</**tbody**>

</**table**>

Страница ***foos.html*** требует, чтобы пользователи *прошли* аутентификацию. **Если неаутентифицированный пользователь попытается получить доступ к  *foos.html*, он *сначала* будет перенаправлен на страницу входа в Keycloak** .

**4.5. Второе клиентское приложение**

Мы настроим второе приложение, *Spring OAuth Client Thymeleaf -2,* используя другой *client\_id ssoClient-2* .

В основном это будет то же самое, что и первое приложение, которое мы только что описали.

***Application.yml* будет отличаться включать различные *client\_id* , *client\_secret* и *redirect\_uri* в его *spring.security.oauth2.client.registration:***

spring:

security:

oauth2:

client:

registration:

custom:

client-id: ssoClient-2

client-secret: ssoClientSecret-2

scope: read,write

authorization-grant-type: authorization\_code

redirect-uri: http://localhost:8084/ui-two/login/oauth2/code/custom

И, конечно же, нам также нужен другой порт сервера, чтобы мы могли запускать их параллельно:

server:

port: 8084

servlet:

context-path: /ui-two

Наконец, мы настроим интерфейсные HTML-файлы так, чтобы они имели заголовок *Spring OAuth Client Thymeleaf - 2* вместо *- 1,* чтобы мы могли различать их.

**5. Проверка работы системы единого входа**

Чтобы проверить поведение SSO, запустим наши приложения.

Для этого нам понадобятся все наши 4 загрузочных приложения - сервер авторизации, сервер ресурсов и оба клиентских приложения.

Теперь давайте откроем браузер, скажем Chrome, и *войдем* в [*Client-1,*](http://localhost:8082/ui-one) используя учетные данные *john@test.com / 123* . Затем в другом окне или на вкладке нажмите URL-адрес для [*Client-2*](http://localhost:8084/ui-two) . При нажатии кнопки входа в систему мы сразу же будем перенаправлены на страницу *Foos* , минуя этап аутентификации.

Точно так же, если пользователь сначала входит в *Client-2* , ему не нужно вводить свое имя пользователя / пароль для *Client-1* .

**6. Заключение**

В этом руководстве мы сосредоточились на реализации единого входа с использованием Spring Security OAuth2 и Spring Boot с использованием Keycloak в качестве поставщика удостоверений.

Аутентификация пользователей с помощью Facebook, Google или других учетных данных с помощью OAuth2 в Spring Security 5

Spring Security 5 представляет новый класс OAuth2LoginConfigurer, который мы можем использовать для настройки внешнего сервера авторизации.

В этой статье **мы рассмотрим некоторые из различных вариантов конфигурации, доступных для элемента oauth2Login ()** .

**2. Зависимости Maven**

**В проекте Spring Boot все, что нам нужно, это добавить стартовый**[***spring-boot-starter-oauth2-client***](https://search.maven.org/search?q=a:spring-boot-starter-oauth2-client)**:**

<**dependency**>

<**groupId**>org.springframework.boot</**groupId**>

<**artifactId**>spring-boot-starter-oauth2-client</**artifactId**>

<**version**>2.3.3.RELEASE</**version**>

</**dependency**>

В проекте, [*отличном от*](https://search.maven.org/classic/#search%7Cga%7C1%7Ca%3A%22spring-security-oauth2-client%22%20AND%20g%3A%22org.springframework.security%22) Boot, помимо стандартных зависимостей Spring и Spring Security, нам также необходимо явно добавить зависимости [*spring-security-oauth2-client*](https://search.maven.org/classic/#search%7Cga%7C1%7Ca%3A%22spring-security-oauth2-client%22%20AND%20g%3A%22org.springframework.security%22) и [*spring-security-oauth2-jose*](https://search.maven.org/classic/#search%7Cga%7C1%7Ca%3A%22spring-security-oauth2-jose%22) :

<**dependency**>

<**groupId**>org.springframework.security</**groupId**>

<**artifactId**>spring-security-oauth2-client</**artifactId**>

<**version**>5.3.4.RELEASE</**version**>

</**dependency**>

<**dependency**>

<**groupId**>org.springframework.security</**groupId**>

<**artifactId**>spring-security-oauth2-jose</**artifactId**>

<**version**>5.3.4.RELEASE</**version**>

</**dependency**>

**3. Настройка клиентов**

В проекте Spring Boot все, что нам нужно сделать, это добавить несколько стандартных свойств для каждого клиента, который мы хотим настроить.

**Давайте настроим наш проект для входа в систему с клиентами, зарегистрированными в Google и Facebook в качестве поставщиков аутентификации.**

**3.1. Получение учетных данных клиента**

Чтобы получить учетные данные клиента для аутентификации Google OAuth2, перейдите в [консоль Google API](https://console.developers.google.com/) - раздел «Учетные данные».

Здесь мы создадим учетные данные типа «OAuth2 Client ID» для нашего веб-приложения. Это приводит к тому, что Google устанавливает для нас идентификатор клиента и секрет.

Нам также необходимо настроить авторизованный URI перенаправления в консоли Google, то есть путь, по которому пользователи будут перенаправлены после успешного входа в систему с помощью Google.

По умолчанию Spring Boot настраивает этот URI перенаправления как */ login / oauth2 / code / {registrationId}.*Поэтому для Google мы добавим URI:

http://localhost:8081/login/oauth2/code/google

Чтобы получить учетные данные клиента для аутентификации в Facebook, нам необходимо зарегистрировать приложение на веб-сайте [Facebook для разработчиков](https://developers.facebook.com/docs/facebook-login" \t "_blank) и настроить соответствующий URI как «Действительный URI перенаправления OAuth»:

http://localhost:8081/login/oauth2/code/facebook

**3.3. Конфигурация безопасности**

Затем нам нужно добавить учетные данные клиента в файл *application.properties* . **Свойства Spring Security имеют префикс *«spring.security.oauth2.client.registration»,* за которым следует имя клиента, затем имя свойства клиента:**

spring.security.oauth2.client.registration.google.client-id=<your client id>

spring.security.oauth2.client.registration.google.client-secret=<your client secret>

spring.security.oauth2.client.registration.facebook.client-id=<your client id>

spring.security.oauth2.client.registration.facebook.client-secret=<your client secret>

**Добавление этих свойств по крайней мере для одного клиента *включит* класс *Oauth2ClientAutoConfiguration,*** который устанавливает все необходимые компоненты.

**Автоматическая конфигурация веб-безопасности эквивалентна определению простого *элемента oauth2Login ()* :**

@Configuration

**public** **class** SecurityConfig **extends** WebSecurityConfigurerAdapter {

@Override

**protected** **void** configure(HttpSecurity http) **throws** Exception {

http.authorizeRequests()

.anyRequest().authenticated()

.and()

.oauth2Login();

}

}

Здесь мы видим, что *элемент oauth2Login ()* используется аналогично уже известным *элементам httpBasic ()* и *formLogin ()* .

**Теперь, когда мы пытаемся получить доступ к защищенному URL-адресу, приложение отображает автоматически созданную страницу входа с двумя клиентами:**

[![https://www.baeldung.com/wp-content/uploads/2018/01/oauth-login-default.png](data:image/png;base64,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)](https://www.baeldung.com/wp-content/uploads/2018/01/oauth-login-default.png)

**3.4. Другие клиенты**

**Обратите внимание, что помимо Google и Facebook проект Spring Security также содержит конфигурации по умолчанию для GitHub и Okta.**Эти конфигурации по умолчанию предоставляют всю необходимую информацию для аутентификации, что позволяет нам вводить только учетные данные клиента.

Если мы хотим использовать другого поставщика аутентификации, не настроенного в Spring Security, нам нужно определить полную конфигурацию с такой информацией, как URI авторизации и URI токена. [Вот](https://github.com/spring-projects/spring-security/blob/master/config/src/main/java/org/springframework/security/config/oauth2/client/CommonOAuth2Provider.java) посмотрите на конфигурации по умолчанию в Spring Security, чтобы иметь представление о необходимых свойствах.

**4. Настройка в не загрузочном проекте**

**4.1. Создание *ClientRegistrationRepository* Bean**

**Если мы не работаем с приложением Spring Boot, нам нужно будет определить bean-компонент *ClientRegistrationRepository,*** который содержит внутреннее представление информации о клиенте, принадлежащей серверу авторизации:

@Configuration

@EnableWebSecurity

@PropertySource("classpath:application.properties")

**public** **class** SecurityConfig **extends** WebSecurityConfigurerAdapter {

**private** **static** List<String> clients = Arrays.asList(**"google"**, **"facebook"**);

@Bean

**public** ClientRegistrationRepository clientRegistrationRepository() {

List<ClientRegistration> registrations = clients.stream()

.map(c -> getRegistration(c))

.filter(registration -> registration != **null**)

.collect(Collectors.toList());

**return** **new** InMemoryClientRegistrationRepository(registrations);

}

}

Здесь мы создаем *InMemoryClientRegistrationRepository* со списком *ClientRegistration* объектов.

**4.2. Создание объектов регистрации *клиентов***

Давайте посмотрим на *метод getRegistration (),* который строит эти объекты:

**private** **static** String CLIENT\_PROPERTY\_KEY = **"spring.security.oauth2.client.registration."**;

@Autowired

**private** Environment env;

**private** ClientRegistration getRegistration(String client) {

String clientId = env.getProperty(CLIENT\_PROPERTY\_KEY + client + **".client-id"**);

**if** (clientId == **null**) {

**return** **null**;

}

String clientSecret = env.getProperty(CLIENT\_PROPERTY\_KEY + client + **".client-secret"**);

**if** (client.equals(**"google"**)) {

**return** CommonOAuth2Provider.GOOGLE.getBuilder(client)

.clientId(clientId).clientSecret(clientSecret).build();

}

**if** (client.equals(**"facebook"**)) {

**return** CommonOAuth2Provider.FACEBOOK.getBuilder(client)

.clientId(clientId).clientSecret(clientSecret).build();

}

**return** **null**;

}

Здесь мы читаем учетные данные клиента из аналогичного файла *application.properties*, а затем используем перечисление *CommonOauth2Provider,* уже определенное в Spring Security для остальных свойств клиента для клиентов Google и Facebook.

Каждый экземпляр *ClientRegistration* соответствует клиенту.

**4.3. Регистрация *КлиентаРегистрацияРепозитория***

Наконец, мы должны создать bean *OAuth2AuthorizedClientService* на основе *ClientRegistrationRepository* фасоли и зарегистрировать как с *oauth2Login ()* элемент:

@Override

**protected** **void** configure(HttpSecurity http) **throws** Exception {

http.authorizeRequests().anyRequest().authenticated()

.and()

.oauth2Login()

.clientRegistrationRepository(clientRegistrationRepository())

.authorizedClientService(authorizedClientService());

}

@Bean

**public** OAuth2AuthorizedClientService authorizedClientService() {

**return** **new** InMemoryOAuth2AuthorizedClientService(

clientRegistrationRepository());

}

Как показано здесь, **мы можем использовать метод *clientRegistrationRepository ()* функции *oauth2Login ()* для регистрации репозитория пользовательской регистрации.**

Нам также нужно будет определить настраиваемую страницу входа в систему, поскольку она больше не будет создаваться автоматически. Мы увидим больше информации об этом в следующем разделе.

Давайте продолжим дальнейшую настройку нашего процесса входа в систему

**5. Настройка *oauth2Login ()***

Есть несколько элементов, которые использует процесс OAuth 2 и которые мы можем настроить с *помощью* методов *oauth2Login ()* .

**Обратите внимание, что все эти элементы имеют конфигурации по умолчанию в Spring Boot, и явная конфигурация не требуется.**

Но если мы хотим свою конфигурацию, то:

**5.1. Пользовательская страница входа вместо страницы “по умолчанию”**

Несмотря на то, что Spring Boot генерирует для нас страницу входа по умолчанию, мы обычно хотим определить нашу собственную настраиваемую страницу.

**Начнем с настройки нового URL-адреса входа в систему для элемента *oauth2Login ()* с помощью *метода loginPage ()* :**

@Override

**protected** **void** configure(HttpSecurity http) **throws** Exception {

http.authorizeRequests()

.antMatchers(**"/oauth\_login"**)

.permitAll()

.anyRequest()

.authenticated()

.and()

.oauth2Login()

.loginPage(**"/oauth\_login"**);

}

Здесь мы установили наш URL-адрес для входа в */ oauth\_login.*

Затем давайте определим *LoginController* с методом, который сопоставляется с этим URL:

@Controller

**public** **class** LoginController {

**private** **static** String authorizationRequestBaseUri

= **"oauth2/authorization"**;

Map<String, String> oauth2AuthenticationUrls

= **new** HashMap<>();

@Autowired

**private** ClientRegistrationRepository clientRegistrationRepository;

@GetMapping("/oauth\_login")

**public** String getLoginPage(Model model) {

// ...

**return** **"oauth\_login"**;

}

}

**Этот метод должен отправить карту доступных клиентов и их конечных точек авторизации в представление** , которое мы получим из bean-компонента *ClientRegistrationRepository* :

**public** String getLoginPage(Model model) {

Iterable<ClientRegistration> clientRegistrations = **null**;

ResolvableType type = ResolvableType.forInstance(clientRegistrationRepository)

.as(Iterable.class);

**if** (type != ResolvableType.NONE &&

ClientRegistration.class.isAssignableFrom(type.resolveGenerics()[0])) {

clientRegistrations = (Iterable<ClientRegistration>) clientRegistrationRepository;

}

clientRegistrations.forEach(registration ->

oauth2AuthenticationUrls.put(registration.getClientName(),

authorizationRequestBaseUri + **"/"** + registration.getRegistrationId()));

model.addAttribute(**"urls"**, oauth2AuthenticationUrls);

**return** **"oauth\_login"**;

}

Наконец, нам нужно определить нашу страницу *oauth\_login.html* :

<**h3**>Login with:</**h3**>

<**p** th:each=**"url : ${urls}"**>

<**a** th:text=**"${url.key}"** th:href=**"${url.value}"**>Client</**a**>

</**p**>

**Это простая HTML-страница, на которой отображаются ссылки для аутентификации каждого клиента.**

После добавления к нему стиля, мы можем изменить внешний вид страницы входа:

![https://www.baeldung.com/wp-content/uploads/2018/01/login-300x210.png](data:image/png;base64,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)

**5.2. Пользовательское поведение при успешной и неудачной аутентификации**

Мы можем контролировать поведение после аутентификации, используя разные методы:

* *defaultSuccessUrl ()* и *failureUrl ()* - для перенаправления пользователя на заданный URL
* *successHandler ()* и *failureHandler ()* - для выполнения пользовательской логики после процесса аутентификации

Давайте посмотрим, как мы можем настроить пользовательский URL-адрес для перенаправления пользователя на:

.oauth2Login()

.defaultSuccessUrl(**"/loginSuccess"**)

.failureUrl(**"/loginFailure"**);

Если пользователь посетил защищенную страницу до аутентификации, он будет перенаправлен на эту страницу после входа в систему; в противном случае они будут перенаправлены в */ loginSuccess.*

Если мы хотим, чтобы пользователь всегда отправлялся на URL-адрес */ loginSuccess* независимо от того, были ли они на защищенной странице раньше или нет, мы можем использовать метод *defaultSuccessUrl («/ loginSuccess», true)* .

Чтобы использовать настраиваемый обработчик, нам нужно будет создать класс, реализующий интерфейсы *AuthenticationSuccessHandler* или *AuthenticationFailureHandler* , переопределить унаследованные методы, а затем установить компоненты с помощью *методов successHandler ()* и failureHandler ().

**5.3. Пользовательская конечная точка авторизации**

Конечная точка авторизации - это конечная точка, которую Spring Security использует для запуска запроса авторизации на внешний сервер.

Во-первых, **давайте установим новые свойства для конечной точки авторизации** :

.oauth2Login()

.authorizationEndpoint()

.baseUri(**"/oauth2/authorize-client"**)

.authorizationRequestRepository(authorizationRequestRepository());

Здесь мы изменили *baseUri* на */ oauth2 / authorize-client* вместо значения по умолчанию */ oauth2 / authorization.*Мы также явно устанавливаем bean-компонент *authorizationRequestRepository (),* который мы должны определить:

@Bean

**public** AuthorizationRequestRepository<OAuth2AuthorizationRequest>

authorizationRequestRepository() {

**return** **new** HttpSessionOAuth2AuthorizationRequestRepository();

}

В нашем примере мы использовали реализацию нашего bean-компонента, предоставленную Spring, но мы также можем предоставить собственную реализацию.

**5.4. Пользовательская конечная точка токена**

*Конечная точка* токена обрабатывает токены доступа.

**Давайте явно настроим *tokenEndpoint ()***с реализацией клиента ответа по умолчанию:

.oauth2Login()

.tokenEndpoint()

.accessTokenResponseClient(accessTokenResponseClient());

А вот клиентский компонент ответа:

@Bean

**public** OAuth2AccessTokenResponseClient<OAuth2AuthorizationCodeGrantRequest>

accessTokenResponseClient() {

**return** **new** NimbusAuthorizationCodeTokenResponseClient();

}

Эта конфигурация идентична конфигурации по умолчанию и использует реализацию Spring, основанную на обмене кодом авторизации с поставщиком.

Конечно, мы могли бы также заменить клиента настраиваемого ответа.

**5.5. Пользовательская конечная точка перенаправления**

Это конечная точка для перенаправления после аутентификации с внешним поставщиком.

**Давайте посмотрим, как мы можем изменить *baseUri* для конечной точки перенаправления:**

.oauth2Login()

.redirectionEndpoint()

.baseUri(**"/oauth2/redirect"**)

URI по умолчанию - *login / oauth2 / code.*

Обратите внимание, что если мы его изменим, нам также придется обновить свойство *redirectUriTemplate* каждого *ClientRegistration* и добавить новый URI в качестве авторизованного URI перенаправления для каждого клиента.

**5.6. Пользовательская конечная точка информации о пользователе**

Конечная точка информации о пользователе - это место, которое мы можем использовать для получения информации о пользователе.

**Мы можем настроить эту конечную точку с помощью метода**  ***userInfoEndpoint()***. Для этого мы можем использовать такие методы, как *userService ()* и *customUserType (),* чтобы изменить способ получения информации о пользователе.

**6. Доступ к информации о пользователе**

Обычная задача, которую мы можем захотеть решить, - это поиск информации о вошедшем в систему пользователе. Для этого **мы можем сделать запрос к конечной точке информации о пользователе.**

Во-первых, нам нужно получить клиента, соответствующего токену текущего пользователя:

@Autowired

**private** OAuth2AuthorizedClientService authorizedClientService;

@GetMapping("/loginSuccess")

**public** String getLoginInfo(Model model, OAuth2AuthenticationToken authentication) {

OAuth2AuthorizedClient client = authorizedClientService

.loadAuthorizedClient(

authentication.getAuthorizedClientRegistrationId(),

authentication.getName());

//...

**return** **"loginSuccess"**;

}

Затем мы отправим запрос в конечную точку информации о пользователе клиента и *получим карту userAttributes:*

String userInfoEndpointUri = client.getClientRegistration()

.getProviderDetails().getUserInfoEndpoint().getUri();

**if** (!StringUtils.isEmpty(userInfoEndpointUri)) {

RestTemplate restTemplate = **new** RestTemplate();

HttpHeaders headers = **new** HttpHeaders();

headers.add(HttpHeaders.AUTHORIZATION, **"Bearer "** + client.getAccessToken()

.getTokenValue());

HttpEntity entity = **new** HttpEntity(**""**, headers);

ResponseEntity <map>response = restTemplate

.exchange(userInfoEndpointUri, HttpMethod.GET, entity, Map.class);

Map userAttributes = response.getBody();

model.addAttribute("name", userAttributes.get("name"));

}

Добавив свойство *name* в качестве атрибута *Model* , мы можем отобразить его в представлении *loginSuccess* как приветственное сообщение для пользователя:
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Помимо *названия, userAttributes Карта* также содержит свойства , такие как *электронная почта, FAMILY\_NAME, изображения, языка.*