@ What Are **Closures** In Python**?**

Python closures are **function objects** returned by another function. We use them to **eliminate code redundancy**.

In the example below, we’ve written a simple closure for multiplying numbers.

def multiply\_number(**num**):

def **product**(number):

'product() here is a closure'

return **num** \* number

return **product**

num\_2 = multiply\_number(2)

print(num\_2(11))

print(num\_2(24))

num\_6 = multiply\_number(6)

print(num\_6(1))

The output is:

22

48

6

### @ What Are **Decorators** In Python**?**

Python decorator can **add new behavior** to the given objects **dynamically**.

In the example below,

def **decorator\_sample**(func):

def **decorator\_hook**(\*args, \*\*kwargs):

print("Before the function call”)

result = func(\*args, \*\*kwargs)

print("After the function call")

return result

return **decorator\_hook**

**@decorator\_sample**

def product(x, y):

"Function to multiply two numbers."

return x \* y

print(product(3, 3))

The output is:

Before the function call

After the function call
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**@ JSON**

-The **String** format is mainly used to pass the data into another program or load into a datastructure.

**json loads** -> returns an **object** from a **string** representing a json object.

import json

data = b'{"nonce":"820346305172674795","hash":"2E312E38343A353030302F746F67676C

655F646F6F722431"}'

decoded\_data = data.decode('utf-8')

json\_data = json.loads(decoded\_data)

**json dumps** -> returns a **string** representing a json object from an object.

>>> a = {'foo': 3}

>>> json.dumps(a)

'{"foo": 3}'

**load** and **dump** -> read/write from/to **file** instead of **string**

**@ Descriptor**

Python **descriptors** are a way to create **managed attributes**. Among their many advantages, **managed attributes** are used to protect an attribute from changes or to automatically update the values of a dependant attribute.

It allows a programmer to easily and efficiently manage attribute access:

\_\_get\_\_, \_\_set\_\_, and \_\_delete\_\_

If any of these methods are defined for an object, it is said to be a descriptor.

In other languages, descriptors are referred to as setter and getter, where public functions are used to Get and Set a private variable.

Python doesn't have a private variables concept, and descriptor protocol can be considered as a Pythonic way to achieve something similar.

*It is important to note that descriptors are assigned to a class, not an instance.*

**@ Generator (memory saving)**

lazy processing, It’s good for calculating **large sets** of data (in particular calculations involving loops themselves) where you don't know if you are going to need all results, or where you don't want to allocate the memory for all results at the same time.

Python’s default file interface acts similar to a generator: it loads content lazily as chunks, and immediately throws it away again when getting the next chunk. The key is to reflect this with your application, and only work on a piece at a time.

Using a Generator, the memory required for processing the file is the maximum size of any **line**, plus whatever memory you use to process that line.

#  **List** version fibonacci-up-to-n function

def fibon(n):

a = b = 1

result = []

for i in range(n):

result.append(a)

a, b = b, a + b

**return** result

=> rewritten with **Generator**

# generatorversion

def fibon(n):

a = b = 1

for i in range(n):

**yield** a

a, b = b, a + b

Generator function is clearer. you can call the **generator** like this:

for x in fibon(20):

print x,

The **generator** is to treat results one by one(one at a time), **avoiding building huge lists** of results that you would process separated anyway.

in this example, if using the generator version, the whole 1000000 item list won't be created at all, just one value at a time. That would not be the case when using the **list** version, where a list would be created first.

**@ Thread vs Process**

**1, Threads share data by default runing under one process**;   **processes** do not. They have their own memories. So, **sending** data between **processes** generally requires **pickling** and **unpickling it.**

**2,** The GIL is necessary because the Python interpreter is not thread safe.

**@ For virtualenv to install all files in the requirements.txt file.**

1. cd to the directory where **requirements**.**txt** is located.
2. activate your virtualenv.
3. **run**: pip install -r **requirements**.**txt** in your shell.

**@ Combine two lists as a tuple in new list.**

**list\_a = [1, 2, 3, 4]**

**list\_b = [ "aaa" , "bbb" , "ccc" ]**

**mylist = list(zip(list\_a, list\_b))**

**>>> mylist**

**[(1, 'aaa'), (2, 'bbb'), (3, 'ccc')]**

## map

## Example:

**>>> map(lambda a, b: a+b, [1,2,3,4], (2,3,4,5))  
[3, 5, 7, 9]**

>>> map(lambda a, b: **a + b** if **b** else **a + 10**, [1,2,3,4,5], (2,3,4,5))   ＃ the second iterable list is one item short  
[3, 5, 7, 9, 15]

>>> map(None, [1,2,3,4,5], [1,2,3])  
  
[(1, 1), (2, 2), (3, 3), (4, None), (5, None)]

## reduce

reduce(function, sequence[, initial]) -> value

**Example:**

>>> reduce(lambda x, y: x+y, range(0,10))

45

>>> reduce(lambda x, y: x+y, range(0,10), 10)

55

## Filter

## filter(function or None, sequence) -> list, tuple, or string Return those items of sequence for which function(item) is true.  If function is None, return the items that are true.

## If sequence is a tuple or string, return the same type, else return a list.

**Example:**

>>> filter(lambda d: d != 'a', 'abcd')　　＃ filter out letter 'a'。  
'bcd'  
>>> def d(x):　＃ not using lambda function, instead using a predefined function   
 　　　　　return True if x != 'a' else False  
>>> filter(d, 'abcd')  
'bcd'

## zip

weight = [0.5, 0.8, 0.7, 0.8, 1.0]

value = [10, 20, 10, 10, 30]

average = sum([weight[i] \* value[i] for i in range(len(weight))])/sum(value)

zip\_average = sum ([x \* y for x,y in zip(weight,value)]) / sum(value)

> print (average, zip\_average)

> 0.825 0.825

@ Class Inheritance

![](data:image/png;base64,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) ![](data:image/png;base64,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)

**Multiple inheritance** VS **Multilevel inheritance**

### Multiple Inheritance Example

This last part is crucial to understand. Let's consider the example again:

class First(object):

    def \_\_init\_\_(self):  
        super(First, self).\_\_init\_\_()  
        print ("first")

class Second(object):  
    def \_\_init\_\_(self):  
        super(Second, self).\_\_init\_\_()  
        print ("second")

class Third(First, Second):  
    def \_\_init\_\_(self):  
        super(Third, self).\_\_init\_\_()  
        print ("that's it")

[According to this article about Method Resolution Order](http://python-history.blogspot.nl/2010/06/method-resolution-order.html) by Guido van Rossum, the order to resolve \_\_init\_\_ is calculated (before Python 2.3) using a "**depth-first** **left-to-right** traversal" :

Third --> First --> object --> Second --> object

After removing all duplicates, except for the last one, we get :

Third --> First --> Second --> object

So, lets follow what happens when we instantiate an instance of the Third class,

e.g. x = Third().

* According to MRO \_\_init\_\_ of Third is called first.
* Next, according to the MRO, inside the \_\_init\_\_ method super(Third, self).\_\_init\_\_() resolves to the \_\_init\_\_ method of First, which gets called.
* Inside \_\_init\_\_ of First super(First, self).\_\_init\_\_() calls the \_\_init\_\_ of *Second, because that is what the MRO dictates!*
* Inside \_\_init\_\_ of Second super(Second, self).\_\_init\_\_() calls the\_\_init\_\_ of **object**, which amounts to nothing. After that **"second" is printed**.
* After super(First, self).\_\_init\_\_() completed, **"first" is printed**.
* After super(Third, self).\_\_init\_\_() completed, **"that's it" is printed**.

This details out why instantiating Third() results in to :

>>> x = Third()

second

first

that's it

## Try Not To Blow Off Memory!

Don't use **+** for generating long strings

**if already you've contents available in the form of an iterable object, then use ''.join(iterable\_object) which is much faster.**

@ RE

+ means **1** or more.    ,    **\*** means **zero** or more.

**\d** means **digit**  , **\D** means **non-digit**

>>> pattern = re.compile(**r'^(\d{3})\D+(\d{3})\D+(\d{4})\D+(\d+)$'**)

>>> pattern.search(**'415 867 5309 9999'**).groups()

>>> pattern = re.compile(**r'^(\d{3})\D\*(\d{3})\D\*(\d{4})\D\*(\d\*)$'**)

>>> pattern.search(**'41586753099999'**).groups()

>>> pattern = re.compile(**r'^\D\*(\d{3})\D\*(\d{3})\D\*(\d{4})\D\*(\d\*)$'**)

>>> pattern.search(**'(415)8675309 x9999'**).groups()

**Good Luck with your preparation!** ☺

## Python Basic Level Interview Questions and Answers

### **1)  A = 10, 20, 30**

### **In the above assignment operation, what is the data type of ‘A’ that Python appreciates as?**

Unlike other languages, Python appreciates ‘A’ as a tuple. When you print ‘A’, the output is (10,20,30). This type of assignment is called “**Tuple Packing**”.

### **2)    >>> A = 1,2,3,4**

### **>>> a,b,c,d = A**

### **In the above assignment operations, what is the value assigned to the variable ‘d’?**

4 is the value assigned to d.  This type of assignment is called ‘**Tuple Unpacking**’.

### **3) >>> a = 10**

### **>>> b = 20**

### **Swap these two Variables without using the third temporary variable?**

a, b = b, a

This kind of assignment is called a parallel assignment.

### **4)  What is a Variable in Python?**

When we say Name = ‘john’ in Python, the name is not storing the value ‘john’. But, ‘Name’ acts like a **tag** to refer to the object ‘john’. The object has types in Python but variables do not, all variables are just tags. All identifiers are variables in Python. Variables never store any data in Python.

### **5) >>> a = 10**

### **>>> b = a**

### **>>> a = 20**

### **>>> print b**

### **What is the output?**

In Python, a variable always points to an object and not the variable. So here ‘b’ points to the object 10, so the output is 10.

### **6) How do you find the type and identification number of an object in Python?**

type(variableName) ,id(variablename)

### **7) A Dictionary**

**key-value pairs** using a colon(“:”). The **keys** should be of an **immutable** type, i.e., so we’ll use the data-types which don’t allow changes at runtime. We’ll choose from an **int, string** or **tuple.**

*dict.****items()****returns a list of 2-tuples ([****(****key, value****)****,* ***(****key, value****)****, ...]), whereas dict.****iteritems()****is a generator that yields 2-tuples.* ***items()****takes more space and time initially, but accessing each element is fast, whereas* ***iteritems()****takes less space and time* ***initially****, but a bit more time in generating each element.*

*One of Python 3’s changes is that****items()****now return iterators, and a list is never fully built. The iteritems() method is also gone*

use the “for” and “in” loop for traversing the dictionary object.

>>> for **k**, **v** in site\_stats.**items()**:

print("The key is: %s" % k)

print("The value is: %s" % v)

add elements by modifying the dictionary with a **fresh key** and then set the value to it.

If **key** was already exist it’ll **replace it**.

>>> site\_stats\_new = {'traffic': 100, "type": "social media"}

>>> site\_stats.**update**(site\_stats\_new)

delete a key in a dictionary by using the **del()**

>>> **del** site\_stats["type"]

“**in**” operator to test the presence of a key inside a dict object.

>>> 'site' in site\_stats

True

### **8)** A **Conditional Expression**

>>> no\_of\_days = 366

>>> is\_leap\_year = "Yes" **if** no\_of\_days == 366 **else** "No"

>>> print(is\_leap\_year)

Yes

**Ternary Operator** is **alternative** for theconditional statements.

**[onTrue] if [Condition] else [onFalse]**

x, y = 35, 75

smaller = x **if** x < y **else** y

### **9) What are the Arithmetic Operators that Python supports?**

    ‘%’    : Modulo division

    ‘\*\*’   : Power Of

    ‘//’   : floor div

Python does not support unary operators like ++ or -- operators. On the other hand Python supports “Augmented Assignment Operators”; i.e.,

             A += 10   means A = A+10

             B -= 10   means B = B - 10

Other Operators supported by Python are **& , |, ~ , ^** which are and, or, bitwise compliment and bitwise xor operations respectively.

### **10)  Enumerate?**

The **enumerate()** function attaches **a** **counter** variable to **an** **iterable** and returns it as the “enumerated” object in **tuple**.

**enumerate(iterable**, **to\_begin=0)**

# Example - enumerate function

alist = ["apple","mango", "orange"]

list(enumerate(alist))

[(0, 'apple'), (1, 'mango'), (2, 'orange')]

### **11) PDB Commands**

Here are a few PDB commands to start debugging Python code.

**python -m pdb python-script.py**

* Add breakpoint **(b)**
* Resume execution **(c)**
* Step by step debugging **(s)**
* Move to the next line **(n)**
* List source code **(l)**
* Print an expression **(p)**

### **12)** What is **for-else** and **while-else** in Python**?**

Example :

    a = []

**for** i in a:

        print "in for loop"

**else:**

         print "in else block"

output:

**in else block**

. *The same is true with* ***while-else*** *too*

### **13)**

### **14) How do you find the number of references pointing to a particular object?**

### **15) How do you dispose a variable in Python?**

‘del’ is the keyword statement used in Python to delete a reference variable to an object.

### **16**

### **17) What is the difference between range() and xrange() functions in Python?**

### **19)  Write a generator function to generate a Fibonacci series?**

A Generator is a kind of function which lets us specify a function that acts like an iterator and hence can get used in a “for” loop.

In a generator function, the **yield keyword** substitutes the **return statement**.

def fib(n):

a, b = 0, 1

print(‘fibonacci start with generator’)

for \_ in range(n):

yield a

a, b = b, a + b

for i in fib(20):

print (i)

### **20) What are the ideal naming conventions in Python?**

All **variables** and **functions** follow lowercase and underscore naming convention.  ex): is\_prime(), test\_var = 10 etc

**Constants** are all either uppercase. ex): MAX\_VAL = 50, PI = 3.14

**None, True, False** are predefined constants follow camel case, etc.

**Class names** are also treated as constants and follow camel case.

ex):  class  UserNames():

### **21) What happens in the background when you run a Python file?**

When we run a .py file, it undergoes two phases. In the first phase it checks the syntax and in the second phase it compiles to bytecode (.pyc file is generated) using Python virtual machine, loads the bytecode into memory and runs.

### **22)**

### **23)**

### **24)**

### **25) What is Hashable? Immutable?**

The key of a dictionary should be unique. Internally, the key is transformed by a hash function and become an index to a memory where the value is stored. Suppose, if the key is changed, then it will be pointing somewhere else and we lose the original value the the old key was pointing.

the key should be **hashable**.

Hashable objects are **integers**, **floats**, **strings**, **tuples**, and **frozensets**. Note that all hashable objects are also **immutable** objects.

**Mutalbe** objects are **lists**, **dictoroaries**, and **sets**.

### **26)**

### 

### **27) How do you get the last value in a list or a tuple?**

When we pass -1 to the index operator of the list or tuple, it returns the last value.

Example:

>>> a = [1,2,3,4]

>>> a[-1]

4

>>> a[-2]

3

>>>

>>> b = (1,2,3,4)

>>> b[-1]

4

>>> b[-2]

3

### **28)**

### **29) What is slice notation in Python to access elements in an iterator?**

In Python, to access more than one element from a list or a tuple we can use ‘**:**’ operator. Here is the syntax. Say ‘a’ is list

    a[startindex**:**endIndex**:**Step]

Example:

>>> a = [1, 2, 3, 4, 5, 6, 7, 8]

>>> a[3:]      # Prints the values from index 3 till the end

[4, 5, 6, 7, 8]

>>> a[3:6]    #Prints the values from index 3 to index 6.

[4, 5, 6]

>>> a[2::2]    #Prints the values from index 2 till the end of the list with step count 2.

[3, 5, 7]

>>>

The above operations are valid for a tuple too.

### **30) How do you convert a list of integers to a comma separated string?**

List elements can be turned into a string using join function.

Example:

>>> a = [1, 2, 3, 4, 5, 6, 7, 8]

>>> numbers = **','.join(str(i) for i in a)**

>>> print numbers

1,2,3,4,5,6,7,8

>>>

### **31) What is the difference between Python append () and extend () functions?**

The **extend()** function takes an iterable (list or tuple or set) and adds each element of the iterable to the **list**. Whereas **append**() takes a value and adds to the list as a single object.

Example:

>>> b = [6,7,8]

>>> a = [1,2,3,4,5]

>>> b = [6,7,8]

>>> a.**extend**(b)

>>> a

[1, 2, 3, 4, 5, 6, 7, 8]

>>> c = ['a','b']

>>> a.**append**(c)

>>> a

[1, 2, 3, 4, 5, 6, 7, 8, ['a', 'b']]

>>>

### **32) What is List Comprehension? Give an Example.**

List comprehension is a way of elegantly constructing a list. It’s a simplified way of constructing lists and yet powerful.

Example:

>>> **a = [x\*2 for x in range(10)]**

>>> a

[0, 2, 4, 6, 8, 10, 12, 14, 16, 18]

In the above example, a list is created by multiplying every value of x by 2.

Here is another example-

>>> **[x\*\*2 for x in xrange(10) if x%2==0]**

[0, 4, 16, 36, 64]

>>>

Here the numbers ranging from 0-9 and divisible by 2 are raised by power 2 and constructed into a list.

### **33)  Tell me about a few string operations in Python?**

Here are the most commonly used text processing methods.

>>> a = 'hello world'

>>> a.**upper()**  ,   a.**lower()**   ,   a.**capitalize ,**

a.**title()**    #First character of the every word is capitalized.

>>> a.**split()**    #Splits based on default space and returns a list.

['hello', 'world']

>>> record = 'name:age:id:salary'    #Splitting based on ‘**:**’

>>> **record.split(':')**

['name', 'age', 'id', 'salary']

>>> a.**strip()**     #strips leading and trailing white spaces and newlines.

>>> a.**lstrip()** , a.**rstrip()**

>>> a.**isalpha()**    #returns true only if the string contains alphabets.

>>> a.**isdigit()**     #returns True only if the string contains digits.

>>> a.**isalnum()**   #returns true if the string contains alphabets and digits.

>>>

>>> a = 'Name: {name}, Age: {age}'

>>> a.**format**(name='john', age='18')

'Name: john, Age: 18'

>>>

### **34) How do you create a list which is a reverse version on another list in Python?**

Python provides a function called reversed(), which will return a reversed iterator. Then, one can use a list constructor over it to get a list.

Example:

>>> a =[10,20,30,40,50]

>>> b = list(reversed(a))

>>> b

[50, 40, 30, 20, 10]

>>> a

[10, 20, 30, 40, 50]

### **35) What is a dictionary in Python?**

In Python, dictionaries are kind of hash or maps in another language. Dictionary consists of a key and a value. Keys are unique, and values are accessed using keys. Here are a few examples of creating and accessing dictionaries.

Examples:

>>> a = dict()

>>> a['key1'] = 2

>>> a['key2'] = 3

>>> a

{'key2': 3, 'key1': 2}

>>> a.**keys()**        # keys() returns a list of keys in the dictionary

['key2', 'key1']

>>> a.**values()**        # values() returns a list of values in the dictionary

[3, 2]

>>> for i in a:        # Shows one way to iterate over a dictionary items.

    print i, a[i]

key2 3

key1 2

>>> print 'key1' in a    # Checking if a key exists

True

>>> del a['key1']    # Deleting a key value pair

>>> a

{'key2': 3}

### **36) How do you merge one dictionary with the other?**

Python provides an update() method which can be used to merge one dictionary on another.

Example:

>>> a = {'a':1}

>>> b = {'b':2}

>>> a.**update**(b)

>>> a

{'a': 1, 'b': 2}

### **37) How to walk through a list in a sorted order without sorting the actual list?**

In Python we have function called sorted(), which returns a sorted list without modifying the original list. Here is the code:

>>> a

[3, 6, 2, 1, 0, 8, 7, 4, 5, 9]

>>> for i in sorted(a):

    print i,

0 1 2 3 4 5 6 7 8 9

>>> a

[3, 6, 2, 1, 0, 8, 7, 4, 5, 9]

>>>

### **38) names = [‘john’, ‘fan’, ‘sam’, ‘megha’, ‘popoye’, ’tom’, ‘jane’, ‘james’,’tony’]**

### **Write one line of code to get a list of names that start with character ‘j’?**

**Solution:**

#One line code to **filter** names that start with ‘j’

>>> jnames=[name for name in names **if name[0] == 'j'**]

>>> jnames

['john', 'jane', 'james']

>>>

### **39)  a = [0, 1, 2, 3, 4, 5, 6, 7, 8, 9]**

### **Write a generator expression to get the numbers that are divisible by 2?**

**Solution:**

>>> a = [0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

>>> b = **(i for i in a if i%2 == 0)**   #Generator expression.

>>> for i in b: print (i)

0 2 4 6 8

>>>

### **40) What is a set?**

A Set is an unordered collection of unique objects.

### **41) a = “this is a sample string with many characters”**

### **Write a Python code to find how many different characters are present in this string?**

**Solution:**

>>> a = "this is a sample string with many characters"

>>> **len(set(a))**

16

### **42) a = “I am Singh and I live in singh malay and I like Singh is King movie and here I am”**

### **\*Write a program that prints the output as follows:**

### **I :4**

### **am : 2**

### **Singh : 3**

### **and so on..**

### **i.e** <word> : <number of its occurrence> **in the string ‘a’ .**

**Solution:**

>>> k = {}

>>> for item in set(a.split()):

    k[item] = a.split().count(item)

>>> for item in k: print item, k[item]

and 3

king 1

like 1

I 4

movie 1

is 1

am 2

malay 1

here 1

live 1

in 1

singh 3

### **43) What is \*args and \*\*kwargs?**

\*args is used when the programmer is not sure about how many arguments are going to be passed to a function, or if the programmer is expecting a list or a tuple as argument to the function.

\*\*kwargs is used when a dictionary (keyword arguments) is expected as an argument to the function.

### **44) >>> def welcome(name='guest',city): print 'Hello', name, 'Welcome  to', city**

### **What happens with the following function definition?**

Here the issue is with function definition, it is a syntax error and the code will not run.

Non-default arguments should be placed first and then comes the default(keyward) arguments in the function definition. Here is the right way of defining:

**def welcome(city, name='guest'): print 'Hello', name, 'Welcome  to', city**

The order of passing values to a function is, first one has to pass non-default arguments, default arguments, variable arguments, and keyword arguments.

### **45) Name some standard Python errors you know?**

**TypeError:** Occurs when the expected type doesn’t match with the given type of a variable.

**ValueError:** When an expected value is not given- if you are expecting 4 elements in a list and you gave 2.

**NameError:** When trying to access a variable or a function that is not defined.

**IOError:** When trying to access a file that does not exist.

**IndexError:** Accessing an invalid index of a sequence will throw an IndexError.

**KeyError:** When an invalid key is used to access a value in the dictionary.

We can use **dir(\_\_builtin\_\_)** will list all the errors in Python.

### **46) How Python supports encapsulation with respect to functions?**

Python supports inner functions. A function defined inside a function is called an inner function, whose behavior is not hidden. This is how Python supports encapsulation with respect to functions.

### **47) What is a decorator?**

In simple terms, decorators are wrapper functions that takes **a callable** as an argument and extends **its behavior** and returns a callable. Decorators are one kind of design patterns where the behavior of a function can be changed without modifying the functionality of the original function definition.

### **48) What is PEP8?**

PEP 8 is a coding convention about how to write Python code for more readability.

### **49) How do you open an already existing file and add content to it?**

In Python, **open(<filename>,<mode>)** is used to open a file in different modes. The open function returns a **handle** to the file, using which one can perform read, write and modify operations.

**Example:**

    F = open(“simplefile.txt”,”a+”) # Opens the file in append mode

    F.write(“some content”)     # Appends content to the file.

    F.close()     # closes the file.

### **50) What mode is used for both writing and reading in binary format in file.?**

“**wb+**” is used to open a binary file in both read and write format. It overwrites if the file exists. If the file does not exist it creates a new file for reading and writing.