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Project 1 Fermat Report

# Time and Space Complexity Analysis of Project 1

The time complexity for each function found in fermat.py of the Project 1 code is as follows and is referenced from the comments preceding each function in fermat.py.

mod\_exp(x, y, N) Complexity – Lines 12-19

# One function call of mod\_exp is Time Complexity O(n^2)  
# Because we iterate based on y // 2, we get approximately log y recursive calls of mod\_exp  
# Assuming y has a similar number of bits as x, we can approximate that log y = O(n)  
#  
# Therefore, mod\_exp total Time Complexity = O(n^3) or in other words O(n^2) for the function, running O(n) times.  
#  
# mod\_exp Space Complexity = O(n) as it has n levels of recursion, so the computer return n times  
# and the stack will grow with each recursive call.

fprobability(k) – Lines 38 – 44

# fprobability(k) uses k to make one calculation for the probability and returns it. The function  
# uses the \*\* power operator to calculate 2^k which runs in O(n^2) time.  
#  
# Because the rest of equation runs in O(1) time, the time complexity for calculating  
# probability and the whole function is O(n^2)  
#  
# The space complexity is O(1) as all the program is doing is creating one variable and returning it.

mprobability(k) – Lines 52 – 58

# mprobability(k) uses k to make one calculation for the probability and returns it. The function  
# is simple, but includes the \*\* power operator which runs in O(n^2) time.  
#  
# Because the rest of equation runs in O(1) time, the time complexity for calculating  
# probability and the whole function is O(n^2)  
#  
# The space complexity is O(1) as all the program is doing is creating one variable and returning it.

fermat(N, k) – Lines 66 – 73

# fermat(N, k) uses mod\_exp of Time Complexity O(n^3) on each value of an array of length k, making that portion of  
# the algorithm run in O(k\*n^3) times, where k is the number of loops the for loop is making to test each of the  
# random values. There is another for loop before used to generate the values in O(k) times where k is the number  
# of values to generate. This is not significant enough to change the result of the Time Complexity analysis.  
#  
# Therefore, Time Complexity of fermat is O(n^3)  
#  
# Space Complexity of fermat is O(n) as it only creates the one-dimensional array to store test values.

miller\_rabin(N,k) – Lines 100 – 109

# In miller\_rabin, most of the Time Complexity stems from calling mod\_exp during the while loop to check the test  
# values. mod\_exp has a Time Complexity of O(n^3). There are three loops within the function, a for loop to set the  
# random test values, a for loop to test each value in the array, and a while loop to take the square root of the  
# exponential function after running mod\_exp to test for primality. Both for loops run in O(k) time where k is the  
# number of values to test and the while loop runs in O(log n) time, as it is being divided by 2 with each iteration  
# of the loop. However, all of the time complexity of the loop is dominated by the O(n^3) mod\_exp function call.  
#  
# Therefore, the resulting time complexity of the miller\_rabin test function is O(n^3).  
#  
# Space Complexity is O(n) as the function only creates the one dimensional array test\_values to store our values

# Algorithm Disagreement

Although the two algorithms have the same purpose of testing for probable primality, there is a key difference in their ability to accurately determine what is a prime number. Fermat’s little theorem is not given as an if and only if, but only if, because it is stating the behavior of a prime number, not a composite one. Due to this, Carmichael Numbers (561, 1105, etc.) can mimic the behavior of a prime number according to Fermat’s Little Theorem and pass off as a prime number when they are composite. The Miller-Rabin test builds off Fermat’s theorem with a safety against Carmichael numbers by checking for the first instance of variation from the result of 1 mod N.

Knowing this from class, I went in and tested first numbers that I knew were prime (73, 101) as well as numbers that were obviously composite (even numbers, 55) to make sure that the base functionality of the two tests were working. From there, I added in one of the known Carmichael numbers for N, 561, to see if the Fermat test would accidentally pass it. If I ran the algorithm with k = 10, the Fermat’s test would almost always determine that 561 was composite, but with a lower number of tests, it was quite often that the randomly selected test values would result in Fermat’s test passing 561. On the other hand, the Miller-Rabin test would return not prime for 561, resulting in the discrepancy as seen in Screenshot #1 and #2 below.

# Discussion on Probability Equations

For each test, there is not a 100% certainty in the result due to the random selection of a values for testing. As a result, we can say that we are calculating the probability of the test determining that is prime. As a result, there is a measure of a one-sided error that the probability equations considers.

For Fermat’s little theorem, the textbook states that Fermat’s theorem has <= ½ chance of returning a false positive result. Since we are running the test k times, we can then take the probability of the one-sided error as 1 / 2^k. Since this is the probability of having a false positive test, the probability function will then subtract the result from 1, resulting in the probability that is displayed at the end of the test.

The Miller-Rabin test behaviors very similarly, only it has a slightly different one-sided error probability. The textbook states on page 28 that “at least three-forth of the possible values of a between 1 and N-1 will reveal a composite N, even if it’s a Carmichael Number.” (Dasgupta, 2008). Since ¾ of the results will result in a composite result, the remaining probability of ¼ can be considered as the possibility of a one-sided error, which is reduced with the number of tests run. Our probability calculation then becomes 1 – (1/4^k), resulting in the final probability displayed on the screen.

# Screenshots

Screenshot #1 – Disagreement between the two tests when N = 561 and K = 3
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Screenshot #2 Disagreement between the two tests when N = 561 and K = 10
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Screenshot #3 – A working example of a prime number using N = 73

![](data:image/png;base64,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)

Screenshot #4 – A working example of a composite number using N = 100

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhEAAACsCAYAAADFVf6QAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABj3SURBVHhe7Z0PjBxXfcdHkapUrVBFhVCLQBDbd2v7/vvstb1nbMc+x4mTOCbx30twNo69ju2zjz8G0QRq/hSuVCG5CAI0TYT5V6Cn8Ke0Fm1SWqsJapXkIgKqUo6WBgppGghuG8qfJvl13uy82Tdv3szuze79/3ykT27nvTdv3s5t/PvuzNrrrV++XJYbFgqFmO3t7YFtbb2y49CbZGTklJw6NSKnRkbk2A2D0tvWFo2xXbfrqBy/biDaHth9Qk7s2ygFxz5tbf1y9ZFh2TNQ61u145Cc3LcpNi7NtrY+f32nZOjS2pq7N+2UvZetlfaUNc7o+gpd0tvXJ30D18iRkYNyxWr/sdpe1SUr/OO1ta2SK/31H9hSW//aayoyvKe2PrXeU0NbauvbuE9OHr1GiinPzzZr/3rPr975Vf1X3TwiB4z+on+84b0bou166886/6aFLUMycvMO6TPG1Tt/bW09csVNI3Jwe1fUP7D7uBy7thRtN6rz+HV+v+b+afZcfmM0b1t7SXYfOyG7B6rPp62tIF294Zym3SvC/gHZO3xErurvkq0HbpFDVxZlxdbrZeTGy6WrweMr2waukxPHrpV11j76/N14eXfUpn5f+vzVf/00f/6bef1q059fc6/fVr6+2tZfK8cda0ScTc1cYGYGb6UVHsyd2oL/OaouW9Ytl994Uq7f3i+9/h9mq0vbZO/hW+T6wR6/b1lgx/orZX/5iBw9dlyOH/c9MSy3XFeK+pev2yk3HT8mNx8ckj27rpTBUq8Uwr5ly9bIzsPDcuJEuG/gsAzv2yzt0Zgs1f63yLUlV1/V2V1faM92KQ/vl83tdl9y/T3bD8bmL+48LEf9P5SifTrWyKZNa6RTb9cxe/96z6/e+e2RHeVh2bupPWpbc/Xh2Pmtt/7s81+zffM+GS5fLj2x9nrnr1u2HxyWfZvT19eo7uOHpv5+G7Brm7xx+Ea5rMd/XLxajhy9Tkpt1phUS3LdLTfJjj5/fSs6ZKV//OWX7pfhG7ZJh3N8iut3ydHKLikm+uqdv3qvn+bPf3Ov39DU59fs67d1r69la3dJxblGxJnRrP2mZqCIQsTp4T1S8ht1Q5qFQocUNw3Khv5a24r+18vgpqJ0qgCyvFdKW7bKxmKvdHV2SqfvqtIW2Vrqi82zoqNbVq0uyrrSRrl00B+/pjNoLxS6Zd2lW2Wgv7pvZMeK2P5p6v1LvfGUFPXP8vq0hc6ibB7cIP3L4+t0rb+zuEkGN/TL8vAX1rPuUn+9vVH/VM3av97zq3t+C52ydrP/+lhVa+sOjlc7v42sP+38x+zfIIObq6873Vbv/Llev/b6GtZxfG3a77cR1RrXbByUTWs6pHutv7YBf23hMarPb1AGBy0H9PPzX99bN8vartpxV6h1blwjKx3rTLPQu162blkvPdY+9c5f/ddP8+e/mddvNC71+TX3+m3l66vQs162ONaIOFc0g4TXv6pHlochAgAAACANlRX0VQkVJDx9C4MQAQAAAFkQIgAAACAXKivoz02o7BCECLVBiAAAAIAsEiFC/YcQAQAAAPVQWWHp0qWECAAAAJgaOkToqxG5Q8Tj3/qunH7nx2T3je+THUPvllcXD8srOm6Qnq2n5Cp/+y23flwe++ZkOBoAAADmOy0JEYfffJcUtx6TY2+5Q+7/6kPynX97Wrp2nBbPWykXd71R/vrrj8nJt39EVl9akfKJ28O9AAAAYD7jDBFqo9EQMbDzzbKv8sFwq8qX/+ofxbtoQLxXXiEX/eYW+dQXz4c9Intv/oCs3n4i3AIAAID5isoKS5YsqYUI9Z9GQ8QffuxL4nmvlBNn7pPbfv8e+ZcfPhu0/+ePL0hp59v8vmVBmPi7f/i2/ODZn8rJN43Jyfd+Itjnnbf/aTAWAABgruF5XkPONdSaHn300XAriepr5bp1iNBXI6YUIl7W+UbxXn6FeL+xxV9UmyxdfbO88NJLYa/IylX7ZfyBR4LHr+k56I9pr459xVVycWF/0J7knFSMX5DnlWQs7aMUk2NSyuqfMurY4XxNzn2uYj6HmqXWLRYAAKYJ9ed1PRoZM9OokPBrF/+6M0hk9eWlqRDh/e5O8V67W7wle/wd9/kntE8Gdr0j7K1x2Q3v8ft6/TH7q2OX7BXvd64Oe22MQu4zOVYSrzQmM1N648eukdbeCHn3beaYAADQDPM1RChcYWE6AoSiqRCxdejd/knsEa/dDwdL/WAQBIl2OXDyznCEyOn3f8pvWyreMr9PjSkc8Lf7ZK0jbFSxi+dMFtO0YzWzhrz7zuTzBgAAk/kcIhRmaJiuAKFoKkRMfu9H4r1s0D+Ra6oBQgUFb528duCY6LsaA7tv89tWhSHDDxt+v3fxJvn2k09VBySwi6e5XX1cqZT8eSr+VrJv7Jy6DVG9dVA5F17JCLfNWwmx2w1qYLU1Od+k+mmOHZOxUnXuiHOVjKsl5pw+wW0SPZ96DkFjMKc+RuWcfczwYM59q/PrcwIAAM2j/pytRyNjZhMdHqYrQCiaChGKbzzxXXlNQYWDHt/Xyb7jHwp7anzw7i/6fUt9u+RVy/bI3z76ZNjjIl50gxAQFehqca2FAXNsWHj1WFXYzbHBti68JvYc9R6rTX8uI0WoQBILFTGy5wnWZ81XxRqbtm/QzmctAGDuUn3jU9+5RCPrmWtrtpkXIULx8xdfkvf/0Welq+eA9G49Kbe8/W656a0fDqyc/rBs232bdHTfIO/5wCfl+V/9X7hXGtWiWHthmYU/q7Bm9Sms7SBU6GO45qg3t3ElIPMzG8a+sSsJoSo8hO3xIGAdM21fexwAADSN+jO2Ho2MmS10gFA/zcetpiUhwuSn//W8jH38S3LnPV+Wj37ynLz/zs/LYxPfCXsbIaso2n3mdlafwtgOCrJ5K8E1R9bcaopSUPT1z3TSjptEzaVelNWLEtYxU/dNrg0AAJpjPocIV2hwtbWCpkPEw48+Ke8881H51+8/I//+zHPymc98LWh//J++F33u4We/+KX8zTe+FTz+7Ff+Xu657yvywgsvBttJsoqi3WduZ/UpjG11FUJfPQiKs2uOrLl91H6lilSiAJKGPU/2rQcVJKr99jHT9nWsDQAAmmK+hoissDAdQSI1RBS6V4RD0vnKg4/Iq9dX5Pduu1vu/vTX5KLX7Zbb7/oz+eF//EQ+dO9X5bd7Dsrk956Wd3zwM3Lx8gPyPz/7uTz48Lekfe0hOfaue8JZbLKKoquwmgU6rU9hbhsfZIwFgfT5og9iGp9dCNoSn2WwsdYRhJZwLj1f7NZK7WpD4piufe35AQCgaWp/Jmc711BrygoJqq+V604PEQ1ciei98rSMvPcT4ZbIkbd+WE7d9nF59rn/locf+2fp2/FWeeLJp+S5C8/Lhr3vCsb84pe/kr1v+5g88NA3g+35TPYHKgEAABY2Td3OuPO+v5CXdx+U2+/6gjz48BNy7vzjwV/5PHrbH8u9n39Qfmvl9fLnDz4iL7z4ovRd/Xb5wdM/kYuW7ZUd171Nnn7muXCWeUpwOyPrA5UAAAALm6ZChOJPPveAHBu5Q/7y64/JH3zkfrnncw/K93/0Y3nv2Bfko5/+mrz00kvy/P/+Qh546Al55tkLcse9X5W77/p08FmK+Ym+FcItBAAAWNw0HSIAAABgcZIIEeu626W7fSkhAgAAADJJhIgvH10pb+knRAAAAEA2iRDB7QwAAABoBEIEAAAA5IIQAQAAALkgRAAAAEAuCBEAAACQi8wQceHCBURERESnhAhERETMJSECERERc0mIQERExFwSIhARETGXhAhERETMJSECERERc0mIQERExFwSIhARETGXhAhERETMJSECERERczlnQ8Stt96KiIiIM6yrJqc5p0MEAAAAzByECAAAAMgFIQIAAAByQYgAAACAXBAiAAAAIBeECAAAAMjFrIWIoudJcXSi1jYxKsXiqEwYY6aiGSImx0ri+fPHrJxLbQcAAICpM3sholiWcrEooxNhWwtDhM25iielsclwq0ZaOwAAANRnFkOEHxjGy+KVx6ttZohQjz0jYDRgaoiYHJOSV5HE9Ya0dgAAAGiI2Q0R/s/xsiflcb9tmkIEVyEAAACmh1kPEVF4MENEDp0hgqsQAAAA08bshwjfidGilEdbHyK4CgEAADB9zIkQceHCuJTV35TQba24ncFVCAAAgGlljoQIX/Uhy5aFiEkZK7muNqS1AwAAwFSZtRDRahNXIgAAAGBaIUQAAABALggRAAAAkAtCBAAAAORiQYUIREREnFldNTnNORsiEBERcW5LiEBERMRcEiIQERExl4QIREREzCUhAhEREXNJiEBERMRczskQ4forJ4iIiDj9uupymnM2RAAAAMDMQogAAACAXBAiAAAAIBeECAAAAMgFIQIAAAByQYgAAACAXMxaiCgWR2VCb4+XxfM8KY/HxzSqO0Sck0ppTCbDrWDbP4Y6judV/C0AAABohtkPEROjUvSKMjqRHNOodoiYHCtVw4IRIs5VPKmEySHo1xsAAACQi9kNEa4AkSNUOK9ETI5JKQoR6iqEcfUh1gcAAAB5mMUQUXSHhZkIEYltAAAAmCqzFyJUUBgti2d+NiKnhAgAAICZZxavRFTDw8RoUbzyuHNMo045RHA7AwAAoGlmPURcuDAho0VPiqMT1b5puZ3hxwg+WAkAANBSmg4RlWtLwUb+EKEcl7IXBokWhIjob2eEVvOCuhrBX/EEAABoFU2HiAObV+S6EtFKnVciAAAAYFppOkSMjIzIno3thAgAAIBFRtMhYltfj3QUpn47o5USIgAAAGaepkPEav8/3M4AAABYfDQdIgpzJEQgIiLizOuqy2kmQsTwkWtkjb8xmyECERER576JENHX2ynthAhERESsYyJE5P3HphAREXFxSYhARETEXBIiEBERMZeECERERMwlIQIRERFzSYhARMRF4f333491dJ23LAkRiIi4KFRF8qmnnsIUCRGIiIgpEiKyJUQgIiKmSIjIlhCBiIiYIiEiW0IEIiJiioSIbAkRiIiIKS7IEHH+jPT3n5Hzrr4pSohARERMsRYizsuZfk88L2n/mfOxwlrXtCKu2mNzD8lZe4we10wI0Pub8+SckxCBiIiYovNKRKuKeL32s0PiNXOcNF3HJ0QgIiK21oZDhGqLriD0y5nz1fbzZ/prVxaCfeJXNGJXMRLznpUhdTUibD8zpPapbVevJAzJUDjf0Nna3ENnHcfX64rt71rTZ4NtPUd1HbXnZEqIQERETLGxEBEWe7tf/TTazw6FjxP7h1rtQQCI5jGKemz+sLirqxbmY9f8qn3obHx/Pc58bI61H1u2JEScuXkDIQIRERecDYWIoJjX3slXVYFBhQv9OGN/s92cI63A622zPeuxPWe9/QNrwejskHlVIm5LQsSJq7oJEYiIuOBsOETECrCtFSbSxjfarrfNdtdj9dO8DWHv59pHPQ6thgfrKotlS0JEp/8fQgQiIi40GwoRYUhIvFv3xw1Fn3lQnzswPpPgKsyOQu5s19tmu+uxtV/s9ojdrx67rpj4zyvrb5+0JETwmQhERFyINhYiwjZ9y0AZ9OsrEFXNYqze5dttznld7XrbbE95rI8THGtoKL6fuY8xtrYmI/iEY2zzhIjBwUE5dOiQHDm8Swb8IEGIQETEBakzRCwW0z6gaZgnRHR2dgZ2da2UAiECEREXqos5RGR9oFKbJ0Qkbmes6l1JiEBExAXnor4S0YAtCRG3n34DIQIRERechIhsWxIiuJ2BiIgLUUJEtoQIRETEFFWRxGxd5y1LQgQiIiLmkhCBiIiIuSREICIiYi4JEYiIiJhLQgQiIiLmkhCBiIiIuSREICIiYi4JEYiIiJhLQgQiIiLmkhDRCidGpVgclQlXHyIi4gK15SFivOyJ51mWx51jW+3EaFGKoxPO9th6WlzwzeOmrUGbWIvSPz9p7dG+MxJUxqUcHLss487+qamfU9b5QETE+WuLQ4QqQq0pQFN3QkaLRRmdqNeu1ugal1dz/rQ1pKtCl6vIprVPr60NEYiIuLBtbYgYL6dfdVB9+h22LuLBu2v/nbtqU++y1Ri9rcaM+/3hPuXx6jzxKx262KniXWvXYwMT7+CtoONal98eO456TvZz09vR/I41qL6swBL0Owq2q914HrGrFq6rE/o5RecyPs6+6qHDSvIqkmMNsX5fPa/uU9vB8f199Tr0eQr6jTWZY4I+47mY7XYfIiLOCVsaIpJFKCxQqiAYBVi/yw6KmVEcgnZ/nNoO5gr71ONqMPD3iQpytWjrwKDmcr1zj7fH90lbl/4ZtPvFrxy2meFEb5vz22tQY2LBwzJ2nHrtOkQExbhW3MfLVqFX6gJsnD+1Haxf94XrivXVuxJhBgV/O/j9+dvBWhMhISVEhHPrfZ3rCMdG5yCcx3WuEBFx9mxhiEi7laELk6l6d25f+jf3z3pszuMaY2qPt49n9ul+fUUhbW3mttluj6mjFQYaag+Kt153xrEygkI8NNhj68ytg0AYImL76j5zX1e/K4D42+a6ooBhGz4fREScG7YuRKiC4fpDPq09KorhtjnO9Vj9tAuUa7ypPSZtf6dhQVVrtMfqbXv+zPniqqLpemed1p44X1kFX63FKLozGiLs32lKfyMhgisPiIhz25aFCFUEosJkGBSEWPGrtZvjzf1dj2PzT/jFzrgtofrSCnK0T3grQ49LW1fs9kAYDGLzh8XQXpO9BrWti3jCYA5HoU5r131qvf5PdXul2m5fzQnNCBGZfVMMEbF9rb5gfM4QEe2Xtg5ERJwTtixEpF/K14VJq4qeajPHm9vux7roBAb33Wv7R32xom0fwzcoTrroqn69JqV5KyNUzxcVNd/o2PH542uozq0DRtx4mKnfHqpDhLVu5/jMoGCdS2uOeJ91/nQQMNXnqJUhwpzPMPXcICLirNiyEIGLQFdQQETERSshAhuXEIGIiIaECERERMwlIQIRERFzSYhARETEXBIiEBERMZeECERERMwlIQIRERFzSYhARETEXBIiEBERMZeLN0SofziJfzQJERExty0PEdXvRLC+FCr8lw7Vdx/Y39uQ9q8fNjour2p+/V0M5mOXibUoy+Op7dG+MxJU9HdpWN9zkVP9nPieCkRErGeLQ0T1WyWLxjdsVoucatNfcGUGjGpf4lsoE99OmTYur+b89rHqq74sylVk09qn19aGCERExEZtbYgI33mPRsU0LNDj4TvyxDtzVQAdxa/eOPNbNY1wob8JMroioMaZVwb0djS/Wl9tnyD4qL6swBL0p6zZbjeeR+yqRey5hern5J+v6NsrjXH2VQ8dVmLPOdCxhli/r55X96nt4Pj+vnod+jwF/caazDFBn/FczHa7DxERF5yJEFG5thRs5AkRqtCp4mb+VIXZbq+Orxbw2hWL5DzOcapQGcFAv/uPXQXwi185bDPn19vm/PFjhUXZDB6WsePUa9chIijGteI+XrYKvVIX4LDwBuvwt4P1m4Xd7qt3JcIMCv62er5q32CtiZCQEiLCufW+znWEY6NzEM7jOleIiLgwTISIA5tX5LwSYdwWiBUQ3a6LnTbt3X7WOLtP9+srCvZYs7DqbbPdHlNHKww01B4Ub73ujGNlBIV4aLDH1plbBwF9VSAjJCTmtvaNBRB/21xXFDBsw+eDiIgLz0SIGBkZkT0b26ceIqKC6T9WhUg/1u2qTReUoFClFL2scWaf07Cg2sdT6m17/sz54qqi6XpnndYeOyeBGQVfrcUoujMaIsw1ZvQ3EiKc5wERERekiRCxra9HOgpTv52hCkpU5Bzt8f7qlYO0gpw2LihUsaKs90kGDTVPNH9YDO11xMaE27qIJwzmcBTqtHbdp9br/1S3V6rtxhUbc2xGiMjsm2KIiO1r9QXjc4aIaL+0dSAi4oIzESJW+//JczvDfVtAFTjVrn8afUHRsYtpvXG6YGrNWxmhOgRERc03uOefXEd0CT7Ypzq3Dhhx00JPehgK1CHCWrdzvFm8/e14UDDW6pgj3medPx0ETPU5amWIMOczTD03iIg4702EiELOEIFzVFdQQEREbIGJEDF85BpZ7W8QIhaIhAhERJwmEyGit6dT2ggRiIiIWEeVFS655JJaiOALuBAREbERCRGIiIiYS0IEIiIi5lJlhdhnIggRiIiI2IiECERERMwlIQIRERFzSYhARETEXCZCRHt7OyECERER66pDhMoN6iJEECLUA0IEIiIiZqmygr4KQYhARETEhk2EiEKhICpIqA5ERETELHWAUNkhChGqQak6lSppKNW9D1P1L1UhIiLiwtas/ToT6AARCxE6SLjChBkoTM3JERERcWHoqvk6D5gBIggR6tKEHSTMMGEHCq3rIKbt/VfK/lPvk+u3uRc0F1297x0yfGSfrOuYP2teaC5ZskxWb9srB3a9XjpSXsyY3/lyfts61sllu/bJ9rWNr7F7yxtk946N0lfgdYPYjK6ab2YCnRMKhYL8Pw5eMVrvhqn+AAAAAElFTkSuQmCC)

# Source Code Files

fermat.py code file

import random  
  
  
# While for most cases the two algorithms should return the same result for prime\_test, there is one major difference  
# between the two that will cause some disagreements. As is mentioned in the Algorithms textbook, Fermat's theorem is  
# an if statement, not if and only if and  
def prime\_test(N, k):  
 # This is main function, that is connected to the Test button. You don't need to touch it.  
 return fermat(N, k), miller\_rabin(N, k)  
  
  
# One function call of mod\_exp is Time Complexity O(n^2)  
# Because we iterate based on y // 2, we get approximately log y recursive calls of mod\_exp  
# Assuming y has a similar number of bits as x, we can approximate that log y = O(n)  
#  
# Therefore, mod\_exp total Time Complexity = O(n^3) or in other words O(n^2) for the function, running O(n) times.  
#  
# mod\_exp Space Complexity = O(n) as it has n levels of recursion, so the computer return n times  
# and the stack will grow with each recursive call.  
def mod\_exp(x, y, N):  
  
 # Base case for recursion if y=0 then return 1  
 if y == 0: # Time Complexity O(1)  
 return 1 # Time Complexity O(1)  
  
 # Recursive mod\_exp call x = x, y = y//2, N = N  
 z = mod\_exp(x, (y // 2), N) # Time Complexity for 1 mod\_exp call - O(n^2)  
  
 # if y is even return z^2mod N  
 if (y % 2) == 0: # Time Complexity O(1)  
 return (z \*\* 2) % N # Time Complexity O(n^2) + O(n^2) + O(1) = O(n^2)  
  
 # if y is odd return x\*z^2 mod N  
 else: # Time Complexity O(1)  
 return (x \* (z \*\* 2)) % N # Time Complexity O(n^2) + O(n^2) + O(n^2) + O(1) = O(n^2)  
  
  
# fprobability(k) uses k to make one calculation for the probability and returns it. The function  
# uses the \*\* power operator to calculate 2^k which runs in O(n^2) time.  
#  
# Because the rest of equation runs in O(1) time, the time complexity for calculating  
# probability and the whole function is O(n^2)  
#  
# The space complexity is O(1) as all the program is doing is creating one variable and returning it.  
def fprobability(k):  
 # Get probability of Fermat's Little Theorem using 1/(2^k)  
 probability = 1 - (1 / (2 \*\* k)) # Time Complexity O(n^2)  
  
 return probability # Time Complexity O(1)  
  
  
# mprobability(k) uses k to make one calculation for the probability and returns it. The function  
# is simple, but includes the \*\* power operator which runs in O(n^2) time.  
#  
# Because the rest of equation runs in O(1) time, the time complexity for calculating  
# probability and the whole function is O(n^2)  
#  
# The space complexity is O(1) as all the program is doing is creating one variable and returning it.  
def mprobability(k):  
 # Get probability of M-R test results using 1/(4^k)  
 probability = 1 - (1 / (4 \*\* k)) # Time Complexity O(n^2)  
  
 return probability # Time Complexity O(1)  
  
  
# fermat(N, k) uses mod\_exp of Time Complexity O(n^3) on each value of an array of length k, making that portion of  
# the algorithm run in O(k\*n^3) times, where k is the number of loops the for loop is making to test each of the  
# random values. There is another for loop before used to generate the values in O(k) times where k is the number  
# of values to generate. This is not significant enough to change the result of the Time Complexity analysis.  
#  
# Therefore, Time Complexity of fermat is O(n^3)  
#  
# Space Complexity of fermat is O(n) as it only creates the one-dimensional array to store test values.  
def fermat(N, k):  
 # Check for even N and return composite immediately  
 if N % 2 == 0: # Time Complexity O(1)  
 return 'composite' # Time Complexity O(1)  
  
 # Create empty array to store test values  
 test\_values = [] # Time Complexity O(1)  
  
 # Generate random values (must be a < N) k times  
 for i in range(k): # Time Complexity O(n)  
 test\_values.append(random.randint(1, N - 1)) # Time Complexity O(1), Space Complexity O(n)  
  
 # Loop through test values array - Time Complexity O(n)  
 for value in test\_values:  
  
 # Run mod\_exp for a=x, N-1 = y, and N = N  
 fermat\_result = mod\_exp(value, N-1, N) # Time Complexity O(n^3)  
  
 # If =! 1 mod N, return composite, end for loop, if == 1 mod N, continue for loop  
 if fermat\_result != 1: # Time Complexity O(1)  
 return 'composite' # Time Complexity O(1)  
  
 # return prime if all values pass fermat test  
 return 'prime' # Time Complexity O(1)  
  
  
# In miller\_rabin, most of the Time Complexity stems from calling mod\_exp during the while loop to check the test  
# values. mod\_exp has a Time Complexity of O(n^3). There are three loops within the function, a for loop to set the  
# random test values, a for loop to test each value in the array, and a while loop to take the square root of the  
# exponential function after running mod\_exp to test for primality. Both for loops run in O(k) time where k is the  
# number of values to test and the while loop runs in O(log n) time, as it is being divided by 2 with each iteration  
# of the loop. However, all of the time complexity of the loop is dominated by the O(n^3) mod\_exp function call.  
#  
# Therefore, the resulting time complexity of the miller\_rabin test function is O(n^3).  
#  
# Space Complexity is O(n) as the function only creates the one dimensional array test\_values to store our values  
def miller\_rabin(N, k):  
 # Check for even N and return composite immediately  
 if N % 2 == 0: # Time Complexity O(1)  
 return 'composite' # Time Complexity O(1)  
  
 # Create empty array to store test values  
 test\_values = [] # Time Complexity O(1)  
  
 # Generate random values (must be a < N) k times  
 for i in range(k): # Time Complexity O(n)  
 test\_values.append(random.randint(1, N - 1)) # Time Complexity O(1), Space Complexity O(n)  
  
 # Loop through test values array  
 for value in test\_values: # Time Complexity O(n)  
  
 # Set variable to track exponent y and result of Miller-Rabin test  
 miller\_rabin\_result = 1 # Time Complexity O(1)  
 y = N - 1 # Time Complexity O(1) *TODO* # Repeat Miller-Rabin test until exit condition met  
 while miller\_rabin\_result == 1 and (y % 2) == 0: # Time Complexity O(log n)  
 miller\_rabin\_result = mod\_exp(value, y, N) # Time Complexity O(n^3)  
  
 # Value passes M-R test if result == -1  
 if miller\_rabin\_result == N - 1: # Time Complexity O(1)  
 break # Time Complexity O(1)  
  
 # Number is composite if M-R test != 1 or -1  
 if miller\_rabin\_result != 1: # Time Complexity O(1)  
 return 'composite' # Time Complexity O(1)  
  
 # Square root x^y by dividing y in half  
 y = y // 2 # Time Complexity O(1) *TODO* # Return prime if all test values pass M-R test  
 return 'prime' # Time Complexity O(1)

Proj1GUI.py

#!/usr/bin/env python3  
  
import signal  
import sys  
  
#  
# This grabs the correct version of PYQT and depends on the existence of a file called  
# "which\_pyqt.py" that says which version to use. Versions before PYQT4 are not supported.  
#  
from which\_pyqt import PYQT\_VER  
if PYQT\_VER == 'PYQT5':  
 from PyQt5.QtWidgets import QApplication, QWidget  
 from PyQt5.QtGui import QIcon  
 from PyQt5.QtWidgets import QHBoxLayout, QVBoxLayout  
 from PyQt5.QtWidgets import QLabel, QPushButton, QLineEdit  
elif PYQT\_VER == 'PYQT4':  
 from PyQt4.QtGui import QApplication, QWidget  
 from PyQt4.QtGui import QHBoxLayout, QVBoxLayout  
 from PyQt4.QtGui import QIcon, QLabel, QPushButton, QLineEdit  
else:  
 raise Exception('Unsupported Version of PyQt: {}'.format(PYQT\_VER))  
  
  
# Import in the code that implements the actual primality testing  
from fermat import \*  
#from fermat\_complete import \*  
  
  
class Proj1GUI( QWidget ):  
  
 def \_\_init\_\_( self ):  
 super().\_\_init\_\_()  
 self.initUI()  
  
 def initUI( self ):  
 self.setWindowTitle('Primality Tester')  
 self.setWindowIcon( QIcon('icon312.png') )  
  
 # Now setup for project 1  
 vbox = QVBoxLayout()  
 self.setLayout( vbox )  
  
 self.input\_n = QLineEdit('312')  
 self.input\_k = QLineEdit('10')  
 self.test = QPushButton('Test Primality')  
 self.outputF = QLabel('<i>N is the number to test, K is how many random trials</i>')  
 self.outputF.setMinimumSize(500,0)  
 self.outputMR = QLabel('')  
 self.outputMR.setMinimumSize(500,0)  
  
 # N  
 h = QHBoxLayout()  
 h.addWidget( QLabel( 'N: ' ) )  
 h.addWidget( self.input\_n )  
 vbox.addLayout(h)  
   
 # K  
 h = QHBoxLayout()  
 h.addWidget( QLabel( 'K: ' ) )  
 h.addWidget( self.input\_k )  
 vbox.addLayout(h)  
  
 # Test  
 h = QHBoxLayout()  
 h.addStretch(1)  
 h.addWidget( self.test )  
 vbox.addLayout(h)  
  
 # Output  
 h = QHBoxLayout()  
 h.addWidget( self.outputF )  
 vbox.addLayout(h)  
 h = QHBoxLayout()  
 h.addWidget( self.outputMR )  
 vbox.addLayout(h)  
  
 # When the Test button is clicked, call testClicked()  
 self.test.clicked.connect(self.testClicked)  
 # Do the same if enter is pressed in either input field  
 self.input\_n.returnPressed.connect(self.testClicked)  
 self.input\_k.returnPressed.connect(self.testClicked)  
  
 self.show()  
  
#  
# This is the method connected to the Test Button. It calls the actual primality test code   
# (which you will implement) from the "fermat.py" file.  
#  
 def testClicked( self ):  
 try:  
 # Make sure inputs are valid integers  
 n = int( self.input\_n.text() )  
 k = int( self.input\_k.text() )  
  
 # This is the call to the pass-through function that gets your results, from   
 # both the Fermat and Miller-Rabin tests you will implement  
 fermat,mr = prime\_test(n,k)  
   
 # Output results from Fermat and compute the appropriate error bound, if necessary  
 if fermat == 'prime':  
 prob = fprobability(k)  
 self.outputF.setText( '<i>Fermat Result:</i> {:d} <b>is prime</b> with probability {:5.15f}'.format(n,prob) )  
 else: # Should be 'composite'  
 self.outputF.setText('<i>Fermat Result:</i> {:d} is <b>not prime</b>'.format(n))  
  
 # Output results from Miller-Rabin and compute the appropriate error bound, if necessary  
 if mr == 'prime':  
 prob = mprobability(k)  
 self.outputMR.setText( '<i>MR Result:</i> {:d} <b>is prime</b> with probability {:5.15f}'.format(n,prob) )  
 else: # Should be 'composite'  
 self.outputMR.setText('<i>MR Result:</i> {:d} is <b>not prime</b>'.format(n))  
   
 # If inputs not valid, display an error  
 except Exception as e:  
 self.outputF.setText('<i>ERROR:</i> inputs must be integers!')  
  
  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 # This line allows CNTL-C in the terminal to kill the program  
 signal.signal(signal.SIGINT, signal.SIG\_DFL)  
   
 app = QApplication(sys.argv)  
 w = Proj1GUI()  
 sys.exit(app.exec())

which\_pyqt.py

PYQT\_VER = 'PYQT5'