**URL**

Встроенный класс [**URL**](https://url.spec.whatwg.org/#api) предоставляет удобный интерфейс для создания и разбора URL-адресов.Нет сетевых методов, которые требуют именно объект URL, обычные строки вполне подходят. Так что, технически, мы не обязаны использовать URL. Но иногда он может быть весьма удобным. Синтаксис создания нового объекта URL:

new URL(url, [base])

* **url** – полный URL-адрес или только путь, если указан второй параметр,
* **base** – необязательный «базовый» URL: если указан и аргумент url содержит только путь, то адрес будет создан относительно него (пример ниже).

1) let url1 = new URL('https://javascript.info/profile/admin');

let url2 = new URL('/profile/admin', 'https://javascript.info');

alert(url1); // https://javascript.info/profile/admin

alert(url2); // https://javascript.info/profile/admin

2) let url = new URL('https://javascript.info/profile/admin');

let newUrl = new URL('tester', url);

alert(newUrl); // https://javascript.info/profile/tester
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![](data:image/png;base64,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)

* **href** это полный URL-адрес, то же самое, что url.toString()
* **protocol** – протокол, заканчивается символом двоеточия :
* **search** строка параметров, начинается с вопросительного знака ?
* **hash** начинается с символа #
* также есть свойства **user** и **password**, если используется HTTP-аутентификация: **http://login:password@site.com** (не нарисованы сверху, так как редко используются).

Мы можем использовать объект URL в методах fetch или XMLHttpRequest и почти во всех других, где ожидается URL-строка. Вообще, объект URL можно передавать почти куда угодно вместо строки, так как большинство методов сконвертируют объект в строку, при этом он станет строкой с полным URL-адресом.

**Параметры** **в строке поиска** должны быть правильно закодированы, чтобы они могли содержать не-латинские буквы, пробелы и т.п. Для этого есть свойство **url.searchParams** – объект типа **URLSearchParams**. Он предоставляет удобные методы для работы с параметрами:

* **append(name, value)** – добавить параметр по имени,
* **delete(name)** – удалить параметр по имени,
* **get(name)** – получить параметр по имени,
* **getAll(name)** – получить все параметры с одинаковым именем name (такое возможно, например: ?user=John&user=Pete),
* **has(name)** – проверить наличие параметра по имени,
* **set(name, value)** – задать/заменить параметр,
* **sort()** – отсортировать параметры по имени, используется редко,
* …и является **перебираемым**, аналогично Map.

let url = new URL('https://google.com/search');

url.searchParams.set('q', 'test me!'); // добавим параметр, содержащий пробел и !

alert(url); // https://google.com/search?q=test+me%21

url.searchParams.set('tbs', 'qdr:y'); // параметр с двоеточием :

// параметры автоматически кодируются

alert(url); // https://google.com/search?query=test+me%21&tbs=qdr%3Ay

// перебрать параметры (в исходном виде)

for(let [**name, value**] of **url.searchParams**) {

alert(`${name}=${value}`); // q=test me!, далее tbs=qdr:y

}

### Кодирование

Существует стандарт [RFC3986](https://tools.ietf.org/html/rfc3986), который определяет список разрешённых и запрещённых символов в URL.Запрещённые символы, например, **нелатинские буквы и пробелы**, должны быть закодированы – заменены соответствующи ми кодами UTF-8 с префиксом %, например: **%20** (пробел в URL-адресе). К счастью, **объекты URL** делают всё это **автоматически**. Мы просто указываем параметры в обычном, незакодированном, виде, а затем конвертируем URL в строку: Каждая кириллическая буква представляется двумя байтами в кодировке UTF-8

Раньше, до того как появились объекты URL, люди использовали для URL-адресов обычные **строки**. Сейчас URL часто удобнее, но строки всё ещё можно использовать. Во многих случаях код с ними короче. Однако, если мы используем строку, то надо самим позаботиться о кодировании специальных символов. Для этого есть встроенные функции:

* [encodeURI](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/encodeURI) – кодирует URL-адрес целиком.
* [decodeURI](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/decodeURI) – декодирует URL-адрес целиком.
* [encodeURIComponent](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/encodeURIComponent) – кодирует компонент URL, например, параметр, хеш, имя пути и т.п.
* [decodeURIComponent](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/decodeURIComponent) – декодирует компонент URL.

Какая разница между encodeURIComponent и encodeURI? В URL-адресе разрешены символы :, ?, =, &, #. …С другой стороны, если взглянуть на один компонент, например, URL-параметр, то в нём такие символы должны быть закодированы, чтобы не поломать форматирование. **encodeURI** кодирует только символы, полностью запрещённые в URL. **encodeURIComponent** кодирует эти же символы плюс, в дополнение к ним, символы **#, $, &, +, ,, /, :, ;, =, ? и @.**

Так что для URL целиком можно использовать encodeURI:

let url = **encodeURI**('http://site.com/привет');

alert(url); // http://site.com/%D0%BF%D1%80%D0%B8%D0%B2%D0%B5%D1%82

…А для параметров лучше будет взять encodeURIComponent:

let music = **encodeURIComponent**('Rock**&**Roll');

let url = `https://google.com/search?q=${music}`;

alert(url); // https://google.com/search?q=Rock%26Roll

Классы URL и URLSearchParams базируются на последней спецификации URI, описывающей устройство адресов: RFC3986, в то время как функции encode\* – на устаревшей версии стандарта RFC2396. Различий мало, но они есть, например, по-разному кодируются адреса IPv6

// допустимый URL-адрес IPv6

let url = 'http://[2607:f8b0:4005:802::1007]/';

alert(encodeURI(url)); // http://%5B2607:f8b0:4005:802::1007%5D/

alert(new URL(url)); // http://[2607:f8b0:4005:802::1007]/