# 2.HTTP/1.1 vs HTTP/2: What's the Difference?

### Introduction

The Hypertext Transfer Protocol, or HTTP, is an application protocol that has been the de facto standard for communication on the World Wide Web since its invention in 1989. From the release of HTTP/1.1 in 1997 until recently, there have been few revisions to the protocol. But in 2015, a reimagined version called HTTP/2 came into use, which offered several methods to decrease latency, especially when dealing with mobile platforms and server-intensive graphics and videos. HTTP/2 has since become increasingly popular, with some estimates suggesting that around a third of all websites in the world support it. In this changing landscape, web developers can benefit from understanding the technical differences between HTTP/1.1 and HTTP/2, allowing them to make informed and efficient decisions about evolving best practices.

After reading this article, you will understand the main differences between HTTP/1.1 and HTTP/2, concentrating on the technical changes HTTP/2 has adopted to achieve a more efficient Web protocol.

## Background

To contextualize the specific changes that HTTP/2 made to HTTP/1.1, let’s first take a high-level look at the historical development and basic workings of each.

### HTTP/1.1

Developed by Timothy Berners-Lee in 1989 as a communication standard for the World Wide Web, HTTP is a top-level application protocol that exchanges information between a client computer and a local or remote web server. In this process, a client sends a text-based request to a server by calling a method like GET or POST. In response, the server sends a resource like an HTML page back to the client.

For example, let’s say you are visiting a website at the domain www.example.com. When you navigate to this URL, the web browser on your computer sends an HTTP request in the form of a text-based message, similar to the one shown here:

GET /index.html HTTP/1.1

Host: www.example.com

This request uses the GET method, which asks for data from the host server listed after Host:. In response to this request, the example.com web server returns an HTML page to the requesting client, in addition to any images, stylesheets, or other resources called for in the HTML. Note that not all of the resources are returned to the client in the first call for data. The requests and responses will go back and forth between the server and client until the web browser has received all the resources necessary to render the contents of the HTML page on your screen.

You can think of this exchange of requests and responses as a single application layer of the internet protocol stack, sitting on top of the transfer layer (usually using the Transmission Control Protocol, or TCP) and networking layers (using the Internet Protocol, or IP):

There is much to discuss about the lower levels of this stack, but in order to gain a high-level understanding of HTTP/2, you only need to know this abstracted layer model and where HTTP figures into it.

With this basic overview of HTTP/1.1 out of the way, we can now move on to recounting the early development of HTTP/2.

### HTTP/2

HTTP/2 began as the SPDY protocol, developed primarily at Google with the intention of reducing web page load latency by using techniques such as compression, multiplexing, and prioritization. This protocol served as a template for HTTP/2 when the Hypertext Transfer Protocol working group httpbis of the [IETF (Internet Engineering Task Force)](https://www.ietf.org/) put the standard together, culminating in the publication of HTTP/2 in May 2015. From the beginning, many browsers supported this standardization effort, including Chrome, Opera, Internet Explorer, and Safari. Due in part to this browser support, there has been a significant adoption rate of the protocol since 2015, with especially high rates among new sites.

From a technical point of view, one of the most significant features that distinguishes HTTP/1.1 and HTTP/2 is the binary framing layer, which can be thought of as a part of the application layer in the internet protocol stack. As opposed to HTTP/1.1, which keeps all requests and responses in plain text format, HTTP/2 uses the binary framing layer to encapsulate all messages in binary format, while still maintaining HTTP semantics, such as verbs, methods, and headers. An application level API would still create messages in the conventional HTTP formats, but the underlying layer would then convert these messages into binary. This ensures that web applications created before HTTP/2 can continue functioning as normal when interacting with the new protocol.

The conversion of messages into binary allows HTTP/2 to try new approaches to data delivery not available in HTTP/1.1, a contrast that is at the root of the practical differences between the two protocols. The next section will take a look at the delivery model of HTTP/1.1, followed by what new models are made possible by HTTP/2.

## Delivery Models

As mentioned in the previous section, HTTP/1.1 and HTTP/2 share semantics, ensuring that the requests and responses traveling between the server and client in both protocols reach their destinations as traditionally formatted messages with headers and bodies, using familiar methods like GET and POST. But while HTTP/1.1 transfers these in plain-text messages, HTTP/2 encodes these into binary, allowing for significantly different delivery model possibilities. In this section, we will first briefly examine how HTTP/1.1 tries to optimize efficiency with its delivery model and the problems that come up from this, followed by the advantages of the binary framing layer of HTTP/2 and a description of how it prioritizes requests.

### HTTP/1.1 — Pipelining and Head-of-Line Blocking

The first response that a client receives on an HTTP GET request is often not the fully rendered page. Instead, it contains links to additional resources needed by the requested page. The client discovers that the full rendering of the page requires these additional resources from the server only after it downloads the page. Because of this, the client will have to make additional requests to retrieve these resources. In HTTP/1.0, the client had to break and remake the TCP connection with every new request, a costly affair in terms of both time and resources.

HTTP/1.1 takes care of this problem by introducing persistent connections and pipelining. With persistent connections, HTTP/1.1 assumes that a TCP connection should be kept open unless directly told to close. This allows the client to send multiple requests along the same connection without waiting for a response to each, greatly improving the performance of HTTP/1.1 over HTTP/1.0.

Unfortunately, there is a natural bottleneck to this optimization strategy. Since multiple data packets cannot pass each other when traveling to the same destination, there are situations in which a request at the head of the queue that cannot retrieve its required resource will block all the requests behind it. This is known as head-of-line (HOL) blocking, and is a significant problem with optimizing connection efficiency in HTTP/1.1. Adding separate, parallel TCP connections could alleviate this issue, but there are limits to the number of concurrent TCP connections possible between a client and server, and each new connection requires significant resources.

These problems were at the forefront of the minds of HTTP/2 developers, who proposed to use the aforementioned binary framing layer to fix these issues, a topic you will learn more about in the next section.

### HTTP/2 — Advantages of the Binary Framing Layer

In HTTP/2, the binary framing layer encodes requests/responses and cuts them up into smaller packets of information, greatly increasing the flexibility of data transfer.

Let’s take a closer look at how this works. As opposed to HTTP/1.1, which must make use of multiple TCP connections to lessen the effect of HOL blocking, HTTP/2 establishes a single connection object between the two machines. Within this connection there are multiple streams of data. Each stream consists of multiple messages in the familiar request/response format. Finally, each of these messages split into smaller units called frames:

![Streams, Messages, and Frames](data:image/png;base64,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)

At the most granular level, the communication channel consists of a bunch of binary-encoded frames, each tagged to a particular stream. The identifying tags allow the connection to interleave these frames during transfer and reassemble them at the other end. The interleaved requests and responses can run in parallel without blocking the messages behind them, a process called multiplexing. Multiplexing resolves the head-of-line blocking issue in HTTP/1.1 by ensuring that no message has to wait for another to finish. This also means that servers and clients can send concurrent requests and responses, allowing for greater control and more efficient connection management.

Since multiplexing allows the client to construct multiple streams in parallel, these streams only need to make use of a single TCP connection. Having a single persistent connection per origin improves upon HTTP/1.1 by reducing the memory and processing footprint throughout the network. This results in better network and bandwidth utilization and thus decreases the overall operational cost.

A single TCP connection also improves the performance of the HTTPS protocol, since the client and server can reuse the same secured session for multiple requests/responses. In HTTPS, during the TLS or SSL handshake, both parties agree on the use of a single key throughout the session. If the connection breaks, a new session starts, requiring a newly generated key for further communication. Thus, maintaining a single connection can greatly reduce the resources required for HTTPS performance. Note that, though HTTP/2 specifications do not make it mandatory to use the TLS layer, many major browsers only support HTTP/2 with HTTPS.

Although the multiplexing inherent in the binary framing layer solves certain issues of HTTP/1.1, multiple streams awaiting the same resource can still cause performance issues. The design of HTTP/2 takes this into account, however, by using stream prioritization, a topic we will discuss in the next section.

### HTTP/2 — Stream Prioritization

Stream prioritization not only solves the possible issue of requests competing for the same resource, but also allows developers to customize the relative weight of requests to better optimize application performance. In this section, we will break down the process of this prioritization in order to provide better insight into how you can leverage this feature of HTTP/2.

As you know now, the binary framing layer organizes messages into parallel streams of data. When a client sends concurrent requests to a server, it can prioritize the responses it is requesting by assigning a weight between 1 and 256 to each stream. The higher number indicates higher priority. In addition to this, the client also states each stream’s dependency on another stream by specifying the ID of the stream on which it depends. If the parent identifier is omitted, the stream is considered to be dependent on the root stream. This is illustrated in the following figure:
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In the illustration, the channel contains six streams, each with a unique ID and associated with a specific weight. Stream 1 does not have a parent ID associated with it and is by default associated with the root node. All other streams have some parent ID marked. The resource allocation for each stream will be based on the weight that they hold and the dependencies they require. Streams 5 and 6 for example, which in the figure have been assigned the same weight and same parent stream, will have the same prioritization for resource allocation.

The server uses this information to create a dependency tree, which allows the server to determine the order in which the requests will retrieve their data. Based on the streams in the preceding figure, the dependency tree will be as follows:

In this dependency tree, stream 1 is dependent on the root stream and there is no other stream derived from the root, so all the available resources will allocate to stream 1 ahead of the other streams. Since the tree indicates that stream 2 depends on the completion of stream 1, stream 2 will not proceed until the stream 1 task is completed. Now, let us look at streams 3 and 4. Both these streams depend on stream 2. As in the case of stream 1, stream 2 will get all the available resources ahead of streams 3 and 4. After stream 2 completes its task, streams 3 and 4 will get the resources; these are split in the ratio of 2:4 as indicated by their weights, resulting in a higher chunk of the resources for stream 4. Finally, when stream 3 finishes, streams 5 and 6 will get the available resources in equal parts. This can happen before stream 4 has finished its task, even though stream 4 receives a higher chunk of resources; streams at a lower level are allowed to start as soon as the dependent streams on an upper level have finished.

As an application developer, you can set the weights in your requests based on your needs. For example, you may assign a lower priority for loading an image with high resolution after providing a thumbnail image on the web page. By providing this facility of weight assignment, HTTP/2 enables developers to gain better control over web page rendering. The protocol also allows the client to change dependencies and reallocate weights at runtime in response to user interaction. It is important to note, however, that a server may change assigned priorities on its own if a certain stream is blocked from accessing a specific resource.

## Buffer Overflow

In any TCP connection between two machines, both the client and the server have a certain amount of buffer space available to hold incoming requests that have not yet been processed. These buffers offer flexibility to account for numerous or particularly large requests, in addition to uneven speeds of downstream and upstream connections.

There are situations, however, in which a buffer is not enough. For example, the server may be pushing a large amount of data at a pace that the client application is not able to cope with due to a limited buffer size or a lower bandwidth. Likewise, when a client uploads a huge image or a video to a server, the server buffer may overflow, causing some additional packets to be lost.

In order to avoid buffer overflow, a flow control mechanism must prevent the sender from overwhelming the receiver with data. This section will provide an overview of how HTTP/1.1 and HTTP/2 use different versions of this mechanism to deal with flow control according to their different delivery models.

### HTTP/1.1

In HTTP/1.1, flow control relies on the underlying TCP connection. When this connection initiates, both client and server establish their buffer sizes using their system default settings. If the receiver’s buffer is partially filled with data, it will tell the sender its receive window, i.e., the amount of available space that remains in its buffer. This receive window is advertised in a signal known as an ACK packet, which is the data packet that the receiver sends to acknowledge that it received the opening signal. If this advertised receive window size is zero, the sender will send no more data until the client clears its internal buffer and then requests to resume data transmission. It is important to note here that using receive windows based on the underlying TCP connection can only implement flow control on either end of the connection.

Because HTTP/1.1 relies on the transport layer to avoid buffer overflow, each new TCP connection requires a separate flow control mechanism. HTTP/2, however, multiplexes streams within a single TCP connection, and will have to implement flow control in a different manner.

### HTTP/2

HTTP/2 multiplexes streams of data within a single TCP connection. As a result, receive windows on the level of the TCP connection are not sufficient to regulate the delivery of individual streams. HTTP/2 solves this problem by allowing the client and server to implement their own flow controls, rather than relying on the transport layer. The application layer communicates the available buffer space, allowing the client and server to set the receive window on the level of the multiplexed streams. This fine-scale flow control can be modified or maintained after the initial connection via a WINDOW\_UPDATE frame.

Since this method controls data flow on the level of the application layer, the flow control mechanism does not have to wait for a signal to reach its ultimate destination before adjusting the receive window. Intermediary nodes can use the flow control settings information to determine their own resource allocations and modify accordingly. In this way, each intermediary server can implement its own custom resource strategy, allowing for greater connection efficiency.

This flexibility in flow control can be advantageous when creating appropriate resource strategies. For example, the client may fetch the first scan of an image, display it to the user, and allow the user to preview it while fetching more critical resources. Once the client fetches these critical resources, the browser will resume the retrieval of the remaining part of the image. Deferring the implementation of flow control to the client and server can thus improve the perceived performance of web applications.

In terms of flow control and the stream prioritization mentioned in an earlier section, HTTP/2 provides a more detailed level of control that opens up the possibility of greater optimization. The next section will explain another method unique to the protocol that can enhance a connection in a similar way: predicting resource requests with server push.

## Predicting Resource Requests

In a typical web application, the client will send a GET request and receive a page in HTML, usually the index page of the site. While examining the index page contents, the client may discover that it needs to fetch additional resources, such as CSS and JavaScript files, in order to fully render the page. The client determines that it needs these additional resources only after receiving the response from its initial GET request, and thus must make additional requests to fetch these resources and complete putting the page together. These additional requests ultimately increase the connection load time.

There are solutions to this problem, however: since the server knows in advance that the client will require additional files, the server can save the client time by sending these resources to the client before it asks for them. HTTP/1.1 and HTTP/2 have different strategies of accomplishing this, each of which will be described in the next section.

### HTTP/1.1 — Resource Inlining

In HTTP/1.1, if the developer knows in advance which additional resources the client machine will need to render the page, they can use a technique called resource inlining to include the required resource directly within the HTML document that the server sends in response to the initial GET request. For example, if a client needs a specific CSS file to render a page, inlining that CSS file will provide the client with the needed resource before it asks for it, reducing the total number of requests that the client must send.

But there are a few problems with resource inlining. Including the resource in the HTML document is a viable solution for smaller, text-based resources, but larger files in non-text formats can greatly increase the size of the HTML document, which can ultimately decrease the connection speed and nullify the original advantage gained from using this technique. Also, since the inlined resources are no longer separate from the HTML document, there is no mechanism for the client to decline resources that it already has, or to place a resource in its cache. If multiple pages require the resource, each new HTML document will have the same resource inlined in its code, leading to larger HTML documents and longer load times than if the resource were simply cached in the beginning.

A major drawback of resource inlining, then, is that the client cannot separate the resource and the document. A finer level of control is needed to optimize the connection, a need that HTTP/2 seeks to meet with server push.

### HTTP/2 — Server Push

Since HTTP/2 enables multiple concurrent responses to a client’s initial GET request, a server can send a resource to a client along with the requested HTML page, providing the resource before the client asks for it. This process is called server push. In this way, an HTTP/2 connection can accomplish the same goal of resource inlining while maintaining the separation between the pushed resource and the document. This means that the client can decide to cache or decline the pushed resource separate from the main HTML document, fixing the major drawback of resource inlining.

In HTTP/2, this process begins when the server sends a PUSH\_PROMISE frame to inform the client that it is going to push a resource. This frame includes only the header of the message, and allows the client to know ahead of time which resource the server will push. If it already has the resource cached, the client can decline the push by sending a RST\_STREAM frame in response. The PUSH\_PROMISE frame also saves the client from sending a duplicate request to the server, since it knows which resources the server is going to push.

It is important to note here that the emphasis of server push is client control. If a client needed to adjust the priority of server push, or even disable it, it could at any time send a SETTINGS frame to modify this HTTP/2 feature.

Although this feature has a lot of potential, server push is not always the answer to optimizing your web application. For example, some web browsers cannot always cancel pushed requests, even if the client already has the resource cached. If the client mistakenly allows the server to send a duplicate resource, the server push can use up the connection unnecessarily. In the end, server push should be used at the discretion of the developer. For more on how to strategically use server push and optimize web applications, check out the [PRPL pattern](https://developers.google.com/web/fundamentals/performance/prpl-pattern/) developed by Google. To learn more about the possible issues with server push, see Jake Archibald’s blog post [HTTP/2 push is tougher than I thought](https://jakearchibald.com/2017/h2-push-tougher-than-i-thought/).

## Compression

A common method of optimizing web applications is to use compression algorithms to reduce the size of HTTP messages that travel between the client and the server. HTTP/1.1 and HTTP/2 both use this strategy, but there are implementation problems in the former that prohibit compressing the entire message. The following section will discuss why this is the case, and how HTTP/2 can provide a solution.

### HTTP/1.1

Programs like [gzip](https://www.gzip.org/) have long been used to compress the data sent in HTTP messages, especially to decrease the size of CSS and JavaScript files. The header component of a message, however, is always sent as plain text. Although each header is quite small, the burden of this uncompressed data weighs heavier and heavier on the connection as more requests are made, particularly penalizing complicated, API-heavy web applications that require many different resources and thus many different resource requests. Additionally, the use of cookies can sometimes make headers much larger, increasing the need for some kind of compression.

In order to solve this bottleneck, HTTP/2 uses HPACK compression to shrink the size of headers, a topic discussed further in the next section.

### HTTP/2

One of the themes that has come up again and again in HTTP/2 is its ability to use the binary framing layer to exhibit greater control over finer detail. The same is true when it comes to header compression. HTTP/2 can split headers from their data, resulting in a header frame and a data frame. The HTTP/2-specific compression program [HPACK](https://tools.ietf.org/html/draft-ietf-httpbis-header-compression-12) can then compress this header frame. This algorithm can encode the header metadata using Huffman coding, thereby greatly decreasing its size. Additionally, HPACK can keep track of previously conveyed metadata fields and further compress them according to a dynamically altered index shared between the client and the server. For example, take the following two requests:

Request #1

method: GET

scheme: https

host: example.com

path: /academy

accept: /image/jpeg

user-agent: Mozilla/5.0 ...

Copy

Request #2

method: GET

scheme: https

host: example.com

path: /academy/images

accept: /image/jpeg

user-agent: Mozilla/5.0 ...

Copy

The various fields in these requests, such as method, scheme, host, accept, and user-agent, have the same values; only the path field uses a different value. As a result, when sending Request #2, the client can use HPACK to send only the indexed values needed to reconstruct these common fields and newly encode the path field. The resulting header frames will be as follows:

Header Frame for Request #1

method: GET

scheme: https

host: example.com

path: /academy

accept: /image/jpeg

user-agent: Mozilla/5.0 ...

Copy

Header Frame for Request #2

path: /academy/images

Copy

Using HPACK and other compression methods, HTTP/2 provides one more feature that can reduce client-server latency.

## Conclusion

As you can see from this point-by-point analysis, HTTP/2 differs from HTTP/1.1 in many ways, with some features providing greater levels of control that can be used to better optimize web application performance and other features simply improving upon the previous protocol. Now that you have gained a high-level perspective on the variations between the two protocols, you can consider how such factors as multiplexing, stream prioritization, flow control, server push, and compression in HTTP/2 will affect the changing landscape of web development.

**3.Objects And Its Internal Representation In JavaScript:**

Objects, in JavaScript, is it’s most important data-type and forms the building blocks for modern JavaScript. These objects are quite different from JavaScript’s primitive data-types(Number, String, Boolean, null, undefined and symbol) in the sense that while these primitive data-types all store a single value each (depending on their types).

Objects are more complex and each object may contain any combination of these primitive data-types as well as reference data-types.  
An object, is a reference data type. Variables that are assigned a reference value are given a reference or a pointer to that value. That reference or pointer points to the location in memory where the object is stored. The variables don’t actually store the value.

Loosely speaking, objects in JavaScript may be defined as an unordered collection of related data, of primitive or reference types, in the form of “key: value” pairs. These keys can be variables or functions and are called properties and methods, respectively, in the context of an object.

For Eg. If your object is a student, it will have properties like name, age, address, id, etc and methods like updateAddress, updateNam, etc.

**Objects and properties:**

A JavaScript object has properties associated with it. A property of an object can be explained as a variable that is attached to the object. Object properties are basically the same as ordinary JavaScript variables, except for the attachment to objects. The properties of an object define the characteristics of the object. You access the properties of an object with a simple dot-notation:

objectName.propertyName

Like all JavaScript variables, both the object name (which could be a normal variable) and property name are case sensitive. You can define a property by assigning it a value. For example, let’s create an object named myCar and give it properties named make, model, and year as follows:

var myCar = new Object();  
myCar.make = 'Ford';  
myCar.model = 'Mustang';  
myCar.year = 1969;

Unassigned properties of an object are [undefined](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/undefined) (and not [null](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/null)).

myCar.color; // undefined

Properties of JavaScript objects can also be accessed or set using a bracket notation (for more details see [property accessors](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Operators/Property_Accessors)). Objects are sometimes called *associative arrays*, since each property is associated with a string value that can be used to access it. So, for example, you could access the properties of the myCar object as follows:

myCar['make'] = 'Ford';  
myCar['model'] = 'Mustang';  
myCar['year'] = 1969;

An object property name can be any valid JavaScript string, or anything that can be converted to a string, including the empty string. However, any property name that is not a valid JavaScript identifier (for example, a property name that has a space or a hyphen, or that starts with a number) can only be accessed using the square bracket notation. This notation is also very useful when property names are to be dynamically determined (when the property name is not determined until runtime). Examples are as follows:

// four variables are created and assigned in a single go,   
// separated by commas  
var myObj = new Object(),  
 str = 'myString',  
 rand = Math.random(),  
 obj = new Object();  
myObj.type = 'Dot syntax';  
myObj['date created'] = 'String with space';  
myObj[str] = 'String value';  
myObj[rand] = 'Random Number';  
myObj[obj] = 'Object';  
myObj[''] = 'Even an empty string';console.log(myObj);

You can also access properties by using a string value that is stored in a variable:

var propertyName = 'make';  
myCar[propertyName] = 'Ford';propertyName = 'model';  
myCar[propertyName] = 'Mustang';

You can use the bracket notation with [for...in](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/for...in) to iterate over all the enumerable properties of an object. To illustrate how this works, the following function displays the properties of the object when you pass the object and the object's name as arguments to the function:

function showProps(obj, objName) {  
 var result = ``;  
 for (var i in obj) {  
 // obj.hasOwnProperty() is used to filter out properties from the object's prototype chain  
 if (obj.hasOwnProperty(i)) {  
 result += `${objName}.${i} = ${obj[i]}\n`;  
 }  
 }  
 return result;  
}

So, the function call showProps(myCar, "myCar") would return the following:

myCar.make = Ford  
myCar.model = Mustang  
myCar.year = 1969

**Creating Objects In JavaScript :**

Create JavaScript Object with Object Literal:

One of easiest way to create a javascript object is object literal, simply define the property and values inside curly braces as shown below

let bike = {name: 'SuperSport', maker:'Ducati', engine:'937cc'};

Create JavaScript Object with Constructor:

Constructor is nothing but a function and with help of new keyword, constructor function allows to create multiple objects of same flavor as shown below

function Vehicle(name, maker) {  
 this.name = name;  
 this.maker = maker;  
}  
let car1 = new Vehicle(’Fiesta’, 'Ford’);  
let car2 = new Vehicle(’Santa Fe’, 'Hyundai’)  
console.log(car1.name); //Output: Fiesta  
console.log(car2.name); //Output: Santa Fe

Using the JavaScript Keyword new:

The following example also creates a new JavaScript object with four properties:

Example:

var person = new Object();  
person.firstName = “John”;  
person.lastName = “Doe”;  
person.age = 50;  
person.eyeColor = “blue”;

Using the Object.create method:

Objects can also be created using the [Object.create()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/create" \t "_blank) method. This method can be very useful, because it allows you to choose the prototype object for the object you want to create, without having to define a constructor function.

// Animal properties and method encapsulation  
var Animal = {  
 type: 'Invertebrates', // Default value of properties  
 displayType: function() { // Method which will display type of Animal  
 console.log(this.type);  
 }  
};  
// Create new animal type called animal1   
var animal1 = Object.create(Animal);  
animal1.displayType(); // Output:Invertebrates  
// Create new animal type called Fishes  
var fish = Object.create(Animal);  
fish.type = 'Fishes';  
fish.displayType(); // Output:Fishes