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6. **프로그램 개요**

SIC/XE 머신을 구현하기 위한 전 단계로 이 프로그램을 작성하였습니다. Shell의 기본적인 명령어들을 수행할 수 있으며, 이후 어셈블러, 링커, 로더를 실행 할 것입니다. 컴파일을 통해 만들어진 object 코드가 적재되고, 실행될 메모리 공간과 mnemonic을 opcode 값으로 변환하는 opcode table을 구현하였습니다.

1. **프로그램 설명**
   1. **프로그램 흐름도**

![](data:image/png;base64,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)

1. **모듈 정의**
   1. **모듈이름: main()**
      1. ***기능***

Shell을 실행하고, endFlag 가 True로 설정되기 전까지 사용자에게 입력을 받아 입력이 유효한 경우, 그에 따른 기능을 실행한다. Shell이 종료되면 동적 할당한 메모리를 전부 free 해준다.

* + 1. ***사용변수***

char command[100] – 사용자에게 입력 받은 command를 저장하는 배열

char trimCmd[100] – 사용자에게 입력 받은 command에서 앞과 뒤의 공백을 제거한 문자열을 저장하는 배열

int cmdNum – 유효한 command가 입력되었을 경우 그에 해당하는 숫자를 저장하는 변수. 유효하지 않은 입력의 경우 -1을 값으로 가진다.

History\* temp – liked list를 deallocate할 때 이용되는 포인터

int i – loop용 변수

opNode \*curr, \*prev – opcode table을 deallocate할 때 이용되는 포인터

funcPtr fPtr[] – 함수 포인터로 command를 실행하는 함수들을 묶어서 가리킨다. cmdNum에 해당하는 함수를 실행시킨다

* 1. **모듈이름: hextodec(char cmd[], int start, int end)**
     1. ***기능***

Command 및 command에서 16진수가 존재하는 부분을 전달받은 뒤, 16진수를10진수로 변환하여 준다. 16진수 표기를 벗어나는 문자가 있는 경우 errFlag를 True로 set하여 error message를 출력할 수 있게 해준다. 또한, 16진수 수가 시작되기 이전의 공백을 무시해준다.

* + 1. ***사용변수***

int i – 반복문을 위한 변수

int dec – 16진수가 변환된 10진수 수

int num - 16진수를 10진수로 변환하기 위해 16^n을 나타내는 수

bool startFlag – 16진수가 시작되기 이전의 공백들을 무시하기 위한 flag이다. 초기값은 False이며 16진수가 시작되면 True로 바뀌어 16진수 숫자 사이의 공백은 무시하지 않게 해준다. 공백을 \_로 표현한다고 가정하고 dump\_40\_\_\_,\_60이라는 입력이 들어온다고 치자. 변환될 첫 번째 주소는 40\_\_\_인데, 16진수의 1의 자릿수부터 확인하기 위해 뒤 index부터 앞으로 확인을 한다. 이때 0이전의 \_\_\_는 startFlag가 False이기 때문에 무시된다. 만약 4\_0\_\_\_같은 주소 값이 전달되면, 0에서 startFlag가 True로 set되어 4와 0사이의 공백을 무시하지 않게 되어 주소에 오류가 있다고 출력된다.

char cmd[]- 전달된 명령어

int start – 인수가 시작되는 index

int end – 인수의 끝을 찾기 위해 문자열 끝, 혹은 comma를 가리키는 index

* 1. **모듈이름: createHash(char mnec[])**
     1. ***기능***

opcode.txt에서 읽어온 instruction을 size가 20인 hash table에 저장하기 위한 index를 생성하는 hash function. 전해진 인자의 각 원소가 ‘A’로부터 얼마나 떨어져 있는지 계산한 뒤 소수 41을 곱해 result에 더해준다. Result에 table size인 20으로 나눈 나머지를 반환하였다.

* + 1. ***사용변수***

int i – 반복문 용 변수

int result – 반환할 결과를 저장하는 변수

char mnec[] – mnemonic을 저장하고 있는 문자열

* 1. **모듈이름: checkCmd(char cmd[], char tcmd[])**
     1. ***기능***

입력된 command에서 앞과 뒤의 공백을 제거해준 뒤 tcmd 배열에 저장하고, 명령어 이외에 추가적인 인자가 있으면 명령어만 temp 배열에 저장해준다. 이 배열을 비교하여, 유효한 명령어가 입력된 경우 이에 맞는 숫자를 반환해준다. 잘못된 입력이 들어온 경우 -1을 반환한다.

* + 1. ***사용변수***

int i, j, k, l – loop 용 변수

char temp[100] – command와 인수가 입력되면, command 부분만 저장하는 배열

char cmd[] – 입력된 문장 전체

char tcmd[] – 앞과 뒤의 공백이 지워진 문장

* 1. **모듈이름: addHistory(char cmd[])**
     1. ***기능***

유효한 command인 경우에 이 함수를 호출하여, cmd 문자열에 담겨서 넘어온 문장을 history linked list에 추가한다.

* + 1. ***사용변수***

History \*new – linked list에 추가할 node를 동적 할당하기 위한 변수

char cmd[] – 전달된 명령어

* 1. **모듈이름: cmdHelp(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 h/help인 경우에 호출되는 함수이다. 사용할 수 있는 명령어 목록을 출력한다. 수행된 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

char cmd[] – 전달된 명령어

* 1. **모듈이름: cmdDir(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 d/dir인 경우에 호출되는 함수이다. 본 프로그램 실행 파일이 위치한 directory의 파일들을 출력한다. opendir(), readdir() 함수를 이용해 파일에 접근하고, structure stat내의 st\_mode와 S\_ISDIR와 S\_IXSUSR로 파일에 대한 정보를 알아내어 실행파일 뒤에는 \*을, directory 뒤에는 /을 붙여준다. 수행된 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

DIR \*dir – 현재 directory의 정보를 담은 DIR 포인터

struct dirent \*file - 현재 directory에 존재하는 파일의 정보를 담은 struct dirent의 포인터.

struct stat cStat - 현재 directory에 존재하는 파일의 정보를 담은 struct stat형 변수. \*file이 가리키는 것이 무엇인지 알려주는 정보를 담은 element가 존재한다.

int prtNum – 출력 형식을 맞추기 위한 변수

* 1. **모듈이름: cmdQuit(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 q/quit인 경우 호출되는 함수. endFlag을 True로 set 하여 프로그램을 종료시킨다.

* + 1. ***사용변수***

없음

* 1. **모듈이름: cmdHistory(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 hi/history인 경우 호출되는 함수. History linked list를 head부터 순차적으로 따라가며 저장된 history에 저장된 유효한 명령어들을 순서대로 출력해주는 함수. 수행된 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

History\* temp – linked list을 따라가기 위한 포인터

int count – command 좌측에 몇 번째 history인지를 표현해주는 숫자를 저장하기 위한 변수

char cmd[] – 전달된 명령어

* 1. **모듈이름: cmdDump(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 du/dump인 경우 호출되는 함수. 구현된 가상 메모리 공간에서 주어진 범위만큼의, 주어진 시작 주소 + 160만큼의, 혹은 마지막으로 출력한 주소 + 1 ~ 마지막으로 출력한 주소 + 160까지의 메모리 공간만큼을 화면상에 출력하는 함수. 좌측에는 시작 주소를, 중간에는 16개의 메모리에 저장된 값을, 우측에는 그에 해당하는 ASCII 코드 값을 출력한다. 쉼표가 있는데, 뒤에 주소가 입력되지 않은 경우, 주소 값으로 16진수 범위를 벗어나는 문자가 입력된 경우, 시작 주소가 끝 주소보다 큰 경우, 주소가 범위 밖을 벗어나는 경우 에러 처리를 하였다. 에러가 발생하지 않았다면 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

char cmd[] – 전달된 명령어

int idx, cidx, sidx, eidx – 전달된 명령어에서 각각 명령어 부분이 끝나는 index, 쉼표의 위치를 저장하는 index, 시작 주소가 시작되는 index, 끝 주소가 시작되는 index. 예시는 다음과 같다.
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int start, end – 메모리의 시작과 끝을 나타내는 변수

int i, j – loop용 변수

int cmdLen; - 명령어의 길이를 저장하는 변수

* 1. **모듈이름: cmdEdit(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 e/edit인 경우 호출되는 함수. 구현한 가상메모리상의 공간에서 주어진 메모리의 값을 특정 값(0x00~0xFF)로 수정해주는 함수. 쉼표가 없어서 주어진 인자가 2개가 아닌 경우, 쉼표는 있지만 이후에 값이 존재하지 않는 경우, 16진수 범위를 벗어나는 문자가 입력된 경우, 주소와 값이 범위를 벗어나는 경우 에러 처리를 하였다. 에러가 발생하지 않았다면 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

char cmd[] – 전달된 명령어

int idx, cidx, aidx, vidx – 전달된 명령어에서 각각 명령어 부분이 끝나는 index, 쉼표의 위치를 저장하는 index, 수정될 주소 값이 시작되는 index, value가 시작되는 index

int address, value – 수정 될 주소 값과, 수정 될 값을 저장하는 변수

int i – loop용 변수

int cmdLen – 명령어의 길이를 저장하는 변수

* 1. **모듈이름: cmdFill(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 f/fill인 경우 호출되는 함수. 구현된 가상메모리에서 주어진 범위 안의 값을 특정한 값으로 설정하는 함수. 주어진 인자가 세 개가 아닌 경우(쉼표가 2개가 아닌 경우), 명령어가 쉼표로 끝날 경우(인자가 부족한 경우), 16진수 범위를 벗어나는 문자가 입력으로 들어온 경우, 주소 값과 value가 범위를 벗어나는 경우, 시작 주소가 끝 주소보다 큰 경우 에러 처리를 하였다. 에러가 발생하지 않았다면 이후 history에 명령어를 추가한다.

* + 1. *사용변수*

char cmd[] – 전달된 명령어

int idx, cidx1, cidx2, sidx, eidx, vidx – 전달된 명령어에서 각각 명령어 부분이 끝나는 index, 첫 번째 쉼표의 위치를 저장하는 index, 두 번째 쉼표의 위치를 저장하는 index, 시작 주소가 시작되는 index, 범위의 끝 주소가 시작되는 index, value가 시작되는 index이다.

int start, end, value – 시작 주소, 끝 주소, value 값을 저장하는 변수

int i – loop용 변수

int cmdLen – 명령어의 길이를 저장하는 변수

* 1. ***모듈이름: cmdReset(char cmd[])***
     1. ***기능***

getCmd에서 명령어가 reset인 경우 호출되는 함수. 구현된 가상 메모리 내의 모든 값을 0으로 초기화 시킨다. 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

char cmd[] – 전달된 명령어

* 1. **모듈이름: loadOpcode()**
     1. ***기능***

프로그램이 실행되면 opcode table을 생성하기 위해 실행되는 함수이다. opcode.txt에서 opcode, mnemonic, format의 정보를 읽어서 opNode 구조체에 저장하고, 이를 hash table 형태로 저장한다. opcode.txt 파일이 존재하지 않는 경우 에러 처리를 하였다.

* + 1. ***사용변수***

FILE\* fp – opcode.txt를 읽어오기 위한 file 포인터

char mnemonic[6], format[4] – opcode.txt에 저장된 mnemonic과 format을 저장하기 위한 배열

int opcode, idx – opcode를 저장하기 위한 변수, createHash를 통해 얻은 index를 저장하기 위한 변수

opNode \*new, \*temp – 새로운 opNode를 할당하기 위한 포인터, opcode table 안의 node를 가리키는 포인터

* 1. **모듈이름: cmdOpcode(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 opcode인 경우 호출되는 함수. Mnemonic이 존재하는 경우 해당 opcode를 화면에 출력한다. Mnemonic이 전달되지 않은 경우나, 없는 mnemonic이 전달된 경우 에러 처리를 해주었다. 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

char cmd[] – 전달된 명령어

int i, j, idx, cmdLen – loop용 변수, 명령어가 끝나는 index를 저장하는 변수, 명령어의 길이를 저장하는 변수d

opNode\* curr – opcode table안의 node를 가리키는 포인터

int hash – 전달된 mnemonic의 hash code를 저장하는 변수

char instruction[10] – 전달된 mnemonic을 저장하는 배열

* 1. **모듈이름: cmdOpcodelist(char cmd[])**
     1. ***기능***

getCmd에서 명령어가 opcodelist인 경우 호출되는 함수. Opcode table을 출력한다. 이후 history에 명령어를 추가한다.

* + 1. ***사용변수***

char cmd[] – 전달된 명령어

int i – loop용 변수

int count – opcode table 한 줄에 몇 개의 원소를 출력했는지 저장하는 변수

opNode\* curr – opcode table안의 node를 가리키는 포인터

1. **전역 변수, 구조체, typedef 정의**
   1. #define FALSE 0

FALSE를 0으로 정의한다.

* 1. #define TRUE 1

TRUE를 1로 정의한다.

* 1. typedef void(\*funcPtr)(char \*)

위의 함수들을 function pointer로 묶어서 main()함수를 정리하기 위해 정의

* 1. typedef struct \_History

history를 linked list로 구현하기 위해 선언한 구조체. Element로는 command를 저장하는 char type array와 다음 node를 연결할 link가 있다.

* 1. typedef struct \_opNode

opcode list를 구현하기 위한 구조체이다. Element로는 mnemonic과 format을 저장하는 char type array와 다음 node를 연결할 link가 있다.

* 1. bool endFlag

q/quit이 입력되어 프로그램이 종료되어야 할 때를 알려주기 위해 선언한 flag. 초기값은 False이며 cmdQuit()함수가 실행되면 True로 set되어 프로그램이 종료된다.

* 1. bool errFlag

16진수를 10진수로 변환할 때 16진수 범위를 벗어나는 문자가 입력되었는지 확인해주는 flag. 범위 밖의 입력이 들어온 경우 True로 set 된다.

* 1. History \*head, \*tail

History command 구현을 위해 선언한 포인터. Head는 history linked list의 처음을 가리키며, tail은 마지막 node를 가리킨다. 프로그램 시작 시 NULL로 초기화된다.

* 1. unsigned char memory[1048576]

가상 메모리를 위해 1MB의 배열을 만들었다. 한 cell당 표현할 수 있는 범위는 0x00~0xFF이기 때문에 unsigned char형 변수 하나로 표현될 수 있으며, 이를 이용하여 2^20개의 unsigned char를 가지는 배열을 선언하였다.

* 1. int dumpEnd

dump command를 구현 할 때, 마지막으로 출력된 address + 1의 값을 저장하기 위한 전역 변수

* 1. opNode\* opList[20]

hash table 구현을 위해 선언한 배열.

1. **코드 설명**
   1. **20161643.h**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <dirent.h>

#include <sys/stat.h>

#include <time.h>

#include <stdbool.h>

#define FALSE 0

#define TRUE 1

typedef void(\*funcPtr)(char \*);

typedef struct \_History {

char hCmd[100];

struct \_History \*link;

}History; // structure for saving history

typedef struct \_opNode {

int opcode;

char mnemonic[7], format[4];

struct \_opNode \*link;

}opNode; // structure for making opcode list

bool endFlag = FALSE; // if input is q or quit, set the flag true

bool errFlag = FALSE; // when there is an invalid input in hex to decimal function

History \*head = NULL, \*tail = NULL; // pointer for the front and end of history list

unsigned char memory[1048576]; // for memory space 1048756 = 16 ^ 5

int dumpEnd = 0; // the last memory address which was printed

opNode\* opList[20]; // array for opcode list

// function to change hexadecimal number to decimal number

int hextodec(char cmd[], int start, int end) {

int i; // loop iterator

int dec = 0; // converted decimal number

int num = 1;

bool startFlag = FALSE; // flag to find the starting point of the given address or value

for (i = end - 1; i >= start; i--) {

if (cmd[i] >= '0' && cmd[i] <= '9') {

startFlag = TRUE; // set the start flag when the hexadecimal number starts

dec += (cmd[i] - '0') \* num;

num = num \* 16;

}

else if (cmd[i] >= 'A' && cmd[i] <= 'F') {

startFlag = TRUE;

dec += (cmd[i] - 'A' + 10) \* num;

num = num \* 16;

}

else if (cmd[i] >= 'a' && cmd[i] <= 'f') {

startFlag = TRUE;

dec += (cmd[i] - 'a' + 10) \* num;

num = num \* 16;

}

else if (cmd[i] == ' ' && startFlag == FALSE) // ignore spaces before the hexadecimal number starts

continue;

else { // if there is an input which is out of range, set errFlag /

errFlag = TRUE;

return 0;

}

}

return dec;

}

// function to create hash index for hash table

int createHash(char mnec[]) {

int i;

int result = 0;

for (i = 0; i < strlen(mnec); i++) {

result += (mnec[i] - 'A') \* 41; // creating a hash index

}

return result % 20;

}

// function to check the input command is an existing command

int checkCmd(char cmd[], char tcmd[]) {

int i, j, k, l = 0; // variables for loops

char temp[100]; //

for (i = 0; i < strlen(cmd); i++) { // trim spaces at front of the command

if (cmd[i] != ' ')

break;

}

for (j = strlen(cmd) - 1;; j--) { // trim spaces at the end of the command

if (cmd[j] != ' ')

break;

}

for (k = i; k <= j; k++) { // save the trimmed comamnd at tcmd

tcmd[l] = cmd[k];

l++;

}

tcmd[l + 1] = '\0';

for (i = 0; i < strlen(tcmd); i++) { //for commands with variables, find the command

if (tcmd[i] == ' ' || tcmd[i] == '\0')

break;

temp[i] = tcmd[i];

}

temp[i + 1] = '\0';

if (!strcmp(tcmd, "h") || !strcmp(tcmd, "help")) { // find the matching command and return a number

return 0;

}

else if (!strcmp(tcmd, "d") || !strcmp(tcmd, "dir")) {

return 1;

}

else if (!strcmp(tcmd, "q") || !strcmp(tcmd, "quit")) {

return 2;

}

else if (!strcmp(tcmd, "hi") || !strcmp(tcmd, "history")) {

return 3;

}

else if (!strcmp(temp, "du") || !strcmp(temp, "dump")) {

return 4;

}

else if (!strcmp(temp, "e") || !strcmp(temp, "edit")) {

return 5;

}

else if (!strcmp(temp, "f") || !strcmp(temp, "fill")) {

return 6;

}

else if (!strcmp(tcmd, "reset")) {

return 7;

}

else if (!strcmp(temp, "opcode")) {

return 8;

}

else if (!strcmp(tcmd, "opcodelist")) {

return 9;

}

else

return -1;

}

// add command to the history list

void addHistory(char cmd[]) {

History \*new;

new = (History \*)malloc(sizeof(History));

strcpy(new->hCmd, cmd);

new->link = NULL; // set new node with passed command

if (!head) {

head = new;

tail = new;

}

else {

tail->link = new;

tail = new;

} // add the new node at the end of the list

}

// function to print the commnads

void cmdHelp(char cmd[]) {

printf("h[elp]\nd[ir]\nq[uit]\nhi[story]\ndu[mp] [start,end]\ne[dit] address, value\nf[ill] start, end, value\nreset\nopcode mnemonic\nopcodelist\n");

addHistory(cmd);

}

// function to print the files in the current directory

void cmdDir(char cmd[]) {

DIR \*dir = NULL;

struct dirent \*file = NULL;

struct stat cStat;

int prtNum = 0;

dir = opendir(“.”);

if (dir) { // point to the current directory

while ((file = readdir(dir)) != NULL) { // read the files in the directory

stat(file->d\_name, &cStat);

printf("\t%s", file->d\_name);

if (S\_ISDIR(cStat.st\_mode)) // if the read file is a directory print '/'

printf("/");

else if (S\_IXUSR & cStat.st\_mode) // if the file is a exe file print '\*'

printf("\*");

prtNum++;

if (prtNum % 4 == 0)

printf("\n");

}

closedir(dir);

if (prtNum % 4 != 0)

printf("\n");

}

addHistory(cmd);

}

// function to end the program

void cmdQuit(char cmd[]) {

endFlag = TRUE;

}

// function to read the history list and print it

void cmdHistory(char cmd[]) {

History\* temp;

int count = 1; // for the number of commands

addHistory(cmd);

for (temp = head; temp != NULL; temp = temp->link) { // follow the history list and print it in sequence

printf("%4d %s\n", count, temp->hCmd);

count++;

}

}

// function to print the allocated memory

void cmdDump(char cmd[]) {

int idx = 0, cidx = 0, sidx = 0, eidx = 0;// index which points to the needed location

int start = -1, end = -1; // starting and end point of the memory

int i, j;

int cmdLen; // length of the command

cmdLen = strlen(cmd);

while (1) {

if (cmd[idx] == ' ' || cmd[idx] == '\0')

break;

idx++;

} // find where the command part ends

if ((idx == 2 || idx == 4) && cmdLen == idx) { //if the input is just du or dump

start = dumpEnd;

end = start + 159;

if (end > 0xFFFFF)

end = 0xFFFFF;

dumpEnd = end + 1;

if (dumpEnd > 0xFFFFF)

dumpEnd = 0;

}

else {

for (i = idx; i < cmdLen; i++) {

if (cmd[i] == ',') {

cidx = i;

break;

} // find the index of the comma

}

for (i = idx; i < cmdLen; i++) {

if (cmd[i] != ' ') {

sidx = i;

break;

} // find the index where the starting address starts

}

if (cidx == cmdLen - 1) {

printf("Address needed after comma\n");

return;

} // exception : there isn't a address after the comma

else if (cidx == 0) { // if there isn't a comma, and just the starting address

start = hextodec(cmd, sidx, cmdLen); // convert the starting address

if (errFlag == TRUE) {

printf("Invalid Address\n");

errFlag = FALSE;

return;

} // exception : there was an invalid input

end = start + 159;

if (end > 0xFFFFF)

end = 0xFFFFF;

dumpEnd = end + 1;

if (dumpEnd > 0xFFFFF)

dumpEnd = 0;

}

else { // if there were two addresses given

for (i = cidx + 1; i < cmdLen; i++) {

if (cmd[i] != ' ') {

eidx = i;

break;

}

} // find the index where the end address starts

start = hextodec(cmd, sidx, cidx);

end = hextodec(cmd, eidx, cmdLen);

if (errFlag == TRUE) {

printf("Invalid Address\n");

errFlag = FALSE;

return;

} // exception : there was an invalid input

dumpEnd = end + 1;

if (dumpEnd > 0xFFFFF)

dumpEnd = 0;

}

}

if (start > end) {

printf("Start should be less than end\n");

return;

} // error when start adrress is bigger than end address

if (start > 0xFFFFF || end > 0xFFFFF) {

printf("Address should be less than 0xFFFFF\n");

return;

} // error when addresses are out of max range

for (i = start / 16 \* 16; i <= end / 16 \* 16; i += 16) {

printf("%05X ", i);

for (j = i; j < i + 16; j++) {

if (j >= start && j <= end)

printf("%02X ", memory[j]);

else

printf(" ");

}

printf("; ");

for (j = i; j < i + 16; j++) {

if ((j >= start && j <= end) && (memory[j] >= 0x20 && memory[j] <= 0x7E))

putchar(memory[j]);

else

putchar('.');

}

printf("\n");

} // print saved memory into the given format

if (end == 0xFFFFF)

dumpEnd = 0;

addHistory(cmd);

}

// function to edit memory

void cmdEdit(char cmd[]) {

int idx = 0, cidx = 0, aidx = 0, vidx = 0; // index to save needed location

int address = 0, value = 0; // variable to save addresss and value

int i; // loop iterator

int cmdLen;

cmdLen = strlen(cmd);

while (1) {

if (cmd[idx] == ' ' || cmd[idx] == '\0')

break;

idx++;

} // find where the command ends

for (i = idx; i < cmdLen; i++) {

if (cmd[i] == ',') {

cidx = i;

break;

}

} // check the index of the comma

if (cidx == 0) {

printf("Need comma to identify parameters\n");

return;

} // if there is no commna, error

else if (cidx == cmdLen - 1) {

printf("Value is needed after comma\n");

return;

} // if there is no value after comma, error

for (i = idx; i < cmdLen; i++) {

if (cmd[i] != ' ') {

aidx = i;

break;

}

} // find the index of where the address starts

for (i = cidx + 1; i < cmdLen; i++) {

if (cmd[i] != ' ') {

vidx = i;

break;

}

} // find the index of where the value starts

address = hextodec(cmd, aidx, cidx); // change address to decimal number

value = hextodec(cmd, vidx, cmdLen); // change value to decimal number

if (errFlag == TRUE) {

printf("Invalid input\n");

errFlag = FALSE;

return;

} // if there was an invalid input error

if (address < 0x00000 || address > 0xFFFFF) {

printf("Address out of range\n");

return;

} // if address is out of range error

if (value < 0 || value > 0xFF)

{

printf("Value out of range\n");

return;

} // if value is out of range error

memory[address] = value;

addHistory(cmd);

}

// function to fill the address from start to end with value

void cmdFill(char cmd[]) {

int idx = 0, cidx1 = 0, cidx2 = 0, sidx = 0, eidx = 0, vidx = 0; // index to point to the needed location

int start = 0, end = 0, value = 0; // variables to save decimal values

int i;

int cmdLen;

cmdLen = strlen(cmd);

while (1) {

if (cmd[idx] == ' ' || cmd[idx] == '\0')

break;

idx++;

} // index where the command part ends

for (i = idx; i < cmdLen; i++) {

if (cmd[i] == ',') {

cidx1 = i;

break;

}

} // index of the first comma

for (i = cidx1 + 1; i < cmdLen; i++) {

if (cmd[i] == ',') {

cidx2 = i;

break;

}

} // index of the second comma

if (cidx1 == 0 || cidx2 == 0) {

printf("Need two commas to identify parameters\n");

return;

} // if there are less than two commas, error

else if (cidx1 == cmdLen - 1) {

printf("Invalid Command\n");

return;

} // if the command ends with a comma, error

else if (cidx2 == cmdLen - 1) {

printf("Need to input value\n");

return;

} // if there is no input value, error

for (i = idx; i < cmdLen; i++) {

if (cmd[i] != ' ') {

sidx = i;

break;

}

} // index of the starting point of the start address

for (i = cidx1 + 1; i < cmdLen; i++) {

if (cmd[i] != ' ') {

eidx = i;

break;

}

} // index of the starting point of the end address

for (i = cidx2 + 1; i < cmdLen; i++) {

if (cmd[i] != ' ') {

vidx = i;

break;

}

} // index of the starting point of the value

start = hextodec(cmd, sidx, cidx1);

end = hextodec(cmd, eidx, cidx2);

value = hextodec(cmd, vidx, cmdLen);

if (errFlag == TRUE) {

printf("Invalid Input\n");

errFlag = FALSE;

return;

} // if there was an invalid input, error

if (start < 0x00000 || start > 0xFFFFF || end < 0x00000 || end > 0xFFFFF) {

printf("Address out of range\n");

return;

} // if addresses are out of range, error

if (start > end) {

printf("Start should be less than end\n");

return;

} // if start address is bigger than end address error

if (value < 0 || value > 0xFF) {

printf("Value out of range\n");

return;

} // if value is out of range, error

for (i = start; i <= end; i++) {

memory[i] = value;

}

addHistory(cmd);

}

// function to reset memory

void cmdReset(char cmd[]) {

memset(memory, 0, sizeof(memory));

addHistory(cmd);

}

// function to open opcode.txt and create opcode list

void loadOpcode() {

FILE\* fp;

char mnemonic[6], format[4];

int opcode, idx;

opNode \*new, \*temp;

fp = fopen("opcode.txt", "r");

if(fp == NULL){

printf("opcode.txt doesn't exist\n");

endFlag = TRUE;

return;

} // if opcode.txt doesn't exist error

while (fscanf(fp, "%x %s %s", &opcode, mnemonic, format) != EOF) {

new = (opNode \*)malloc(sizeof(opNode));

new->link = NULL;

new->opcode = opcode;

strcpy(new->format, format);

strcpy(new->mnemonic, mnemonic);

idx = createHash(mnemonic); // create hash with given mnemonic

if (opList[idx]) { // add opNode structure to opcode list

temp = opList[idx];

while (temp->link)

temp = temp->link;

temp->link = new;

}

else

opList[idx] = new;

}

fclose(fp);

return;

}

// function to show the number of the opcode mnemonic

void cmdOpcode(char cmd[]) {

int i, j = 0, idx = 0, cmdLen = 0;

opNode\* curr;

int hash;

char instruction[10] = {'\0', }; // to save the mnemonic

cmdLen = strlen(cmd);

while (1) {

if (cmd[idx] == ' ' || cmd[idx] == '\0')

break;

idx++;

} // where the command ends

if (idx == cmdLen) {

printf("Mnemonic is required\n");

return;

} // if there isn't a mnemonic, error

for (i = idx; i < cmdLen; i++) {

if (cmd[i] != ' ') {

instruction[j] = cmd[i];

j++;

}

} // copy the mnemonic to array instruction

hash = createHash(instruction);

curr = opList[hash];

while (curr && strncmp(curr->mnemonic, instruction, strlen(curr->mnemonic))) {

curr = curr->link;

if (!curr)

break;

} // find the node that has the same instruction

if (!curr) {

printf("Invalid Mnemonic\n");

return;

}

else {

printf("opcode is %X\n", curr->opcode);

}

addHistory(cmd);

}

// function that prints opcodelist

void cmdOpcodelist(char cmd[]) {

int i;

int count;

opNode\* curr;

for (i = 0; i < 20; i++) {

printf("%3d : ", i);

curr = opList[i];

count = 0;

while (curr) {

printf("[%s,%x]", curr->mnemonic, curr->opcode);

curr = curr->link;

if (curr)

printf(" -> ");

count++;

}

if (count == 0)

printf("empty");

printf("\n");

}

addHistory(cmd);

}

* 1. **2016143.c**

1. #include "20161643.h"
2. int main() {
3. char command[100]; // array to save command
4. char trimCmd[100]; // array to save trimmed command
5. int cmdNum; // variable to save command number
6. History\* temp; // variable to free history link
7. int i;
8. opNode \*curr, \*prev;
9. funcPtr fPtr[] = { cmdHelp, cmdDir, cmdQuit, cmdHistory, cmdDump, cmdEdit, cmdFill, cmdReset, cmdOpcode, cmdOpcodelist}; // function pointer to reduce the code
10. loadOpcode(); // load opcode list from opcode.txt
11. while (!endFlag) {
12. memset(command, '\0', sizeof(command));
13. memset(trimCmd, '\0', sizeof(trimCmd));
14. printf("sicsim>");
15. fgets(command, sizeof(command), stdin);
16. command[strlen(command) - 1] = '\0';
17. cmdNum = checkCmd(command, trimCmd); // check the command number
18. if (cmdNum == -1)
19. printf("Invalid Command\n");
20. else {
21. fPtr[cmdNum](trimCmd); // call the function that has the right command number
22. }
23. }
24. while(head){ // free history list
25. temp = head;
26. head = head->link;
27. free(temp);
28. }
29. for(i=0; i < 20; i++){ // free opcode list
30. curr = opList[i];
31. while(curr){
32. prev = curr;
33. curr = curr->link;
34. free(prev);
35. }
36. }
37. return 0;
38. }