**CMSC 206: Data Structures**

**Assignment #1: Java Warmup**

**due on Gradescope by the beginning of class on February 1, 2018**

Write the following programs in Java using Eclipse. You will upload your code to Gradescope following the instructions at the end of the assignment. Gradescope will run an *autograder* which will run tests against your programs and give you an indication of what grade you will get on the assignment. You may submit as many times as you like to get continued feedback from the autograder. Note: The autograder is not currently working. I will aim to get it working by Friday evening 1/26.

You will complete this assignment in Eclipse, following these instructions to get going:

1. Start up Eclipse.
2. When you are asked what workspace to open, choose to open the workspace you set up as part of Lab #1. (If you're on a different computer now, you may need to repeat the steps of Lab #1.) The workspace should be named *cs206* and is likely in your *Documents* or *My Documents* folder.
3. Create a new project by clicking the down arrow next to the "New" button ![](data:image/png;base64,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) and choose *Java Project*.
4. Name the project *Warmup* and click *Finish*.
5. Create a new class with the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAVCAIAAADNQonCAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsEB6Fz6XgAAAjlJREFUOE9jfPPyBgNlgIky7SDddDfi3Do/TFczYg2Lu8/fTzm36t2X9+++fBDk4hPmE651yHiw09cl7eSeWeZGQZuQDcLikWmndhVs6+Rm+6cjI2GnoRFq7hhm4nZ7s9fv33+BOoHkyZXeyEaguwKof8PZrf7GZvqyekI8IixMLDKCcmdm2/lnbQBp+w/Wy8iwcVqAXfxOiEEoRgDdD7TfQUPdVcfFUdUF2aplzdJAbnhq56rZ5UCD3DL2wWVRPDLx9EoNKXE1SWWI/j03d0za39u8rQvIdi06//P7n//fHvz4/gdZP1CKBdmqN1/e8bAz/P/PDhS8+/re0mPrIbJ5ywt//fnlEzl/3vQ49pDZaJGCYsTbz+9fvf/58cdPoKLnn9+cu3///3+Q7xkZGVlZWFjYjvmmrNtwbrePohayKShGCPMKfv3x8cWHt0AV8kIygjy8///9A7JTnOI42VjXnt3Vv336fwY2NFeghIWssCQzI+Pzd48//fgsKyBV61+gq6AVYOYVaxboqmHHyvCXm50DGFJoRqDHSPSycgNFZVVxhUSbGFVRJYjq559eLju9+szdi2fu3loa1aksKYhsCnq6mHpyx9pT2ySEBKWEhGSEpDnZOL7/+vHk3dPvP3/ff/XaW98x29wDnysgckBT1p3epiwpw8LCBEpLjAx//vy7+/xJkKkXpn70pAU3HpjGuk8sfvPxHRMT079//2SEJXNNwtDcD1eMPZuhORU/l+7lBVbnUMEVAK5369Pb8SvRAAAAAElFTkSuQmCC) button.
6. Name the class *Factors*. (This is the name of the file for the first problem, on the next page.)
7. Click *Finish*.
8. Write a program named Factors (in *Factors.java*) that computes the prime factors of a number entered by the user. It should ask the user to enter a number and then print out all the prime factors (one per line) of that number. It should *not* print any number more than once, even if there is a duplicate factor (like how 12 = 2\*2\*3). Here is an example:

Enter a number: **30**

The prime factors are

2

3

5

Here is another example:

Enter a number: **28**

The prime factors are

2

7

It is non-sensical to report prime factors for a number less than 2. If the user enters in a number less than 2, report an error. Here is an example of this kind of error:

Enter a number: **-3**

Invalid entry. Please enter a number >= 2.

Your program does not have to gracefully handle the possibility that the user will enter a non-number (e.g., letters).

As this will be graded (in part) automatically, your output format must exactly match these examples. (Future assignments will be more about individual methods instead of overall programs. You will be able to customize the input/output of those programs. For now, though, your program must behave exactly as specified here.)

You may adapt the code from the *Prime.java* file posted on the syllabus page, although a clever implementation will not need to use a primality check at all.

1. Write a program named PrimeRange (in *PrimeRange.java*) that asks the user for two numbers and prints out all the prime numbers between those two inputs, inclusive. (Here, *inclusive* means that if either number that the user enters is itself prime, then it should be included in the output.) You must use a method private static boolean checkPrime(int n) to do the primality checking. Here is its full description:

/\*\* Determines whether or not a number is prime

\*

\* @param n The number to be checked

\* @return True if and only if the number is prime

\*/

private static boolean checkPrime(int n)

Here is an example of the program running:

Enter the first number: **14**

Enter the second number: **29**

The primes between 14 and 29 are

17

19

23

29

Like the previous program, your program must gracefully handle silly user input. Specifically: if the lower bound is less than 2 or if the upper bound (the second number) is less than the first, it is an error. Here are some examples of erroneous program runs (each stanza is a separate run of the program):

Enter the first number: **-3**

Invalid entry. The lower bound must be >= 2.

Enter the first number: **7**

Enter the second number: **5**

Invalid entry. The upper bound must be >= the lower bound.

1. Write a program named MostPrimeFactor (in *MostPrimeFactor.java*) that asks the user for a number and prints out which of its prime factors has the greatest multiplicity. The *multiplicity* of a prime factor is the exponent it must be raised to when using prime factors to reconstitute a number. For example, the number 12 has two prime factors: 2 (of multiplicity 2) and 3 (of multiplicity 1). In other words, 12 = 2231. The number 270 has 3 prime factors: 2 (of multiplicity 1), 3 (of multiplicity 3), and 5 (of multiplicity 1). In other words, 270 = 213351.

Here are some example runs of the program (with each stanza being a separate run):

Enter a number: **12**

Prime factor 2 has the greatest multiplicity

Enter a number: **270**

Prime factor 3 has the greatest multiplicity

Enter a number: **300**

Prime factor 2 has the greatest multiplicity

Enter a number: **3**

Prime factor 3 has the greatest multiplicity

Enter a number: **1**

Invalid entry. Please enter a number >= 2.

If multiple prime factors have the same multiplicity (as is the case for 300 = 223152), report the least such prime factor. Also, following the previous programs, you should print out a helpful error message (as above) if the user enters in a number less than 2.

You may *not* use any aggregate data structure for this problem. An aggregate data structure is a data structure that holds many of the same items. In other words, no arrays or ArrayLists (or other data structure that can act like an array).

1. Make a new file *reflections.txt* (you can use the *New* wizard button at the left of Eclipse's toolbar) with answers to the following questions:
2. How long did this assignment take you?
3. What challenged you the most in this assignment?
4. Whom did you work with on this assignment?
5. What resources did you consult while doing this assignment?
6. Do you have any feedback to offer about this assignment?
7. Any other comments or questions?
8. Submit your work on Gradescope.
9. Select the *Warmup* project within Eclipse.
10. Right-click and choose to *Export…*
11. The *Export* dialog box appears. Under *General*, choose *Archive File* and click *Next*.
12. Make sure your *Warmup* project is selected in the list at the top left of the window and that *Save in zip format* and *Create directory structure for files* are selected toward the bottom.
13. *Browse…* to find a good spot to save the file that will be exported. Name the file *Warmup.zip*.
14. Click *Finish*. Eclipse will create a *Warmup.zip* file as directed.
15. Log into Gradescope and submit your *Warmup.zip*.