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# 一、入门训练

## 1、Fibonacci数列（入门 数列 取模）

问题描述

Fibonacci数列的递推公式为：Fn=Fn-1+Fn-2，其中F1=F2=1。

当n比较大时，Fn也非常大，现在我们想知道，Fn除以10007的余数是多少。

输入格式

输入包含一个整数n。

输出格式

输出一行，包含一个整数，表示Fn除以10007的余数。

说明：在本题中，答案是要求Fn除以10007的余数，因此我们只要能算出这个余数即可，而不需要先计算出Fn的准确值，再将计算的结果除以10007取余数，直接计算余数往往比先算出原数再取余简单。

样例输入

10

样例输出

55

样例输入

22

样例输出

7704

数据规模与约定

1 <= n <= 1,000,000。

本题的C参考代码如下：

1. #include <stdlib.h>
2. #include <stdio.h>
3. #define MOD 10007
4. #define MAXN 1000001
5. int n, i, F[MAXN];
6. int main()
7. {
8. scanf("%d", &n);
9. F[1] = 1;
10. F[2] = 1;
11. for (i = 3; i <= n; ++i)
12. F[i] = (F[i-1] + F[i-2]) % MOD;
13. printf("%d\n", F[n]);
14. return 0;
15. }

## 2、圆的面积（入门 实数 输出）

问题描述

给定圆的半径r，求圆的面积。

输入格式

输入包含一个整数r，表示圆的半径。

输出格式

输出一行，包含一个实数，四舍五入保留小数点后7位，表示圆的面积。

说明：在本题中，输入是一个整数，但是输出是一个实数。

对于实数输出的问题，请一定看清楚实数输出的要求，比如本题中要求保留小数点后7位，则你的程序必须**严格的**输出7位小数，输出过多或者过少的小数位数都是不行的，都会被认为错误。

实数输出的问题如果没有特别说明，舍入都是按四舍五入进行。

样例输入

4

样例输出

50.2654825

数据规模与约定

1 <= r <= 10000。

提示

本题对精度要求较高，请注意π的值应该取较精确的值。你可以使用常量来表示π，比如PI=3.14159265358979323，也可以使用数学公式来求π，比如PI=atan(1.0)\*4。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <math.h>
3. int main()
4. {
5. int r;
6. double s, PI;
7. scanf("%d", &r);
8. PI = atan(1.0) \* 4;
9. s = PI \* r \* r;
10. printf("%.7lf", s);
11. return 0;
12. }

## 3、序列求和（入门 求和 公式）

问题描述

求1+2+3+...+n的值。

输入格式

输入包括一个整数n。

输出格式

输出一行，包括一个整数，表示1+2+3+...+n的值。

样例输入

4

样例输出

10

样例输入

100

说明：有一些试题会给出多组样例输入输出以帮助你更好的做题。

一般在提交之前所有这些样例都需要测试通过才行，但这不代表这几组样例数据都正确了你的程序就是完全正确的，潜在的错误可能仍然导致你的得分较低。

样例输出

5050

数据规模与约定

1 <= n <= 1,000,000,000。

说明：请注意这里的数据规模。

本题直接的想法是直接使用一个循环来累加，然而，当数据规模很大时，这种“暴力”的方法往往会导致超时。此时你需要想想其他方法。你可以试一试，如果使用1000000000作为你的程序的输入，你的程序是不是能在规定的上面规定的时限内运行出来。

本题另一个要值得注意的地方是答案的大小不在你的语言默认的整型(int)范围内，如果使用整型来保存结果，会导致结果错误。

如果你使用C++或C语言而且准备使用printf输出结果，则你的格式字符串应该写成%I64d以输出long long类型的整数。

本题的C参考代码如下：

1. #include <stdio.h>
2. int main()
3. {
4. int n;
5. long long ret = 0, tmp;
6. scanf("%d", &n);
7. tmp = n;
8. printf("%I64d", (1+tmp) \* tmp / 2);
9. return 0;
10. }

## 4、A+B问题(入门)

问题描述

输入A、B，输出A+B。

说明：在“问题描述”这部分，会给出试题的意思，以及所要求的目标。

输入格式

输入的第一行包括两个整数，由空格分隔，分别表示A、B。

说明：“输入格式”是描述在测试你的程序时，所给的输入一定满足的格式。

做题时你应该假设所给的输入是一定满足输入格式的要求的，所以你不需要对输入的格式进行检查。多余的格式检查可能会适得其反，使用你的程序错误。

在测试的时候，系统会自动将输入数据输入到你的程序中，你不能给任何提示。比如，你在输入的时候提示“请输入A、B”之类的话是不需要的，这些多余的输出会使得你的程序被判定为错误。

输出格式

输出一行，包括一个整数，表示A+B的值。

说明：“输出格式”是要求你的程序在输出结果的时候必须满足的格式。

在输出时，你的程序必须满足这个格式的要求，不能少任何内容，也不能多任何内容。如果你的内容和输出格式要求的不一样，你的程序会被判断为错误，包括你输出了提示信息、中间调试信息、计时或者统计的信息等。

样例输入

12 45

说明：“样例输入”给出了一组满足“输入格式”要求的输入的例子。

这里给出的输入只是可能用来测试你的程序的一个输入，在测试的时候，还会有更多的输入用来测试你的程序。

样例输出

57

说明：“样例输出”给出了一组满足“输出格式”要求的输出的例子。

样例输出中的结果是和样例输入中的是对应的，因此，你可以使用样例的输入输出简单的检查你的程序。

要特别指出的是，能够通过样例输入输出的程序并不一定是正确的程序，在测试的时候，会用很多组数据进行测试，而不局限于样例数据。有可能一个程序通过了样例数据，但测试的时候仍只能得0分，可能因为这个程序只在一些类似样例的特例中正确，而不具有通用性，再测试更多数据时会出现错误。

比如，对于本题，如果你写一个程序不管输入是什么都输入57，则样例数据是对的，但是测试其他数据，哪怕输入是1和2，这个程序也输出57，则对于其他数据这个程序都不正确。

数据规模与约定

-10000 <= A, B <= 10000。

说明：“数据规模与约定”中给出了试题中主要参数的范围。

这个范围对于解题非常重要，不同的数据范围会导致试题需要使用不同的解法来解决。比如本题中给的A、B范围不大，可以使用整型(int)来保存，如果范围更大，超过int的范围，则要考虑其他方法来保存大数。

有一些范围在方便的时候是在“问题描述”中直接给的，所以在做题时不仅要看这个范围，还要注意问题描述。

提示

本题的C++源代码如下：

1. #include <iostream>
3. using namespace std;
5. int main()
6. {
7. int a, b;
8. cin >> a >> b;
9. cout << a + b;
10. return 0;
11. }

本题的C源代码如下：

1. #include <stdio.h>
3. int main()
4. {
5. int a, b;
6. scanf("%d%d", &a, &b);
7. printf("%d", a+b);
8. return 0;
9. }

本题的Java源代码如下：

1. import java.util.\*;
3. public class Main
4. {
5. public static void main(String args[])
6. {
7. Scanner sc = new Scanner(System.in);
8. Integer a = sc.nextInt();
9. Integer b = sc.nextInt();
10. System.out.println(a + b);
11. }
12. }

说明：要答题，请点击页面上方的“提交此题”按钮，页面将跳转到提交代码的页面，选择好你的编译语言，将你的编写好的代码粘贴到代码框中，再点击“提交答案”即可。

你的答案提交给系统后系统会自动对你的代码进行判分，并跳转到结果的列表里面，你可以直接从列表中看到你提交的代码的状态，一般几秒钟后就可以看到判分的结果。

本题作为第一题，在提示中已经分别给了C++和Java的代码，你可以直接把这个代码拷贝过去作为自己的代码提交。

请特别注意，Java的主类名必须是Main。

本题的C参考代码如下：

1. #include <stdio.h>
2. int main()
3. {
4. int a, b;
5. scanf("%d%d", &a, &b);
6. printf("%d", a+b);
7. return 0;
8. }

# 二、基础练习

## 1、数列排序(数组 排序)

问题描述

　　给定一个长度为n的数列，将这个数列按从小到大的顺序排列。1<=n<=200

输入格式

　　第一行为一个整数n。  
　　第二行包含n个整数，为待排序的数，每个整数的绝对值小于10000。

输出格式

　　输出一行，按从小到大的顺序输出排序后的数列。

样例输入

5  
8 3 6 4 9

样例输出

3 4 6 8 9

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. void Print(int \*data,int n)
4. {
5. int i;
6. for(i=0;i<n;i++)
7. {
8. printf("%d ",data[i]);
9. }
10. printf("\n");
11. }
12. int Split(int \*data,int pre,int rear)
13. {
14. int value=data[pre];
15. while(pre<rear)
16. {
17. while(data[rear]>=value && pre<rear) rear--;
18. data[pre]=data[rear];
19. while(data[pre]<value && pre<rear) pre++;
20. data[rear]=data[pre];
21. }
22. data[pre]=value;
23. return pre;
24. }
25. //快速排序
26. void QuickSort(int \*data,int pre,int rear)
27. {
28. if(pre<rear)
29. {
30. int mid=Split(data,pre,rear);
31. QuickSort(data,pre,mid-1);
32. QuickSort(data,mid+1,rear);
33. }
34. }
35. int main()
36. {
37. int i;
38. int n;
39. int \*data;
40. scanf("%d",&n);
41. data=(int \*)malloc(sizeof(int)\*n);
42. for(i=0;i<n;i++)
43. {
44. scanf("%d",&data[i]);
45. }
46. QuickSort(data,0,n-1);
47. Print(data,n);
48. return 0;
49. }

## 2、十六进制转八进制(进制转换 字符 循环)

问题描述

　　给定n个十六进制正整数，输出它们对应的八进制数。

输入格式

　　输入的第一行为一个正整数n （1<=n<=10）。  
　　接下来n行，每行一个由0~9、大写字母A~F组成的字符串，表示要转换的十六进制正整数，每个十六进制数长度不超过100000。

输出格式

　　输出n行，每行为输入对应的八进制正整数。

注意

　　输入的十六进制数不会有前导0，比如012A。  
　　输出的八进制数也不能有前导0。

样例输入

2  
39  
123ABC

样例输出

71  
4435274

提示

　　先将十六进制数转换成某进制数，再由某进制数转换成八进制。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <string.h>
4. #define MaxSize 100000
5. void saveB(char \*b,char c3,char c2,char c1,char c0,int start)
6. {
7. b[start]=c3;
8. b[start+1]=c2;
9. b[start+2]=c1;
10. b[start+3]=c0;
11. }
12. int htob(char \*h,char \*b)
13. {
14. int i,j;
15. int hl=strlen(h);
16. for(i=0;i<hl;i++)
17. switch(h[i])
18. {
19. case '0':
20. {
21. saveB(b,'0','0','0','0',4\*i);
22. break;
23. }
24. case '1':
25. {
26. saveB(b,'0','0','0','1',4\*i);
27. break;
28. }
29. case '2':
30. {
31. saveB(b,'0','0','1','0',4\*i);
32. break;
33. }
34. case '3':
35. {
36. saveB(b,'0','0','1','1',4\*i);
37. break;
38. }
39. case '4':
40. {
41. saveB(b,'0','1','0','0',4\*i);
42. break;
43. }
44. case '5':
45. {
46. saveB(b,'0','1','0','1',4\*i);
47. break;
48. }
49. case '6':
50. {
51. saveB(b,'0','1','1','0',4\*i);
52. break;
53. }
54. case '7':
55. {
56. saveB(b,'0','1','1','1',4\*i);
57. break;
58. }
59. case '8':
60. {
61. saveB(b,'1','0','0','0',4\*i);
62. break;
63. }
64. case '9':
65. {
66. saveB(b,'1','0','0','1',4\*i);
67. break;
68. }
69. case 'A':
70. {
71. saveB(b,'1','0','1','0',4\*i);
72. break;
73. }
74. case 'B':
75. {
76. saveB(b,'1','0','1','1',4\*i);
77. break;
78. }
79. case 'C':
80. {
81. saveB(b,'1','1','0','0',4\*i);
82. break;
83. }
84. case 'D':
85. {
86. saveB(b,'1','1','0','1',4\*i);
87. break;
88. }
89. case 'E':
90. {
91. saveB(b,'1','1','1','0',4\*i);
92. break;
93. }
94. case 'F':
95. {
96. saveB(b,'1','1','1','1',4\*i);
97. break;
98. }
99. }
100. return 4\*hl;
101. }
102. int btoo(char \*b,char \*o,int bl)
103. {
104. int i,j;
105. int ol;
106. int value;
107. if(bl%3==0)
108. ol=bl/3;
109. else
110. ol=bl/3+1;
111. j=bl-1;
112. for(i=ol-1;i>=0;i--)
113. {
114. if(i>0)
115. o[i]=b[j]-48+(b[j-1]-48)\*2+(b[j-2]-48)\*4+48;
116. else
117. {
118. switch(j)
119. {
120. case 2:
121. o[i]=b[j]-48+(b[j-1]-48)\*2+(b[j-2]-48)\*4+48;
122. break;
123. case 1:
124. o[i]=b[j]-48+(b[j-1]-48)\*2+48;
125. break;
126. case 0:
127. o[i]=b[j];
128. break;
129. }
130. }
131. j=j-3;
132. }
133. return ol;
134. }
135. void printO(char \*o,int ol)
136. {
137. int i=0;
138. if(o[0]=='0')
139. i=1;
140. for(;i<ol;i++)
141. {
142. printf("%c",o[i]);
143. }
144. printf("\n");
145. }
146. main()
147. {
148. char h[MaxSize];
149. char b[4\*MaxSize];
150. char o[4\*MaxSize/3+1];
151. int n,i,bl,ol;
152. scanf("%d",&n);
153. getchar();
154. for(i=0;i<n;i++)
155. {
156. gets(h);
157. bl=htob(h,b);
158. ol=btoo(b,o,bl);
160. printO(o,ol);
161. }
162. }

## 3、十六进制转十进制(进制转换 字符处理 判断)

问题描述

　　从键盘输入一个不超过8位的正的十六进制数字符串，将它转换为正的十进制数后输出。  
　　注：十六进制数中的10~15分别用大写的英文字母A、B、C、D、E、F表示。

样例输入

FFFF

样例输出

65535

本题的C参考代码如下：

1. #include<stdio.h>
2. #include<string.h>
3. #include<math.h>
4. int main()
5. {
6. double sum=0,x;
7. char a[8];
8. int len,i=0;
9. gets(a);
10. len=strlen(a);
11. while(len)
12. {
13. if(a[len-1]>='A'&&a[len-1]<='F')
14. x=(a[len-1]-'7')\*pow(16,i++);
15. else
16. x=(a[len-1]-'0')\*pow(16,i++);
17. sum+=x;
18. len--;
19. }
20. printf("%.0lf",sum);
21. return 0;
23. }

## 4、十进制转十六进制(循环 整除 求余 判断)

问题描述

　　十六进制数是在程序设计时经常要使用到的一种整数的表示方式。它有0,1,2,3,4,5,6,7,8,9,A,B,C,D,E,F共16个符号，分别表示十进制数的0至15。十六进制的计数方法是满16进1，所以十进制数16在十六进制中是10，而十进制的17在十六进制中是11，以此类推，十进制的30在十六进制中是1E。  
　　给出一个非负整数，将它表示成十六进制的形式。

输入格式

　　输入包含一个非负整数a，表示要转换的数。0<=a<=2147483647

输出格式

　　输出这个整数的16进制表示

样例输入

30

样例输出

1E

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. char data[]={'0','1','2','3','4','5','6','7','8','9','A','B','C','D','E','F'};
4. //输出
5. void Print(char \*num,int n)
6. {
7. int i;
8. for(i=n-1;i>=0;i--) printf("%c",num[i]);
9. printf("\0");
10. printf("\n");
11. }
12. //将十六进制数转换为十进制数
13. int Transform(char \*num,long long value)
14. {
15. int n=0;
16. while(value>=16)
17. {
18. num[n++]=data[value%16];
19. value/=16;
20. }
21. num[n++]=data[value%16];
22. return n;
23. }
24. int main()
25. {
26. long long value;
27. char num[10];
28. int n;
29. scanf("%I64d",&value);
30. n=Transform(num,value);
31. Print(num,n);
32. return 0;
33. }

## 5、特殊回文数(回文数 循环 条件语句)

问题描述

　　123321是一个非常特殊的数，它从左边读和从右边读是一样的。  
　　输入一个正整数n， 编程求所有这样的五位和六位十进制数，满足各位数字之和等于n 。

输入格式

　　输入一行，包含一个正整数n。

输出格式

　　按从小到大的顺序输出满足条件的整数，每个整数占一行。

样例输入

52

样例输出

899998  
989989  
998899

数据规模和约定

　　1<=n<=54。

本题的C参考代码如下：

1. #include<stdio.h>
2. int main()
3. {
4. int a,b,c,d,e,f,t,all;
5. scanf("%d",&t);
6. for(a=1;a<10;a++)
7. for(b=0;b<10;b++)
8. for(c=0;c<10;c++)
9. for(d=0;d<10;d++)
10. for(e=0;e<10;e++)
11. {
12. if(a==e)
13. if(b==d)
14. {
15. all=a+b+c+d+e;
16. if(all==t)
17. printf("%d\n",a\*10000+b\*1000+c\*100+d\*10+e);
18. }
19. }
20. for(a=1;a<10;a++)
21. for(b=0;b<10;b++)
22. for(c=0;c<10;c++)
23. for(d=0;d<10;d++)
24. for(e=0;e<10;e++)
25. for(f=0;f<10;f++)
26. {
27. if(a==f)
28. if(b==e)
29. if(c==d)
30. {
31. all=a+b+c+d+e+f;
32. if(all==t)
33. printf("%d\n",a\*100000+b\*10000+c\*1000+d\*100+e\*10+f);
34. }
35. }
37. return 0;
38. }

## 6、回文数  (循环 判断 回文数)

问题描述

　　1221是一个非常特殊的数，它从左边读和从右边读是一样的，编程求所有这样的四位十进制数。

输出格式

　　按从小到大的顺序输出满足条件的四位十进制数。

本题的C参考代码如下：

1. #include<stdio.h>
2. int main()
3. {
4. int a,b,c,d,i;
5. for(i=1000;i<=9999;i++)
6. {
7. a=i/1000;
8. b=i/100%10;
9. c=i/10%10;
10. d=i%10;
11. if(a==d&&b==c)
12. printf("%d\n",i);
13. }
14. return 0;
15. }

## 7、特殊的数字(循环 判断 数位)

问题描述

　　153是一个非常特殊的数，它等于它的每位数字的立方和，即153=1\*1\*1+5\*5\*5+3\*3\*3。编程求所有满足这种条件的三位十进制数。

输出格式

　　按从小到大的顺序输出满足条件的三位十进制数，每个数占一行。

本题的C参考代码如下：

1. #include<stdio.h>
2. int main()
3. {
4. int i,j,k,n;
5. for(n=100;n<1000;n++)
6. {
7. i=n/100;
8. j=n/10%10;
9. k=n%10;
10. if(i\*100+j\*10+k==i\*i\*i+j\*j\*j+k\*k\*k)
11. printf("%d\n",n);
12. }
13. return 0;
14. }

## 8、杨辉三角形(基础练习 二维数组)

问题描述

杨辉三角形又称Pascal三角形，它的第i+1行是(a+b)i的展开式的系数。

它的一个重要性质是：三角形中的每个数字等于它两肩上的数字相加。

下面给出了杨辉三角形的前4行：

   1

  1 1

 1 2 1

1 3 3 1

给出n，输出它的前n行。

输入格式

输入包含一个数n。

输出格式

输出杨辉三角形的前n行。每一行从这一行的第一个数开始依次输出，中间使用一个空格分隔。请不要在前面输出多余的空格。

样例输入

4

样例输出

1  
1 1  
1 2 1  
1 3 3 1

数据规模与约定

1 <= n <= 34。

本题的C参考代码如下：

1. #include <stdio.h>
2. #define MAXN 40
3. int n;
4. int a[MAXN][MAXN];
5. int main()
6. {
7. int i, j;
8. scanf("%d", &n);
9. a[0][0] = 1;
10. for (i = 0; i < n; ++i)
11. {
12. a[i][0] = a[i][i] = 1;
13. for (j = 1; j < i; ++j)
14. a[i][j] = a[i-1][j-1] + a[i-1][j];
15. }
16. for (i = 0; i < n; ++i)
17. {
18. for (j = 0; j <= i; ++j)
19. printf("%d ", a[i][j]);
20. printf("\n");
21. }
22. return 0;
23. }

## 9、查找整数(循环 判断)

问题描述

给出一个包含n个整数的数列，问整数a在数列中的第一次出现是第几个。

输入格式

第一行包含一个整数n。

第二行包含n个非负整数，为给定的数列，数列中的每个数都不大于10000。

第三行包含一个整数a，为待查找的数。

输出格式

如果a在数列中出现了，输出它第一次出现的位置(位置从1开始编号)，否则输出-1。

样例输入

6  
1 9 4 8 3 9  
9

样例输出

2

数据规模与约定

1 <= n <= 1000。

本题的C参考代码如下：

1. #include <stdio.h>
2. #define MAXN 10001
3. int n, a, ans;
4. int s[MAXN];
5. int main()
6. {
7. int i;
8. scanf("%d", &n);
9. for (i = 0; i < n; ++i)
10. scanf("%d", &s[i]);
11. scanf("%d", &a);
12. ans = -1;
13. for (i = 0; i < n; ++i)
14. {
15. if (s[i] == a)
16. {
17. ans = i + 1;
18. break;
19. }
20. }
21. printf("%d", ans);
22. return 0;
23. }

## 10、数列特征(循环 最大值 最小值 累加)

问题描述

给出n个数，找出这n个数的最大值，最小值，和。

输入格式

第一行为整数n，表示数的个数。

第二行有n个数，为给定的n个数，每个数的绝对值都小于10000。

输出格式

输出三行，每行一个整数。第一行表示这些数中的最大值，第二行表示这些数中的最小值，第三行表示这些数的和。

样例输入

5  
1 3 -2 4 5

样例输出

5  
-2  
11

数据规模与约定

1 <= n <= 10000。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. #define MAXSIZE 10000
4. int main()
5. {
6. int i;
7. int n;
8. int value;
9. int max=-MAXSIZE;
10. int min=MAXSIZE;
11. int sum=0;
12. scanf("%d",&n);
13. for(i=0;i<n;i++)
14. {
15. scanf("%d",&value);
16. if(value>max) max=value;
17. if(value<min) min=value;
18. sum+=value;
19. }
20. printf("%d\n",max);
21. printf("%d\n",min);
22. printf("%d\n",sum);
23. return 0;
24. }

## 11、字母图形(循环 字符串)

问题描述

利用字母可以组成一些美丽的图形，下面给出了一个例子：

ABCDEFG

BABCDEF

CBABCDE

DCBABCD

EDCBABC

这是一个5行7列的图形，请找出这个图形的规律，并输出一个n行m列的图形。

输入格式

输入一行，包含两个整数n和m，分别表示你要输出的图形的行数的列数。

输出格式

输出n行，每个m个字符，为你的图形。

样例输入

5 7

样例输出

ABCDEFG  
BABCDEF  
CBABCDE  
DCBABCD  
EDCBABC

数据规模与约定

1 <= n, m <= 26。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. #define MAXSIZE 26
4. //输出
5. void Print(char matrix[MAXSIZE][MAXSIZE],int n,int m)
6. {
7. int i,j;
8. for(i=0;i<n;i++)
9. {
10. for(j=0;j<m;j++)
11. {
12. printf("%c",matrix[i][j]);
13. }
14. printf("\n");
15. }
16. }
17. //实现字母图形
18. void Drawing(int n,int m)
19. {
20. int i,j;
21. int point=0;
22. char str;
23. char matrix[MAXSIZE][MAXSIZE];
24. for(i=0;i<n;i++)
25. {
26. str='A';
27. for(j=i;j<m;j++)
28. {
29. matrix[i][j]=str++;
30. }
31. str='A';
32. for(j=i-1;j>=0;j--)
33. {
34. matrix[i][j]=++str;
35. }
36. }
37. Print(matrix,n,m);
38. }
39. int main()
40. {
41. int n,m;
42. scanf("%d%d",&n,&m);
43. Drawing(n,m);
44. return 0;
45. }

## 12、01字串(循环)

问题描述

对于长度为5位的一个01串，每一位都可能是0或1，一共有32种可能。它们的前几个是：

00000

00001

00010

00011

00100

请按从小到大的顺序输出这32种01串。

输入格式

本试题没有输入。

输出格式

输出32行，按从小到大的顺序每行一个长度为5的01串。

样例输出

00000  
00001  
00010  
00011  
< 以下部分省略>

本题的C参考代码如下：

1. #include <stdio.h>
2. int main()
3. {
4. int i, j, k, l, m;
5. for (i = 0; i <= 1; ++i)
6. for (j = 0; j <= 1; ++j)
7. for (k = 0; k <= 1; ++k)
8. for (l = 0; l <= 1; ++l)
9. for (m = 0; m <= 1; ++m)
10. printf("%d%d%d%d%d\n", i, j, k, l, m);
11. return 0;
12. }

## 13、闰年判断  (条件判断)

问题描述

给定一个年份，判断这一年是不是闰年。

当以下情况之一满足时，这一年是闰年：

1. 年份是4的倍数而不是100的倍数；

2. 年份是400的倍数。

其他的年份都不是闰年。

输入格式

输入包含一个整数y，表示当前的年份。

输出格式

输出一行，如果给定的年份是闰年，则输出yes，否则输出no。

说明：当试题指定你输出一个字符串作为结果（比如本题的yes或者no，你需要严格按照试题中给定的大小写，写错大小写将不得分。

样例输入

2013

样例输出

no

样例输入

2016

样例输出

yes

数据规模与约定

1990 <= y <= 2050。

本题的C参考代码如下：

1. #include <stdio.h>
2. int main()
3. {
4. int y;
5. scanf("%d", &y);
6. if (y%4==0 && y%100!=0 || y%400==0)
7. printf("yes");
8. else
9. printf("no");
10. return 0;
11. }

# 三、算法训练

## 1、送分啦

问题描述

　　这题想得分吗？想，请输出“yes”；不想，请输出“no”。

输出格式

　　输出包括一行，为“yes”或“no”。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdio.h>
3. int main()
4. {
5. printf("yes\n");
6. return 0;
7. }

## 2、操作格子(线段树)

问题描述

有n个格子，从左到右放成一排，编号为1-n。

共有m次操作，有3种操作类型：

1.修改一个格子的权值，

2.求连续一段格子权值和，

3.求连续一段格子的最大值。

对于每个2、3操作输出你所求出的结果。

输入格式

第一行2个整数n，m。

接下来一行n个整数表示n个格子的初始权值。

接下来m行，每行3个整数p,x,y，p表示操作类型，p=1时表示修改格子x的权值为y，p=2时表示求区间[x,y]内格子权值和，p=3时表示求区间[x,y]内格子最大的权值。

输出格式

有若干行，行数等于p=2或3的操作总数。

每行1个整数，对应了每个p=2或3操作的结果。

样例输入

4 3  
1 2 3 4  
2 1 3  
1 4 3  
3 1 4

样例输出

6  
3

数据规模与约定

对于20%的数据n <= 100，m <= 200。

对于50%的数据n <= 5000，m <= 5000。

对于100%的数据1 <= n <= 100000，m <= 100000，0 <= 格子权值 <= 10000。

本题的C参考代码如下：

1. #include <stdio.h>
2. #define N 100000
3. #define A 1000
4. #define B 100
5. int sum(int\* a, int m, int n)
6. {
7. int i, s = 0;
8. for (i = m; i <= n; i++)
9. s += a[i];
10. return s;
11. }
12. int max(int\* a, int m, int n)
13. {
14. int i, s = a[m];
15. for (i = m + 1; i <= n; i++)
16. if (s < a[i])
17. s = a[i];
18. return s;
19. }
20. int main()
21. {
22. int i, j, k, m, n;
23. int a[100000], b[100000][3], c[A][2] = {0};
24. scanf("%d%d", &n, &m);
25. for (i = 0; i < n; i++)
26. scanf("%d", &a[i]);
27. for (i = 0; i < m; i++)
28. for (j = 0; j < 3; j++)
29. scanf("%d", &b[i][j]);
30. for (i = 0; i < (n + B - 1) / B; i++)
31. {
32. c[i][0] = c[i][1] = a[i \* B];
33. for (j = i \* B + 1; j < i \* B + B && j < n; j++)
34. {
35. c[i][0] += a[j];
36. if (c[i][1] < a[j])
37. c[i][1] = a[j];
38. }
39. }
40. for (i = 0; i < m; i++)
41. {
42. if (b[i][0] == 1)
43. {
44. c[(b[i][1] - 1) / B][0] += b[i][2] - a[b[i][1] - 1];
45. k = (b[i][1] - 1) / B;
46. if (c[k][1] <= b[i][2])
47. {
48. c[k][1] = b[i][2];
49. }
50. else if (a[b[i][1] - 1] == c[k][1])
51. {
52. a[b[i][1] - 1] = b[i][2];
53. c[k][1] = max(a, k \* B, k \* B + B > n ? n - 1 : k \* B + B - 1);
54. }
55. a[b[i][1] - 1] = b[i][2];
56. }
57. else if (b[i][0] == 2)
58. {
59. int s = 0;
60. b[i][1]--, b[i][2]--;
61. int o = b[i][2] / B - b[i][1] / B;
62. if (o < 2)
63. {
64. s = sum(a, b[i][1], b[i][2]);
65. }
66. else
67. {
68. s = sum(a, b[i][1], (b[i][1] + B) / B \* B - 1);
69. s += sum(a, b[i][2] / B \* B, b[i][2]);
70. for (j = b[i][1] / B + 1; j < b[i][2] / B; j++)
71. s += c[j][0];
72. }
73. printf("%d\n", s);
74. }
75. else if (b[i][0] == 3)
76. {
77. int s = 0, t;
78. b[i][1]--, b[i][2]--;
79. int o = b[i][2] / B - b[i][1] / B;
80. if (o < 2)
81. {
82. s = max(a, b[i][1], b[i][2]);
83. }
84. else
85. {
86. s = max(a, b[i][1], (b[i][1] + B) / B \* B - 1);
87. t = max(a, b[i][2] / B \* B, b[i][2]);
88. if (s < t) s = t;
89. for (j = b[i][1] / B + 1; j < b[i][2] / B; j++)
90. if (s < c[j][1])
91. s = c[j][1];
92. }
93. printf("%d\n", s);
94. }
95. }
96. return 0;
97. }

## 3、逆序对(平衡二叉树)

问题描述

Alice是一个让人非常愉跃的人!他总是去学习一些他不懂的问题，然后再想出许多稀奇古怪的题目。这几天，Alice又沉浸在逆序对的快乐当中，他已近学会了如何求逆序对对数，动态维护逆序对对数等等题目，他认为把这些题让你做简直是太没追求了，于是，经过一天的思考和完善，Alice终于拿出了一道他认为差不多的题目：

有一颗2n-1个节点的二叉树，它有恰好n个叶子节点，每个节点上写了一个整数。如果将这棵树的所有叶子节点上的数从左到右写下来，便得到一个序列a[1]…a[n]。现在想让这个序列中的逆序对数量最少，但唯一的操作就是选树上一个非叶子节点，将它的左右两颗子树交换。他可以做任意多次这个操作。求在最优方案下，该序列的逆序对数最少有多少。

Alice自己已近想出了题目的正解，他打算拿来和你分享，他要求你在最短的时间内完成。

输入格式

第一行一个整数n。

下面每行，一个数x。

如果x=0，表示这个节点非叶子节点，递归地向下读入其左孩子和右孩子的信息，如果x≠0，表示这个节点是叶子节点，权值为x。

输出格式

输出一个整数，表示最少有多少逆序对。

样例输入

3  
0  
0  
3  
1  
2

样例输出

1

数据规模与约定

对于20%的数据，n <= 5000。

对于100%的数据，1 <= n <= 200000，0 <= a[i]<2^31。

本题的C参考代码如下：

1. 该题暂时没有人完全正确，暂时没有该语言的参考程序。

本题的C++参考代码如下：

1. #include<stdio.h>
2. #include<iostream>
3. using namespace std;
4. #define ForD(i,n) for(int i=n;i;i--)
5. #define F (100000007)
6. #define MAXN (2\*200000+10)
7. long long mul(long long a,long long b){return (a\*b)%F;}
8. long long add(long long a,long long b){return (a+b)%F;}
9. long long sub(long long a,long long b){return (a-b+(a-b)/F\*F+F)%F;}
10. int n,root=0;
11. struct node
12. {
13. int fa,ch[2],size,c;
14. node():size(0),c(0){ch[0]=ch[1]=fa=0;}
15. }a[MAXN];
16. void update(int x){a[x].size=a[a[x].ch[0]].size+a[a[x].ch[1]].size+(a[x].c>0);}
17. int tail=0;
18. void pushdown(int x){a[a[x].ch[0]].fa=a[a[x].ch[1]].fa=x;}
19. void build(int &x)
20. {
21. if (!x) x=++tail;
22. scanf("%d",&a[x].c);
23. if (a[x].c==0)
24. {
25. build(a[x].ch[0]);
26. build(a[x].ch[1]);
27. update(x);pushdown(x);
28. }else a[x].size=1;
29. }
30. void rotate(int x)
31. {
32. int y=a[x].fa,z=a[y].fa;
33. bool p=a[y].ch[0]==x;
34. if (z)
35. {
36. if (a[z].ch[0]==y) a[z].ch[0]=x;
37. else a[z].ch[1]=x;
38. }
39. a[x].fa=z,a[y].fa=x;
40. if (a[x].ch[p]) a[a[x].ch[p]].fa=y;
41. a[y].ch[p^1]=a[x].ch[p];
42. a[x].ch[p]=y;
43. update(y);
44. }
45. void splay(int x)
46. {
47. while (a[x].fa)
48. {
49. int y=a[x].fa,z=a[y].fa;
50. if (z)
51. if ((a[y].ch[0]==x)^(a[z].ch[0]==y)) rotate(x);
52. else rotate(y);
53. rotate(x);
54. }
55. update(x);
56. }
57. void ins(long long &tot,int x,int y)
58. {
59. a[x].size++;
60. if (a[y].c<=a[x].c)
61. {
62. if (a[x].ch[0]) ins(tot,a[x].ch[0],y);
63. else a[y].fa=x,splay(a[x].ch[0]=y);
64. }
65. else
66. {
67. tot+=a[a[x].ch[0]].size+(a[x].c>0);
68. if (a[x].ch[1]) ins(tot,a[x].ch[1],y);
69. else a[y].fa=x,splay(a[x].ch[1]=y);
70. }
71. }
72. int q[MAXN],size;
73. void clac(int x,int y)
74. {
75. if (a[y].ch[0]) clac(x,a[y].ch[0]);
76. if (a[y].c) q[++size]=y;
77. if (a[y].ch[1]) clac(x,a[y].ch[1]);
78. }
79. long long merge(bool &lor,int z)
80. {
81. int x=a[z].ch[0],y=a[z].ch[1];
82. if (a[x].size<a[y].size) swap(x,y);
83. a[x].fa=0;a[y].fa=0;q[1]=y;
84. size=0;clac(x,y);
85. long long tot=0;
86. ForD(i,size)
87. {
88. int now=q[i];
89. a[now].ch[0]=a[now].ch[1]=a[now].fa=0;a[now].size=1;
90. ins(tot,x,now);
91. x=now;
92. }
93. a[x].fa=z;
94. a[z].ch[0]=0,a[z].ch[1]=x;
95. return tot;
96. }
97. long long qur(int &x)
98. {
99. if (a[x].c) return 0;
100. else
101. {
102. long long lson=a[a[x].ch[0]].size,rson=a[a[x].ch[1]].size,ls=qur(a[x].ch[0]),rs=qur(a[x].ch[1]);
103. bool lor=0;
104. long long ms=merge(lor,x);
105. return ls+rs+min(lson\*rson-ms,ms);
106. }
107. }
108. int main()
109. {
110. scanf("%d",&n);
111. build(root);
112. cout<<qur(root)<<endl;
113. return 0;
114. }

## 4、安慰奶牛(最小生成树)

问题描述

Farmer John变得非常懒，他不想再继续维护供奶牛之间供通行的道路。道路被用来连接N个牧场，牧场被连续地编号为1到N。每一个牧场都是一个奶牛的家。FJ计划除去P条道路中尽可能多的道路，但是还要保持牧场之间 的连通性。你首先要决定那些道路是需要保留的N-1条道路。第j条双向道路连接了牧场Sj和Ej(1 <= Sj <= N; 1 <= Ej <= N; Sj != Ej)，而且走完它需要Lj的时间。没有两个牧场是被一条以上的道路所连接。奶牛们非常伤心，因为她们的交通系统被削减了。你需要到每一个奶牛的住处去安慰她们。每次你到达第i个牧场的时候(即使你已经到过)，你必须花去Ci的时间和奶牛交谈。你每个晚上都会在同一个牧场(这是供你选择的)过夜，直到奶牛们都从悲伤中缓过神来。在早上 起来和晚上回去睡觉的时候，你都需要和在你睡觉的牧场的奶牛交谈一次。这样你才能完成你的 交谈任务。假设Farmer John采纳了你的建议，请计算出使所有奶牛都被安慰的最少时间。

输入格式

第1行包含两个整数N和P。

接下来N行，每行包含一个整数Ci。

接下来P行，每行包含三个整数Sj, Ej和Lj。

输出格式

输出一个整数, 所需要的总时间(包含和在你所在的牧场的奶牛的两次谈话时间)。

样例输入

5 7  
10  
10  
20  
6  
30  
1 2 5  
2 3 5  
2 4 12  
3 4 17  
2 5 15  
3 5 6

样例输出

176

数据规模与约定

5 <= N <= 10000，N-1 <= P <= 100000，0 <= Lj <= 1000，1 <= Ci <= 1,000。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. #define maxN 10000
4. #define maxP 100000
5. typedef struct
6. {
7. int u;
8. int v;
9. int w;
10. }Edge;
11. int N,P;
12. int C[maxN];
13. Edge edge[maxP];
14. int parent[maxN];
15. int com(const void \*a, const void \*b)
16. {
17. return ((Edge\*)a)->w-((Edge\*)b)->w;
18. }
19. int find(int x)
20. {
21. int root,temp;
22. for(root=x;parent[root]>=0;root=parent[root])
23. ;
24. while(root!=x)
25. {
26. temp=parent[x];
27. parent[x]=root;
28. x=temp;
29. }
30. return root;
31. }
32. void Union(int x,int y)
33. {
34. int r1,r2;
35. int num;
36. r1=find(x);
37. r2=find(y);
38. num=parent[r1]+parent[r2];
39. if(parent[r1]<parent[r2])
40. {
41. parent[r2]=r1;
42. parent[r1]=num;
43. }
44. else
45. {
46. parent[r1]=r2;
47. parent[r2]=num;
48. }
49. }
50. int Kruskal()
51. {
52. int i;
53. int u,v;
54. int sumweight=0,count=0;
55. for(i=0;i<N;i++)
56. parent[i]=-1;
57. qsort(edge,P,sizeof(edge[0]),com);
58. for(i=0;i<P;i++)
59. {
60. u=edge[i].u;
61. v=edge[i].v;
62. if(find(u)!=find(v))
63. {
64. sumweight+=edge[i].w;
65. Union(u,v);
66. count++;
67. if(count>=N-1)
68. break;
69. }
70. }
71. return sumweight;
72. }
73. int main()
74. {
75. int i;
76. int u,v,w;
77. int min=999999;
78. scanf("%d%d",&N,&P);
79. for(i=0;i<N;i++)
80. {
81. scanf("%d",&C[i]);
82. min=min<C[i]?min:C[i];
83. }
84. for(i=0;i<P;i++)
85. {
86. scanf("%d%d%d",&u,&v,&w);
87. edge[i].u=u-1;
88. edge[i].v=v-1;
89. edge[i].w=w\*2+C[u-1]+C[v-1];
90. }
91. printf("%d",Kruskal()+min);
92. }

## 5、最短路

问题描述

给定一个n个顶点，m条边的有向图（其中某些边权可能为负，但保证没有负环）。请你计算从1号点到其他点的最短路（顶点从1到n编号）。

输入格式

第一行两个整数n, m。

接下来的m行，每行有三个整数u, v, l，表示u到v有一条长度为l的边。

输出格式

共n-1行，第i行表示1号点到i+1号点的最短路。

样例输入

3 3  
1 2 -1  
2 3 -1  
3 1 2

样例输出

-1  
-2

数据规模与约定

对于10%的数据，n = 2，m = 2。

对于30%的数据，n <= 5，m <= 10。

对于100%的数据，1 <= n <= 20000，1 <= m <= 200000，-10000 <= l <= 10000，保证从任意顶点都能到达其他所有顶点。

本题的C参考代码如下：

1. #include"stdio.h"
2. #include"stdlib.h"
3. #define MAXN 1000003
4. #define MAXM 1000003
5. #define oo 1000000000
6. struct edge{
7. int node,len,next;
8. } e[MAXM]={0};
9. int dist[MAXN]={0},n,m,head[MAXN]={0},q[MAXM],tot=0,f[MAXN]={0};
10. void add(int x,int y,int z){
11. e[++tot].node=y;
12. e[tot].len=z;
13. e[tot].next=head[x];
14. head[x]=tot;
15. }
16. void init(){
17. int i,x,y,z;
18. scanf("%d%d",&n,&m);
19. for(i=2;i<=n;i++)
20. dist[i]=oo;
21. for(i=1;i<=m;i++){
22. scanf("%d%d%d",&x,&y,&z);
23. add(x,y,z);
24. }
25. }
26. void spfa(){
27. int op=1,cl=1,i,j,k;
28. q[1]=1;           f[1]=1;
29. while(op>=cl){
30. j=head[q[cl]];
31. while(j){
32. k=e[j].node;
33. if(dist[k]>dist[q[cl]]+e[j].len){
34. dist[k]=dist[q[cl]]+e[j].len;
35. if(!f[k]) f[q[++op]=k]=1;
36. }
37. j=e[j].next;
38. }
39. f[q[cl++]]=0;
40. }
41. for(i=2;i<n;i++)
42. printf("%d\n",dist[i]);
43. printf("%d",dist[i]);
44. }
45. int main(){
46. init();
47. spfa();
48. return 0;
49. }

## 6、结点选择(树形动态规划)

问题描述

有一棵 n 个节点的树，树上每个节点都有一个正整数权值。如果一个点被选择了，那么在树上和它相邻的点都不能被选择。求选出的点的权值和最大是多少？

输入格式

第一行包含一个整数 n 。

接下来的一行包含 n 个正整数，第 i 个正整数代表点 i 的权值。

接下来一共 n-1 行，每行描述树上的一条边。

输出格式

输出一个整数，代表选出的点的权值和的最大值。

样例输入

5  
1 2 3 4 5  
1 2  
1 3  
2 4  
2 5

样例输出

12

样例说明

选择3、4、5号点，权值和为 3+4+5 = 12 。

数据规模与约定

对于20%的数据， n <= 20。

对于50%的数据， n <= 1000。

对于100%的数据， n <= 100000。

权值均为不超过1000的正整数。

本题的C参考代码如下：

1. #include<stdio.h>
2. #include<stdlib.h>
3. #include<string.h>
4. typedef struct Node
5. {
6. int to;
7. int next;
8. }Node;
9. #define N 100020
10. int max(int a, int b)
11. {
12. return a > b ? a : b;
13. }
14. int on[N], off[N];
15. int rel[N];
16. Node relBus[2 \* N];
17. int relBusTop = 1;
18. int queue[N] = {1};
19. int qStart = 0, qEnd = 1;
20. int checked[N] = {0, 1};
21. int ser[N];
22. int sp = 0;
23. int main(void)
24. {
25. int n, i, j;
27. scanf("%d", &n);
28. for(i = 1; i <= n; i++)
29. {
30. scanf("%d", &on[i]);
31. off[i] = 0;
32. }
34. for(i = 0; i < n - 1; i++)
35. {
36. int a, b;
37. scanf("%d%d", &a, &b);
39. relBus[relBusTop].to = b;
40. relBus[relBusTop].next = rel[a];
41. rel[a] = relBusTop++;
43. relBus[relBusTop].to = a;
44. relBus[relBusTop].next = rel[b];
45. rel[b] = relBusTop++;
46. }
47. while(qStart < qEnd)
48. {
49. int now = queue[qStart++];
50. ser[sp++] = now;
51. int p = rel[now];
52. while(p > 0)
53. {
54. int son = relBus[p].to;
55. if(checked[son] == 0)
56. {
57. queue[qEnd++] = son;
58. checked[son] = 1;
59. }
60. p = relBus[p].next;
61. }
62. }
64. for(i = n - 1; i >= 0; i--)
65. {
66. int son = ser[i];
67. int p = rel[son];
69. while(p > 0)
70. {
71. int father = relBus[p].to;
73. on[father] += off[son];
74. off[father] += max(on[son], off[son]);
75. p = relBus[p].next;
76. }
77. }
79. printf("%d", max(on[1], off[1]));
80. return 0;
81. }

## 7、K好数  (动态规划)

问题描述

如果一个自然数N的K进制表示中任意的相邻的两位都不是相邻的数字，那么我们就说这个数是K好数。求L位K进制数中K好数的数目。例如K = 4，L = 2的时候，所有K好数为11、13、20、22、30、31、33 共7个。由于这个数目很大，请你输出它对1000000007取模后的值。

输入格式

输入包含两个正整数，K和L。

输出格式

输出一个整数，表示答案对1000000007取模后的值。

样例输入

4 2

样例输出

7

数据规模与约定

对于30%的数据，KL <= 106；

对于50%的数据，K <= 16， L <= 10；

对于100%的数据，1 <= K,L <= 100。

本题的C参考代码如下：

1. #include<stdio.h>
2. int main()
3. {
4. int i;
5. int k;      //进制数
6. int l;      //位数
7. long long ka[100];      //前
8. long long kb[100];      //当前
9. long long cont=0;       //计数
10. scanf("%d%d",&k,&l);
11. kb[0]=ka[0]=0;
12. for(i=1;i<k;i++)
13. {
14. kb[i]=ka[i]=1;
15. }
16. for(i=2;i<=l;i++)
17. {
18. int j;
19. for(j=0;j<k;j++)
20. {
21. int m=0;
22. for(m=0;m<k;m++)
23. {
24. if(m<j-1 || m>j+1)
25. kb[j]+=ka[m];
26. }
28. }
29. for(j=0;j<k;j++)
30. {
31. ka[j]=kb[j];
32. ka[j]=kb[j]%1000000007;
33. }
34. }
35. while(k--)
36. {
37. cont+=ka[k];
38. cont=cont%1000000007;
39. }
40. printf("%I64d\n",cont);
41. return 0;
42. }

## 8、最大最小公倍数(贪心)

问题描述

已知一个正整数N，问从1~N中任选出三个数，他们的最小公倍数最大可以为多少。

输入格式

输入一个正整数N。

输出格式

输出一个整数，表示你找到的最小公倍数。

样例输入

9

样例输出

504

数据规模与约定

1 <= N <= 106。

本题的C参考代码如下：

1. 该题暂时没有人完全正确，暂时没有该语言的参考程序。

## 9、区间k大数查询(排序、查找)

问题描述

给定一个序列，每次询问序列中第l个数到第r个数中第K大的数是哪个。

输入格式

第一行包含一个数n，表示序列长度。

第二行包含n个正整数，表示给定的序列。

第三个包含一个正整数m，表示询问个数。

接下来m行，每行三个数l,r,K，表示询问序列从左往右第l个数到第r个数中，从大往小第K大的数是哪个。序列元素从1开始标号。

输出格式

总共输出m行，每行一个数，表示询问的答案。

样例输入

5  
1 2 3 4 5  
2  
1 5 2  
2 3 2

样例输出

4  
2

数据规模与约定

对于30%的数据，n,m<=100；

对于100%的数据，n,m<=1000；

保证k<=(r-l+1)，序列中的数<=106。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. int Split(int \*data,int pre,int rear)
4. {
5. int value=data[pre];
6. while(pre<rear)
7. {
8. while(data[rear]>=value && pre<rear) rear--;
9. data[pre]=data[rear];
10. while(data[pre]<value && pre<rear) pre++;
11. data[rear]=data[pre];
12. }
13. data[pre]=value;
14. return pre;
15. }
16. //快速排序
17. void QuickSort(int \*data,int pre,int rear,int k)
18. {
19. if(pre<=rear)
20. {
21. int mid=Split(data,pre,rear);
22. if(mid==k)
23. {
24. printf("%d\n",data[mid]);
25. }
26. else if(mid>k)
27. {
28. QuickSort(data,pre,mid-1,k);
29. }
30. else
31. {
32. QuickSort(data,mid+1,rear,k);
33. }
34. }
35. }
36. void Copy(int \*data,int n,int \*temp)
37. {
38. int i;
39. for(i=0;i<n;i++)
40. {
41. temp[i]=data[i];
42. }
43. }
44. int main()
45. {
46. int i;
47. int n;
48. int m;
49. int \*data;
50. scanf("%d",&n);
51. data=(int \*)malloc(sizeof(int)\*n);
52. for(i=0;i<n;i++)
53. {
54. scanf("%d",&data[i]);
55. }
56. scanf("%d",&m);
57. while(m)
58. {
59. int pre;
60. int rear;
61. int k;
62. int \*temp=(int \*)malloc(sizeof(int)\*n);
63. scanf("%d%d%d",&pre,&rear,&k);
64. Copy(data,n,temp);
65. QuickSort(temp,pre-1,rear-1,rear-k);
66. m--;
67. }
68. return 0;
69. }

# 四、算法提高

## 1、最小方差生成树(最小生成树)

问题描述

给定带权无向图，求出一颗方差最小的生成树。

输入格式

输入多组测试数据。第一行为N,M，依次是点数和边数。接下来M行，每行三个整数U,V,W，代表连接U,V的边，和权值W。保证图连通。n=m=0标志着测试文件的结束。

输出格式

对于每组数据，输出最小方差，四舍五入到0.01。输出格式按照样例。

样例输入

4 5  
1 2 1  
2 3 2  
3 4 2  
4 1 1  
2 4 3  
4 6  
1 2 1  
2 3 2  
3 4 3  
4 1 1  
2 4 3  
1 3 3  
0 0

样例输出

Case 1: 0.22  
Case 2: 0.00

数据规模与约定

1<=U,V<=N<=50,N-1<=M<=1000,0<=W<=50。数据不超过5组。

本题的C参考代码如下：

1. 该题暂时没有人完全正确，暂时没有该语言的参考程序。

## 2、道路和航路(最短路)

问题描述

农夫约翰正在针对一个新区域的牛奶配送合同进行研究。他打算分发牛奶到T个城镇（标号为1..T），这些城镇通过R条标号为（1..R）的道路和P条标号为（1..P）的航路相连。

每一条公路i或者航路i表示成连接城镇Ai（1<=A\_i<=T）和Bi（1<=Bi<=T）代价为Ci。每一条公路，Ci的范围为0<=Ci<=10,000；由于奇怪的运营策略，每一条航路的Ci可能为负的，也就是-10,000<=Ci<=10,000。

每一条公路都是双向的，正向和反向的花费是一样的，都是非负的。

每一条航路都根据输入的Ai和Bi进行从Ai->Bi的单向通行。实际上，如果现在有一条航路是从Ai到Bi的话，那么意味着肯定没有通行方案从Bi回到Ai。

农夫约翰想把他那优良的牛奶从配送中心送到各个城镇，当然希望代价越小越好，你可以帮助他嘛？配送中心位于城镇S中（1<=S<=T）。

输入格式

输入的第一行包含四个用空格隔开的整数T，R，P，S。

接下来R行，描述公路信息，每行包含三个整数，分别表示Ai，Bi和Ci。

接下来P行，描述航路信息，每行包含三个整数，分别表示Ai，Bi和Ci。

输出格式

输出T行，分别表示从城镇S到每个城市的最小花费，如果到不了的话输出NO PATH。

样例输入

6 3 3 4  
1 2 5  
3 4 5  
5 6 10  
3 5 -100  
4 6 -100  
1 3 -10

样例输出

NO PATH  
NO PATH  
5  
0  
-95  
-100

数据规模与约定

对于20%的数据，T<=100，R<=500，P<=500；

对于30%的数据，R<=1000，R<=10000，P<=3000；

对于100%的数据，1<=T<=25000，1<=R<=50000，1<=P<=50000。

本题的C++参考代码如下：

1. #include <iostream>
2. #include <cstdio>
3. #include <cstring>
4. #include <algorithm>
5. #include <queue>
6. #include <stack>
7. #include <vector>
8. #define clr(a,b) memset(a, b, sizeof(a))
9. using namespace std;
10. const int N = 25050;
11. const int E = 150500;
12. //邻接表
13. int h[N], v[E], w[E], nxt[E], el;
14. void initEdge() {
15. clr(h, -1); el = 0;
16. }
17. void addEdge(int x, int y, int z) {
18. v[el] = y; w[el] = z; nxt[el] = h[x]; h[x] = el++;
19. }
20. //belong[i] 表示节点 i 所在的强连通分量；
21. //cnt 表示强连通分量的个数；
22. int dfn[N], sta[N], low[N], belong[N];
23. int top, cnt, ind, n;
24. bool vis[N];
25. void TarjanSolve(int u) {
26. dfn[u] = low[u] = ++ind;
27. vis[u] = true;
28. sta[++top] = u;
29. for(int p=h[u]; ~p; p=nxt[p]) {
30. int i = v[p];
31. if(!dfn[i]) {
32. TarjanSolve(i);
33. if(low[i] < low[u]) low[u] = low[i];
34. }
35. else
36. if(vis[i] && dfn[i] < low[u])
37. low[u] = dfn[i];
38. }
39. if(dfn[u] == low[u]) {
40. ++cnt;
41. while(1) {
42. int i = sta[top--];
43. vis[i] = false;
44. belong[i] = cnt;
45. if(i == u) break;
46. }
47. }
48. }
49. void Tarjan() {//注意节点是从几开始存的
50. clr(dfn, 0);
51. clr(vis, 0);
52. top = cnt = ind = 0;
53. for(int i=1; i<=n; i++)//这里节点从1开始存，若从0开始存要改这里
54. if(!dfn[i]) TarjanSolve(i);
55. }
56. struct EDGE {
57. int u, v, w;
58. bool flag;
59. EDGE(){}
60. EDGE(int x, int y, int z, bool f):u(x), v(y), w(z), flag(f){}
61. }   edge[E];
62. int edgel;
63. bool visitable[N];
64. void dfs(int x) {
65. visitable[x] = true;
66. for(int i=h[x]; ~i; i=nxt[i]) {
67. if(!visitable[v[i]]) {
68. dfs(v[i]);
69. }
70. }
71. }
72. int indegree[N];
73. //链表
74. int lh[N], lel, lv[E], lnxt[E];
75. void initLink() {
76. clr(lh, -1); lel = 0;
77. }
78. void addLink(int x, int y) {
79. lv[lel] = y; lnxt[lel] = lh[x]; lh[x] = lel++;
80. }
81. int dis[N];
82. bool tag[N];
83. int main() {
84. int r, p, s;
85. while(~scanf("%d%d%d%d", &n, &r, &p, &s)) {
86. clr(visitable, 0);
87. initEdge();
88. edgel = 0;
89. int x, y, z;
90. for(int i=0; i<r; i++) {
91. scanf("%d%d%d", &x, &y, &z);
92. addEdge(x, y, z);
93. addEdge(y, x, z);
94. edge[edgel++] = EDGE(x, y, z, false);
95. }
96. for(int i=0; i<p; i++) {
97. scanf("%d%d%d", &x, &y, &z);
98. addEdge(x, y, z);
99. edge[edgel++] = EDGE(x, y, z, true);
100. }
101. Tarjan();
102. dfs(s);
103. initEdge();
104. initLink();
105. clr(indegree, 0);
106. for(int i=0; i<edgel; i++) {
107. if(visitable[edge[i].u] && visitable[edge[i].v]) {
108. addEdge(edge[i].u, edge[i].v, edge[i].w);
109. if(edge[i].flag) {
110. ++ indegree[belong[edge[i].v]];
111. addLink(belong[edge[i].v], edge[i].v);
112. } else {
113. addEdge(edge[i].v, edge[i].u, edge[i].w);
114. }
115. }
116. }
117. stack<int> zeroDegree;
118. priority\_queue<pair<int,int> > que;
119. clr(vis, false);
120. clr(tag, false);
121. clr(dis, 0x3f);
122. dis[s] = 0;
123. que.push(make\_pair(0, s));
124. while(!que.empty() || !zeroDegree.empty()) {
125. if(que.empty()) {
126. int x = zeroDegree.top(); zeroDegree.pop();
127. for(int i=lh[x]; ~i; i=lnxt[i]) {
128. int y = lv[i];
129. if(!vis[y]) {
130. vis[y] = true;
131. que.push(make\_pair(-dis[y], y));
132. }
133. }
134. } else {
135. int x = que.top().second; que.pop();
136. if(tag[x]) continue;
137. tag[x]  = true;
138. for(int i=h[x]; ~i; i=nxt[i]) {
139. int y = v[i];
140. if(!tag[y] && dis[y] > dis[x] + w[i]) {
141. dis[y] = dis[x] + w[i];
142. if(belong[x] == belong[y]) {
143. que.push(make\_pair(-dis[y], y));
144. }
145. }
146. if(belong[x] != belong[y]) {
147. -- indegree[belong[y]];
148. if(indegree[belong[y]] == 0) {
149. zeroDegree.push(belong[y]);
150. }
151. }
152. }
153. }
154. }
155. for(int i=1; i<=n; i++) {
156. if(visitable[i]) {
157. printf("%d\n", dis[i]);
158. } else {
159. puts("NO PATH");
160. }
161. }
162. }
163. return 0;
164. }

## 3、金属采集(树形动态规划)

问题描述

人类在火星上发现了一种新的金属！这些金属分布在一些奇怪的地方，不妨叫它节点好了。一些节点之间有道路相连，所有的节点和道路形成了一棵树。一共有 n 个节点，这些节点被编号为 1~n 。人类将 k 个机器人送上了火星，目的是采集这些金属。这些机器人都被送到了一个指定的着落点， S 号节点。每个机器人在着落之后，必须沿着道路行走。当机器人到达一个节点时，它会采集这个节点蕴藏的所有金属矿。当机器人完成自己的任务之后，可以从任意一个节点返回地球。当然，回到地球的机器人就无法再到火星去了。我们已经提前测量出了每条道路的信息，包括它的两个端点 x 和 y，以及通过这条道路需要花费的能量 w 。我们想花费尽量少的能量采集所有节点的金属，这个任务就交给你了。

输入格式

第一行包含三个整数 n, S 和 k ，分别代表节点个数、着落点编号，和机器人个数。

接下来一共 n-1 行，每行描述一条道路。一行含有三个整数 x, y 和 w ，代表在 x 号节点和 y 号节点之间有一条道路，通过需要花费 w 个单位的能量。所有道路都可以双向通行。

输出格式

输出一个整数，代表采集所有节点的金属所需要的最少能量。

样例输入

6 1 3  
1 2 1  
2 3 1  
2 4 1000  
2 5 1000  
1 6 1000

样例输出

3004

样例说明

所有机器人在 1 号节点着陆。

第一个机器人的行走路径为 1->6 ，在 6 号节点返回地球，花费能量为1000。

第二个机器人的行走路径为 1->2->3->2->4 ，在 4 号节点返回地球，花费能量为1003。

第一个机器人的行走路径为 1->2->5 ，在 5 号节点返回地球，花费能量为1001。

数据规模与约定

本题有10个测试点。

对于测试点 1~2 ， n <= 10 ， k <= 5 。

对于测试点 3 ， n <= 100000 ， k = 1 。

对于测试点 4 ， n <= 1000 ， k = 2 。

对于测试点 5~6 ， n <= 1000 ， k <= 10 。

对于测试点 7~10 ， n <= 100000 ， k <= 10 。

道路的能量 w 均为不超过 1000 的正整数。

本题的C++参考代码如下：

1. #include <iostream>
2. #include <cstdio>
3. using namespace std;
4. const int MAXN=100000+10,oo=100000000,MAXK=10+1;
5. typedef long long LL;
6. int N,S,K,fa[MAXN];
7. int g[MAXN],num[MAXN\*2],next[MAXN\*2],cost[MAXN\*2],tot=1;
8. LL f[MAXN][MAXK],sum;
9. inline void read(int &x)
10. {
11. char ch;
12. while (ch=getchar(),ch>'9' || ch<'0') ; x=ch-48;
13. while (ch=getchar(),ch<='9' && ch>='0') x=x\*10+ch-48;
14. }
15. inline void addedge(int a,int b,int c) { ++tot; num[tot]=b; next[tot]=g[a]; g[a]=tot; cost[tot]=c; }
16. void dfs(int x)
17. {
18. for (int i=g[x];i;i=next[i])
19. if (num[i]!=fa[x])
20. {
21. fa[num[i]]=x;
22. dfs(num[i]);
24. for (int a=K;a;--a)
25. for (int b=1;b<=a;++b)
26. f[x][a]=max(f[x][a],f[x][a-b]+f[num[i]][b]+(LL)(-b+2)\*cost[i]);
27. }
28. }
29. int main()
30. {
31. read(N); read(S); read(K);
32. for (int i=1;i<N;++i)
33. {
34. int x,y,z;
35. read(x); read(y); read(z); sum+=z;
36. addedge(x,y,z); addedge(y,x,z);
37. }
39. sum=sum+sum;
40. dfs(S);
42. LL ans=oo; ans=ans\*ans;
43. for (int i=0;i<=K;++i) ans=min(ans,sum-f[S][i]);
45. cout << ans << endl;
47. return 0;
48. }

## 4、矩阵翻转(枚举 贪心)

问题描述

Ciel有一个N\*N的矩阵，每个格子里都有一个整数。

N是一个奇数，设X = (N+1)/2。Ciel每次都可以做这样的一次操作：他从矩阵选出一个X\*X的子矩阵，并将这个子矩阵中的所有整数都乘以-1。

现在问你经过一些操作之后，矩阵中所有数的和最大可以为多少。

输入格式

第一行为一个正整数N。

接下来N行每行有N个整数，表示初始矩阵中的数字。每个数的绝对值不超过1000。

输出格式

输出一个整数，表示操作后矩阵中所有数之和的最大值。

样例输入

3  
-1 -1 1  
-1 1 -1  
1 -1 -1

样例输出

9

数据规模与约定

1 <= N <= 33，且N为奇数。

本题的C++参考代码如下：

1. #include<cstdio>
2. #include<algorithm>
3. #include<cstring>
4. using namespace std;
5. const int N=50;
6. int n,m,a[N][N],f[N][N];
7. int getval(int j)
8. {
9. int ans=0;
10. for(int i=0;i<m;i++)
11. ans+=abs(a[i][j]+f[i][m]\*a[i][j+m+1]+f[m][j]\*a[i+m+1][j]+f[i][m]\*f[m][j+m+1]\*a[i+m+1][j+m+1]);
12. return ans;
13. }
14. int solve(int mask)
15. {
16. //printf("mask=%d ",mask);
17. int ans=0;
18. for(int i=0;i<=m;i++)
19. {
20. f[i][m]=(mask&(1<<i))?-1:1;
21. ans+=a[i][m]\*f[i][m];
22. }
23. for(int i=m+1;i<n;i++)
24. {
25. f[i][m]=f[i-m-1][m]\*f[m][m];
26. ans+=a[i][m]\*f[i][m];
27. }
28. for(int j=0;j<m;j++)
29. {
30. int ta;
31. f[m][j]=-1;
32. f[m][j+m+1]=f[m][j]\*f[m][m];
33. ta=getval(j)+f[m][j]\*a[m][j]+f[m][j+m+1]\*a[m][j+m+1];
34. f[m][j]=1;
35. f[m][j+m+1]=f[m][j]\*f[m][m];
36. ta=max(ta,getval(j)+f[m][j]\*a[m][j]+f[m][j+m+1]\*a[m][j+m+1]);
37. ans+=ta;
38. }
39. //printf("ans=%d\n",ans);
40. return ans;
41. }
42. int main()
43. {
44. //freopen("data.in","r",stdin);
45. while(scanf("%d",&n)!=EOF)
46. {
47. int ans=-10000000;
48. m=n>>1;
49. for(int i=0;i<n;i++)
50. for(int j=0;j<n;j++)
51. scanf("%d",&a[i][j]);
52. for(int mask=0,msize=1<<(m+1);mask<msize;mask++)
53. ans=max(ans,solve(mask));
54. printf("%d\n",ans);
55. }
56. return 0;
57. }

## 5、两条直线(排序)

问题描述

给定平面上n个点。

求两条直线，这两条直线互相垂直，而且它们与x轴的夹角为45度，并且n个点中离这两条直线的曼哈顿距离的最大值最小。

两点之间的曼哈顿距离定义为横坐标的差的绝对值与纵坐标的差的绝对值之和，一个点到两条直线的曼哈顿距离是指该点到两条直线上的所有点的曼哈顿距离中的最小值。

输入格式

第一行包含一个数n。

接下来n行，每行包含两个整数，表示n个点的坐标（横纵坐标的绝对值小于109）。

输出格式

输出一个值，表示最小的最大曼哈顿距离的值，保留一位小数。

样例输入

4  
1 0  
0 1  
2 1  
1 2

样例输出

1.0

数据规模与约定

对于30%的数据，n<=100。

对于另外30%的数据，坐标范的绝对值小于100。

对于100%的数据，n<=105。

本题的C++参考代码如下：

1. #include<iostream>
2. #include<algorithm>
3. #include<cstdio>
4. #include<cmath>
5. using namespace std;
6. const int N=100000;
7. struct P{int x,y;};
8. bool cmp(P a,P b){
9. if(a.x==b.x)return a.y<b.y;
10. return a.x<b.x;
11. }
12. P d[N+5];
13. struct F{int max,min;};
14. F fl[N+5],fr[N+5];
15. inline double Max(double a,double b){return a>b?a:b;}
16. inline double Min(double a,double b){return a>b?b:a;}
17. bool check(double m,int n){
18. m\*=2;
19. int i,j=0;
20. for(i=0;i<n;i++){
21. while(j<n&&d[j].x-d[i].x<=m)j++;
22. double MAX=-1e10;
23. double MIN=1e10;
24. if(j!=n){
25. MAX=Max(MAX,fr[j].max);
26. MIN=Min(MIN,fr[j].min);
27. }
28. if(i-1>=0){
29. MAX=Max(MAX,fl[i-1].max);
30. MIN=Min(MIN,fl[i-1].min);
31. }
32. //   cout<<i<<" "<<j<<" "<<MAX<<" "<<MIN<<endl;
33. if(MAX-MIN<=m)return true;
34. }
35. return false;
36. }
37. void init(int n){
38. int i;
39. fl[0].min=fl[0].max=d[0].y;
40. for(i=1;i<n;i++){
41. fl[i].max=Max(fl[i-1].max,d[i].y);
42. fl[i].min=Min(fl[i-1].min,d[i].y);
43. }
44. fr[n-1].min=fr[n-1].max=d[n-1].y;
45. for(i=n-2;i>=0;i--){
46. fr[i].max=Max(fr[i+1].max,d[i].y);
47. fr[i].min=Min(fr[i+1].min,d[i].y);
48. }
49. }
50. int main(){
51. int i,n;
52. cin>>n;
53. for(i=0;i<n;i++){
54. int x,y;
55. scanf("%d%d",&x,&y);
56. d[i].x=x+y;
57. d[i].y=x-y;
58. }
59. sort(d,d+n,cmp);
60. init(n);
61. double l=0.0;
62. double r=1000000000;
63. while(r-l>=0.01){
64. double m=(l+r)/2;
65. //  cout<<m<<endl;
66. if(check(m,n))r=m;
67. else l=m;
68. }
69. printf("%.1f\n",r);
70. return 0;
71. }

# 五、历届试题

## 1、核桃的数量(最小公倍数)

问题描述

小张是软件项目经理，他带领3个开发组。工期紧，今天都在加班呢。为鼓舞士气，小张打算给每个组发一袋核桃（据传言能补脑）。他的要求是：

1. 各组的核桃数量必须相同

2. 各组内必须能平分核桃（当然是不能打碎的）

3. 尽量提供满足1,2条件的最小数量（节约闹革命嘛）

输入格式

输入包含三个正整数a, b, c，表示每个组正在加班的人数，用空格分开（a,b,c<30）

输出格式

输出一个正整数，表示每袋核桃的数量。

样例输入1

2 4 5

样例输出1

20

样例输入2

3 1 1

样例输出2

3

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. //最小公倍数
4. int LCM(int num1,int num2,int num3)
5. {
6. int value=num1;
7. while(value%num1!=0||value%num2!=0||value%num3!=0)
8. {
9. value+=num1;
10. }
11. return value;
12. }
13. int main()
14. {
15. int num1,num2,num3;
16. scanf("%d%d%d",&num1,&num2,&num3);
17. printf("%d\n",LCM(num1,num2,num3));
18. return 0;
19. }

## 2、打印十字图(文字图形)

问题描述

小明为某机构设计了一个十字型的徽标（并非红十字会啊），如下所示：

..$$$$$$$$$$$$$..  
..$...........$..  
$$$.$$$$$$$$$.$$$  
$...$.......$...$  
$.$$$.$$$$$.$$$.$  
$.$...$...$...$.$  
$.$.$$$.$.$$$.$.$  
$.$.$...$...$.$.$  
$.$.$.$$$$$.$.$.$  
$.$.$...$...$.$.$  
$.$.$$$.$.$$$.$.$  
$.$...$...$...$.$  
$.$$$.$$$$$.$$$.$  
$...$.......$...$  
$$$.$$$$$$$$$.$$$  
..$...........$..  
..$$$$$$$$$$$$$..

对方同时也需要在电脑dos窗口中以字符的形式输出该标志，并能任意控制层数。

输入格式

一个正整数 n (n<30) 表示要求打印图形的层数。

输出格式

对应包围层数的该标志。

样例输入1

1

样例输出1

..$$$$$..  
..$...$..  
$$$.$.$$$  
$...$...$  
$.$$$$$.$  
$...$...$  
$$$.$.$$$  
..$...$..  
..$$$$$..

样例输入2

3

样例输出2

..$$$$$$$$$$$$$..  
..$...........$..  
$$$.$$$$$$$$$.$$$  
$...$.......$...$  
$.$$$.$$$$$.$$$.$  
$.$...$...$...$.$  
$.$.$$$.$.$$$.$.$  
$.$.$...$...$.$.$  
$.$.$.$$$$$.$.$.$  
$.$.$...$...$.$.$  
$.$.$$$.$.$$$.$.$  
$.$...$...$...$.$  
$.$$$.$$$$$.$$$.$  
$...$.......$...$  
$$$.$$$$$$$$$.$$$  
..$...........$..  
..$$$$$$$$$$$$$..

提示

请仔细观察样例，尤其要注意句点的数量和输出位置。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <malloc.h>
3. #include <string.h>
4. int main()
5. {
6. int n,w,h,l,i,j,x,y,m;
7. char \*arry;
8. scanf("%d",&n);
9. w=h=5+n\*4;
10. arry=(char \*)malloc(w\*h);
11. memset(arry,'.',w\*h);
12. /\*
13. for(i=n\*2;i<w-n\*2;i++)//画基础图形
14. {
15. arry[i+((n+1)\*2)\*w]='$';
16. arry[i\*w+(n+1)\*2]='$';
17. }\*/
18. for(m=0;m<=n;m++)//画没一层
19. {
20. for(i=(m+1)\*2;i<w-(m+1)\*2;i++)//四边
21. {
22. x=m\*2;
23. y=i;
24. arry[x+y\*w]='$';
25. x=w-m\*2-1;
26. y=i;
27. arry[x+y\*w]='$';
28. x=i;
29. y=m\*2;
30. arry[x+y\*w]='$';
31. x=i;
32. y=w-m\*2-1;
33. arry[x+y\*w]='$';
34. }
35. for(i=m\*2;i<=(m+1)\*2;i++)//角
36. {
37. x=i;
38. y=(m+1)\*2;
39. arry[x+y\*w]='$';
40. x=(m+1)\*2;
41. y=i;
42. arry[x+y\*w]='$';
44. x=w-i-1;
45. y=(m+1)\*2;
46. arry[x+y\*w]='$';
47. x=w-(m+1)\*2-1;
48. y=i;
49. arry[x+y\*w]='$';
51. x=i;
52. y=h-(m+1)\*2-1;
53. arry[x+y\*w]='$';
54. x=(m+1)\*2;
55. y=h-i-1;
56. arry[x+y\*w]='$';
58. x=w-i-1;
59. y=h-(m+1)\*2-1;
60. arry[x+y\*w]='$';
61. x=w-(m+1)\*2-1;
62. y=h-i-1;
63. arry[x+y\*w]='$';
64. }
65. }
66. for(i=0;i<h;i++)
67. {
68. for(j=0;j<w;j++)
69. {
70. printf("%c",arry[i\*w+j]);
71. }
72. printf("\n");
73. }
74. return 0;
75. }

## 3、带分数(搜索)

问题描述

100 可以表示为带分数的形式：100 = 3 + 69258 / 714。

还可以表示为：100 = 82 + 3546 / 197。

注意特征：带分数中，数字1~9分别出现且只出现一次（不包含0）。

类似这样的带分数，100 有 11 种表示法。

输入格式

从标准输入读入一个正整数N (N<1000\*1000)

输出格式

程序输出该数字用数码1~9不重复不遗漏地组成带分数表示的全部种数。

注意：不要求输出每个表示，只统计有多少表示法！

样例输入1

100

样例输出1

11

样例输入2

105

样例输出2

6

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. typedef struct Interval
4. {
5. int pre;
6. int rear;
7. int satisfy;
8. }Interval;
9. Interval interval[7][5];
10. int count=0;
11. //初始化
12. void Init()
13. {
14. int i,j;
15. int value;
16. for(i=1;i<7;i++)
17. {
18. value=i;
19. for(j=1;j<5;j++)
20. {
21. interval[i][j].pre=value++;
22. interval[i][j].rear=value;
23. }
24. }
25. }
26. //数组初始化为0
27. void InitZero(int \*sign)
28. {
29. int i;
30. sign[0]=1;
31. for(i=1;i<10;i++)
32. {
33. sign[i]=0;
34. }
35. }
36. //将一个数的各个位上拆分，并在相应的位上赋值1
37. int Split(int \*sign,int value)
38. {
39. int index;
40. while(value)
41. {
42. index=value%10;
43. if(sign[index]==0) sign[index]=1;
44. else return 1;
45. value/=10;
46. }
47. return 0;
48. }
49. //计算一个数的位数
50. int CountBit(int value)
51. {
52. int n=0;
53. while(value)
54. {
55. n++;
56. value/=10;
57. }
58. return n;
59. }
60. //将一个整型数组转换成一个整数
61. int CreateInteger(int \*data,int n)
62. {
63. int i;
64. int value=0;
65. for(i=0;i<n;i++)
66. {
67. value=value\*10+data[i];
68. }
69. return value;
70. }
71. //检查是否每个数都用到
72. int Check(int \*sign)
73. {
74. int i;
75. for(i=1;i<10;i++)
76. {
77. if(sign[i]==0) return 0;
78. }
79. return 1;
80. }
81. //复制
82. void Copy(int \*sign,int \*temp\_sign)
83. {
84. int i;
85. for(i=0;i<10;i++)
86. {
87. temp\_sign[i]=sign[i];
88. }
89. }
90. //创建一个n位数的整数
91. void CreateNBitNumber(int \*sign,int \*data,int n,int m,int value,int value3)
92. {
93. if(n==m)
94. {
95. int value1=CreateInteger(data,n);
96. int value2=value1\*value;
97. int temp\_sign[10];
98. Copy(sign,temp\_sign);
99. if(!Split(temp\_sign,value2) && Check(temp\_sign))
100. {
101. count++;
102. }
103. }
104. else
105. {
106. int i;
107. for(i=1;i<10;i++)
108. {
109. if(sign[i]==0)
110. {
111. sign[i]=1;
112. data[m]=i;
113. CreateNBitNumber(sign,data,n,m+1,value,value3);
114. sign[i]=0;
115. }
116. }
117. }
118. }
119. //求出解
120. void Create(int value)
121. {
122. int i,j;
123. int sign[10];
124. int result;
125. int result\_n;
126. int n;
127. for(i=3;i<value;i++)
128. {
129. InitZero(sign);
130. if(Split(sign,i)) continue;
131. result=value-i;
132. result\_n=CountBit(result);
133. n=CountBit(i);
134. for(j=1;j<5;j++)
135. {
136. if( ((interval[result\_n][j].pre+j)==(9-n)) || ((interval[result\_n][j].rear+j)==(9-n)))
137. {
138. int data[5];
139. CreateNBitNumber(sign,data,j,0,result,i);
140. }
141. }
142. }
143. }
144. int main()
145. {
146. int value;
147. scanf("%d",&value);
148. Init();
149. Create(value);
150. printf("%d\n",count);
151. return 0;
152. }

## 4、剪格子(搜索)

问题描述

如下图所示，3 x 3 的格子中填写了一些整数。

+--\*--+--+  
|10\* 1|52|  
+--\*\*\*\*--+  
|20|30\* 1|  
\*\*\*\*\*\*\*--+  
| 1| 2| 3|  
+--+--+--+

我们沿着图中的星号线剪开，得到两个部分，每个部分的数字和都是60。

本题的要求就是请你编程判定：对给定的m x n 的格子中的整数，是否可以分割为两个部分，使得这两个区域的数字和相等。

如果存在多种解答，请输出包含左上角格子的那个区域包含的格子的最小数目。

如果无法分割，则输出 0。

输入格式

程序先读入两个整数 m n 用空格分割 (m,n<10)。

表示表格的宽度和高度。

接下来是n行，每行m个正整数，用空格分开。每个整数不大于10000。

输出格式

输出一个整数，表示在所有解中，包含左上角的分割区可能包含的最小的格子数目。

样例输入1

3 3  
10 1 52  
20 30 1  
1 2 3

样例输出1

3

样例输入2

4 3  
1 1 1 1  
1 30 80 2  
1 1 1 100

样例输出2

10

本题的C参考代码如下：

1. #include <stdio.h>
2. #define N 10
3. int num[N][N];
4. int tag[N][N] = {0};
5. int m, n;
6. int r = 100;
7. int find(int i, int j, int t, int ntag[][N])
8. {
9. int count = 0;
10. if (i < 0 || i >= n || j < 0 || j >= m || ntag[i][j] == 1)
11. return 0;
12. ntag[i][j] = 1;
13. if (tag[i][j] != t)
14. return 0;
15. count++;
16. count += find(i - 1, j, t, ntag);
17. count += find(i + 1, j, t, ntag);
18. count += find(i, j - 1, t, ntag);
19. count += find(i, j + 1, t, ntag);
20. return count;
21. }
23. int isbad()
24. {
25. int i, j, k = 0,ge2;
26. int t = tag[0][0];
27. int ntag1[N][N] = {0};
28. int ntag2[N][N] = {0};
29. int ge1 = find(0, 0, t, ntag1);
30. for (i = 0; i < n; i++)
31. {
32. for (j = 0; j < m; j++)
33. {
34. if (tag[i][j] != t)
35. {
36. k = 1;
37. break;
38. }
39. }
40. if (k == 1)
41. break;
42. }
44. if (i == n && j == m)
45. return 0;
46. ge2 = find(i, j, tag[i][j], ntag2);
47. return ge1 + ge2 != m \* n;
48. }
49. int bad(int i, int j)
50. {
51. int b;
52. if (i < 0 || i >= n || j < 0 || j >= m || tag[i][j] == 1)
53. return 1;
55. tag[i][j] = 1;
56. b = isbad();
57. tag[i][j] = 0;
58. return b;
59. }
60. void go(int i, int j, int k, int count)
61. {
63. if (bad(i, j) || count < num[i][j])
64. return;
65. k++;
67. if (count == num[i][j])
68. {
69. if (r > k)
70. r = k;
71. return;
72. }

75. tag[i][j] = 1;
76. count -= num[i][j];
77. go(i - 1, j, k, count);
78. go(i + 1, j, k, count);
79. go(i, j - 1, k, count);
80. go(i, j + 1, k, count);
81. tag[i][j] = 0;
82. }
83. int main()
84. {
86. int i, j;
87. int half = 0;
88. scanf("%d %d", &m, &n);
89. for (i = 0; i < n; i++)
90. for (j = 0; j < m; j++)
91. {
92. scanf("%d", &num[i][j]);
94. half += num[i][j];
95. }

98. if (half % 2 == 0 && half >= num[0][0] \* 2)
99. {
101. half /= 2;
102. go(0, 0, 0, half);
103. }
105. if (r == 100)
106. r = 0;
108. printf("%d", r);
109. return 0;
110. }

## 5、错误票据(排序)

问题描述

某涉密单位下发了某种票据，并要在年终全部收回。

每张票据有唯一的ID号。全年所有票据的ID号是连续的，但ID的开始数码是随机选定的。

因为工作人员疏忽，在录入ID号的时候发生了一处错误，造成了某个ID断号，另外一个ID重号。

你的任务是通过编程，找出断号的ID和重号的ID。

假设断号不可能发生在最大和最小号。

输入格式

要求程序首先输入一个整数N(N<100)表示后面数据行数。

接着读入N行数据。

每行数据长度不等，是用空格分开的若干个（不大于100个）正整数（不大于100000），请注意行内和行末可能有多余的空格，你的程序需要能处理这些空格。

每个整数代表一个ID号。

输出格式

要求程序输出1行，含两个整数m n，用空格分隔。

其中，m表示断号ID，n表示重号ID

样例输入1

2  
5 6 8 11 9   
10 12 9

样例输出1

7 9

样例输入2

6  
164 178 108 109 180 155 141 159 104 182 179 118 137 184 115 124 125 129 168 196  
172 189 127 107 112 192 103 131 133 169 158   
128 102 110 148 139 157 140 195 197  
185 152 135 106 123 173 122 136 174 191 145 116 151 143 175 120 161 134 162 190  
149 138 142 146 199 126 165 156 153 193 144 166 170 121 171 132 101 194 187 188  
113 130 176 154 177 120 117 150 114 183 186 181 100 163 160 167 147 198 111 119

样例输出2

105 120

本题的C参考代码如下：

1. #include <stdio.h>
2. int main()
3. {
4. int a[10001]={0};
5. long m,min=100000,max=0,i,n;
6. char c;
7. scanf("%d",&n);
8. for(i=0;i<n;i++)
9. while(1)
10. {
11. scanf("%ld",&m);
12. if(m>max) max=m;
13. if(m<min) min=m;
14. a[m]++;
15. c=getchar();
16. if(c!=' ') break;
17. }
18. for(i=min;i<=max;i++)
19. {
20. if(a[i]==0) printf("%ld ",i);
21. if(a[i]==2) m=i;
22. }
23. printf("%ld",m);
25. return 0;
26. }

## 6、翻硬币(贪心)

问题描述

小明正在玩一个“翻硬币”的游戏。

桌上放着排成一排的若干硬币。我们用 \* 表示正面，用 o 表示反面（是小写字母，不是零）。

比如，可能情形是：\*\*oo\*\*\*oooo

如果同时翻转左边的两个硬币，则变为：oooo\*\*\*oooo

现在小明的问题是：如果已知了初始状态和要达到的目标状态，每次只能同时翻转相邻的两个硬币,那么对特定的局面，最少要翻动多少次呢？

我们约定：把翻动相邻的两个硬币叫做一步操作，那么要求：

输入格式

两行等长的字符串，分别表示初始状态和要达到的目标状态。每行的长度<1000

输出格式

一个整数，表示最小操作步数。

样例输入1

\*\*\*\*\*\*\*\*\*\*  
o\*\*\*\*o\*\*\*\*

样例输出1

5

样例输入2

\*o\*\*o\*\*\*o\*\*\*  
\*o\*\*\*o\*\*o\*\*\*

样例输出2

1

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <stdlib.h>
3. int turn(char a[], char b[])
4. {
5. int i;
6. int n = 0;
7. for(i = 0;a[i]!='\0';i++)
8. {
9. if(a[i] == b[i])
10. {
11. continue;
12. }
13. else
14. {
15. b[i+1]=(b[i+1]=='\*'?'o':'\*');
16. n++;
17. }
18. }
19. return n;
20. }
21. int main(void)
22. {
23. char a[1000];
24. char b[1000];
25. gets(a);
26. gets(b);
27. printf("%d\n", turn(a, b));
28. return 0;
29. }

## 7、连号区间数(并查集)

问题描述

小明这些天一直在思考这样一个奇怪而有趣的问题：

在1~N的某个全排列中有多少个连号区间呢？这里所说的连号区间的定义是：

如果区间[L, R] 里的所有元素（即此排列的第L个到第R个元素）递增排序后能得到一个长度为R-L+1的“连续”数列，则称这个区间连号区间。

当N很小的时候，小明可以很快地算出答案，但是当N变大的时候，问题就不是那么简单了，现在小明需要你的帮助。

输入格式

第一行是一个正整数N (1 <= N <= 50000), 表示全排列的规模。

第二行是N个不同的数字Pi(1 <= Pi <= N)， 表示这N个数字的某一全排列。

输出格式

输出一个整数，表示不同连号区间的数目。

样例输入1

4  
3 2 4 1

样例输出1

7

样例输入2

5  
3 4 2 5 1

样例输出2

9

本题的C参考代码如下：

1. #include<stdio.h>
2. int main()
3. {
4. int s[50005],a,i,min,max,count=0,j;
5. scanf("%d",&a);
6. for( i = 0; i < a; i++) {
7. scanf("%d",&s[i]);
8. }
9. for( i = 0; i <a;i++ ){
10. min=s[i];
11. max=s[i];
12. for( j = i; j <a; j++) {
13. if(min>s[j]){min =s[j];}
14. if(max<s[j]){max =s[j];}
15. if((max-min)==(j-i)){
16. count++;
17. }
18. }
19. }
20. printf("%d",count);
21. return 0;
22. }

## 8、买不到的数目(数论 动态规划)

问题描述

小明开了一家糖果店。他别出心裁：把水果糖包成4颗一包和7颗一包的两种。糖果不能拆包卖。

小朋友来买糖的时候，他就用这两种包装来组合。当然有些糖果数目是无法组合出来的，比如要买 10 颗糖。

你可以用计算机测试一下，在这种包装情况下，最大不能买到的数量是17。大于17的任何数字都可以用4和7组合出来。

本题的要求就是在已知两个包装的数量时，求最大不能组合出的数字。

输入格式

两个正整数，表示每种包装中糖的颗数(都不多于1000)

输出格式

一个正整数，表示最大不能买到的糖数

样例输入1

4 7

样例输出1

17

样例输入2

3 5

样例输出2

7

本题的C参考代码如下：

1. #include<stdio.h>
2. #define MAXSIZE 1000
3. int main() {
4. int flag[MAXSIZE] = {0};
5. int maxunuse[MAXSIZE] = {0};
6. int num1, num2, minNum, maxNum, temp, i, count = 0;
7. scanf("%d%d", &num1, &num2);
8. minNum = ((num1 < num2) ? num1 : num2);
9. maxNum = num1 + num2 - minNum;
10. for(i = 1; ;i++){
11. temp = i \* maxNum % minNum;
12. if((temp) && flag[temp] == 0){
13. flag[temp] = 1;
14. maxunuse[temp] = i \* maxNum -minNum;
15. count++;
16. if(count == minNum - 1){
17. break;
18. }
19. }
20. }
21. printf("%d\n", maxunuse[temp]);
22. return 0;
23. }

## 9、大臣的旅费(深度优先遍历)

问题描述

很久以前，T王国空前繁荣。为了更好地管理国家，王国修建了大量的快速路，用于连接首都和王国内的各大城市。

为节省经费，T国的大臣们经过思考，制定了一套优秀的修建方案，使得任何一个大城市都能从首都直接或者通过其他大城市间接到达。同时，如果不重复经过大城市，从首都到达每个大城市的方案都是唯一的。

J是T国重要大臣，他巡查于各大城市之间，体察民情。所以，从一个城市马不停蹄地到另一个城市成了J最常做的事情。他有一个钱袋，用于存放往来城市间的路费。

聪明的J发现，如果不在某个城市停下来修整，在连续行进过程中，他所花的路费与他已走过的距离有关，在走第x千米到第x+1千米这一千米中（x是整数），他花费的路费是x+10这么多。也就是说走1千米花费11，走2千米要花费23。

J大臣想知道：他从某一个城市出发，中间不休息，到达另一个城市，所有可能花费的路费中最多是多少呢？

输入格式

输入的第一行包含一个整数n，表示包括首都在内的T王国的城市数

城市从1开始依次编号，1号城市为首都。

接下来n-1行，描述T国的高速路（T国的高速路一定是n-1条）

每行三个整数Pi, Qi, Di，表示城市Pi和城市Qi之间有一条高速路，长度为Di千米。

输出格式

输出一个整数，表示大臣J最多花费的路费是多少。

样例输入1

5  
1 2 2  
1 3 1  
2 4 5  
2 5 4

样例输出1

135

输出格式

大臣J从城市4到城市5要花费135的路费。

本题的C参考代码如下：

1. #include <stdio.h>
2. #include <string.h>
3. #include <math.h>
4. #include <stdlib.h>
5. struct node;
6. typedef struct node Node;
7. typedef Node \*PtrToNode;
8. typedef PtrToNode List;
9. typedef PtrToNode Position;
10. struct node
11. {
12. int n;
13. int val;
14. Position next;
15. };
16. int count=0;
17. int max=0;
18. int x;
19. int \*visit;     //是否已遍历
20. Position Last(List l);                       //找出最后项
21. void Insert(int x,int q,List l,Position p);  //在p后插入含x的项
22. void Dfs(int a,List l[]);                    //深度优先搜索
23. int Num(List l);
24. int main(void)
25. {
26. int n,u,v,q,a,b;
27. int i,j,k;
28. Node \*head;
29. List \*l,tmp;
30. Position p;
31. fscanf(stdin,"%d",&n);
32. head=(Node \*)malloc(sizeof(Node)\*(n+1));
33. l=(List \*)malloc(sizeof(List)\*(n+1));
34. visit=(int \*)malloc(sizeof(int)\*(n+1));
35. for(i=0;i<=n;i++)  //初始化表头及链表
36. {
37. head[i].next=NULL;
38. l[i]=&head[i];
39. }
40. for(i=1;i<=n-1;i++)  //建立无向图
41. {
42. fscanf(stdin,"%d%d%d",&u,&v,&q);
43. Insert(v,q,l[u],Last(l[u]));
44. Insert(u,q,l[v],Last(l[v]));
45. }
46. for(j=1;j<=n;j++)
47. visit[j]=0;
48. Dfs(1,l);  //第一次遍历，找到点a，用全局变量x保存
49. for(j=1;j<=n;j++)
50. visit[j]=0;
51. count=0;
52. max=0;
53. Dfs(x,l);  //第二次遍历，找到点b，用全局变量x保存，此时max为最大距离
54. printf("%d",max\*10+(max+1)\*max/2);
55. return 0;
56. }
57. Position Last(List l)
58. {
59. Position p;
60. for(p=l;p->next!=NULL;p=p->next);
61. return p;
62. }
63. void Insert(int x,int q,List l,Position p)
64. {
65. Position tmp;
66. tmp=(Position) malloc(sizeof(Node));
67. tmp->n=x;
68. tmp->val=q;
69. tmp->next=p->next;
70. p->next=tmp;
71. }
72. void Dfs(int a,List l[])
73. {
74. Position p;
75. visit[a]=1;
76. for(p=l[a]->next;p!=NULL;p=p->next)
77. if(!(visit[p->n]))
78. {
79. count+=p->val;
80. if(count>max)
81. {
82. max=count;
83. x=p->n;
84. }
85. Dfs(p->n,l);
86. count-=p->val;
87. }
88. }
89. int Num(List l)
90. {
91. int n=0;
92. Position p;
93. for(p=l->next;p!=NULL;p=p->next)
94. n++;
95. return n;
96. }

## 10、幸运数(堆)

问题描述

幸运数是波兰数学家乌拉姆命名的。它采用与生成素数类似的“筛法”生成

。

首先从1开始写出自然数1,2,3,4,5,6,....

1 就是第一个幸运数。

我们从2这个数开始。把所有序号能被2整除的项删除，变为：

1 \_ 3 \_ 5 \_ 7 \_ 9 ....

把它们缩紧，重新记序，为：

1 3 5 7 9 .... 。这时，3为第2个幸运数，然后把所有能被3整除的序号位置的数删去。注意，是序号位置，不是那个数本身能否被3整除!! 删除的应该是5，11, 17, ...

此时7为第3个幸运数，然后再删去序号位置能被7整除的(19,39,...)

最后剩下的序列类似：

1, 3, 7, 9, 13, 15, 21, 25, 31, 33, 37, 43, 49, 51, 63, 67, 69, 73, 75, 79, ...

输入格式

输入两个正整数m n, 用空格分开 (m < n < 1000\*1000)

输出格式

程序输出 位于m和n之间的幸运数的个数（不包含m和n）。

样例输入1

1 20

样例输出1

5

样例输入2

30 69

样例输出2

8

本题的C参考代码如下：

1. #include<stdio.h>
2. #define MAXN 1000010
3. int flag[MAXN];
4. int m,n,a[MAXN],s[MAXN],size=0;
5. int fa(int k)
6. {
7. if(flag[k])
8. return a[k];
9. return fa(k-1);
10. }
11. int main()
12. {
13. int i, p, k, j;
14. scanf("%d%d",&m,&n);
15. for(i=1;i<=n;i+=2)
16. {
17. s[++size]=i;
18. flag[i]=1;
19. a[i]=size;
20. }
21. for(i=2;i<=size;i++)
22. {
23. int Mod=s[i],d=s[i]-1;
24. if(Mod>size)
25. break;
26. for(p=1,j=Mod;j<=size;j+=Mod,p++)
27. {
28. flag[s[j]]=0;
29. for(k=1;k<Mod&&k+j<=size;k++)
30. {
31. s[++d]=s[j+k];
32. a[s[j+k]]-=p;
33. }
34. }
35. size=d;
36. }
37. printf("%d\n",fa(n-1)-fa(m));
38. return 0;
39. }

## 11、横向打印二叉树(排序二叉树)

问题描述

二叉树可以用于排序。其原理很简单：对于一个排序二叉树添加新节点时，先与根节点比较，若小则交给左子树继续处理，否则交给右子树。

当遇到空子树时，则把该节点放入那个位置。

比如，10 8 5 7 12 4 的输入顺序，应该建成二叉树如下图所示，其中.表示空白。

...|-12  
10-|  
...|-8-|  
.......|...|-7  
.......|-5-|  
...........|-4

本题目要求：根据已知的数字，建立排序二叉树，并在标准输出中横向打印该二叉树。

输入格式

输入数据为一行空格分开的N个整数。 N<100，每个数字不超过10000。

输入数据中没有重复的数字。

输出格式

输出该排序二叉树的横向表示。为了便于评卷程序比对空格的数目，请把空格用句点代替：

样例输入1

10 5 20

样例输出1

...|-20  
10-|  
...|-5

样例输入2

5 10 20 8 4 7

样例输出2

.......|-20  
..|-10-|  
..|....|-8-|  
..|........|-7  
5-|  
..|-4

本题的C参考代码如下：

1. #include<stdio.h>
2. #include<stdlib.h>
3. #include<string.h>
4. typedef struct TNode
5. {
6. int key;
7. struct TNode \*left;
8. struct TNode \*right;
9. }TNode, \*Tree;
10. Tree insert(Tree root, Tree src)
11. {
12. if(root == NULL)
13. {
14. root = src;
15. }
16. else if(src->key > root->key)
17. {
18. root->left = insert(root->left, src);
19. }
20. else
21. {
22. root->right = insert(root->right, src);
23. }
24. return root;
25. }
26. char l[1000];
27. #define U 1
28. #define D 2
29. #define S ('.')
30. void print(Tree root, int s, int dir)
31. {
32. if(root != NULL)
33. {
34. int i;
35. char buf[10];
36. sprintf(buf, "|-%d-", root->key);
37. int len = strlen(buf);
38. for(i = 0; i < len; i++)
39. {
40. l[s + i] = S;
41. }
42. if(dir == D)
43. {
44. l[s] = '|';
45. }
46. print(root->left, s + len, U);
48. l[s] = '\0';
49. if(root->left == NULL && root->right == NULL)
50. {
51. buf[len - 1] = '\0';
52. printf("%s%s\n", l, buf);
53. }
54. else
55. {
56. printf("%s%s|\n", l, buf);
57. }
58. l[s] = S;
60. if(dir == U)
61. {
62. l[s] = '|';
63. }
64. print(root->right, s + len, D);
65. l[s] = S;
66. }
67. }
68. void printPre(Tree root, int s)
69. {
70. if(root != NULL)
71. {
72. int i;
73. char buf[10];
74. sprintf(buf, "%d-", root->key);
75. int len = strlen(buf);
76. for(i = 0; i < len; i++)
77. {
78. l[s + i] = S;
79. }
80. print(root->left, s + len, U);
82. printf("%s|\n", buf);
84. print(root->right, s + len, D);
85. }
86. }
87. int main(void)
88. {
89. int n;
90. Tree tree = NULL;
91. while(scanf("%d", &n) > 0)
92. {
93. Tree neo = malloc(sizeof(TNode));
94. neo->key = n;
95. neo->left = neo->right = NULL;
96. tree = insert(tree, neo);
97. }
98. printPre(tree, 0);
99. return 0;
100. }

## 12、危险系数(割点)

问题描述

抗日战争时期，冀中平原的地道战曾发挥重要作用。

地道的多个站点间有通道连接，形成了庞大的网络。但也有隐患，当敌人发现了某个站点后，其它站点间可能因此会失去联系。

我们来定义一个危险系数DF(x,y)：

对于两个站点x和y (x != y), 如果能找到一个站点z，当z被敌人破坏后，x和y不连通，那么我们称z为关于x,y的关键点。相应的，对于任意一对站点x和y，危险系数DF(x,y)就表示为这两点之间的关键点个数。

本题的任务是：已知网络结构，求两站点之间的危险系数。

输入格式

输入数据第一行包含2个整数n(2 <= n <= 1000), m(0 <= m <= 2000),分别代表站点数，通道数；

接下来m行，每行两个整数 u,v (1 <= u, v <= n; u != v)代表一条通道；

最后1行，两个数u,v，代表询问两点之间的危险系数DF(u, v)。

输出格式

一个整数，如果询问的两点不连通则输出-1.

样例输入

7 6  
1 3  
2 3  
3 4  
3 5  
4 5  
5 6  
1 6

样例输出

2

本题的C参考代码如下：

1. #include<stdio.h>
2. #include<stdlib.h>
3. struct Node
4. {
5. int data;
6. struct Node \*pNext;
7. };
8. struct Node tab[1001];
9. int visit[1001]={0};
10. int way[1001]={0};
11. int count[1001]={0};
12. int cnt=0;
13. void Insert(int n,int x);
14. void Init(int n);
15. void dfs(int x,int y,int n);
16. int fun(int n);
17. int main()
18. {
19. int x,y,n,m,u,v;
20. scanf("%d%d",&n,&m);
21. Init(n);
22. while(m--)
23. {
24. scanf("%d%d",&u,&v);
25. Insert(u,v);
26. Insert(v,u);
27. }
28. scanf("%d%d",&x,&y);
29. dfs(x,y,0);
30. int ret=fun(n);
31. printf("%d\n",ret);
32. return 0;
33. }
34. int fun(int n)
35. {
36. int i;
37. int ret=0;
38. for(i=1;i<=n;i++)
39. {
40. if(count[i]==cnt)
41. {
42. ret++;
43. }
44. }
45. return (ret-2);
46. }
47. void dfs(int x,int y,int n)
48. {
49. visit[x]=1;
50. way[n]=x;
51. struct Node \*p=&tab[x];
52. if(x==y)
53. {
54. int i;
55. cnt++;
56. for(i=0;i<=n;i++)
57. {
58. count[way[i]]++;
59. }
60. return ;
61. }
62. while((p=p->pNext)!=NULL)
63. {
64. if(visit[p->data]!=1)
65. {
66. dfs(p->data,y,n+1);
67. visit[p->data]=0;
68. }
69. }
70. }
71. void Init(int n)
72. {
73. int i;
74. for(i=1;i<=n;i++)
75. {
76. tab[i].data=i;
77. tab[i].pNext=NULL;
78. }
79. }
80. void Insert(int n,int x)
81. {
82. struct Node \*p=&tab[n];
83. while(p->pNext!=NULL)
84. {
85. p=p->pNext;
86. }
87. struct Node \*new=(struct Node \*)malloc(sizeof(struct Node));
88. p->pNext=new;
89. new->data=x;
90. new->pNext=NULL;
91. }

## 13、网络寻路(构图)

问题描述

X 国的一个网络使用若干条线路连接若干个节点。节点间的通信是双向的。某重要数据包，为了安全起见，必须恰好被转发两次到达目的地。该包可能在任意一个节点产生，我们需要知道该网络中一共有多少种不同的转发路径。

源地址和目标地址可以相同，但中间节点必须不同。

如下图所示的网络。

![http://lx.lanqiao.org/RequireFile.do?fid=JBf444aT](data:image/png;base64,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)

1 -> 2 -> 3 -> 1 是允许的

1 -> 2 -> 1 -> 2 或者 1 -> 2 -> 3 -> 2 都是非法的。

输入格式

输入数据的第一行为两个整数N M，分别表示节点个数和连接线路的条数(1<=N<=10000; 0<=M<=100000)。

接下去有M行，每行为两个整数 u 和 v，表示节点u 和 v 联通(1<=u,v<=N , u!=v)。

输入数据保证任意两点最多只有一条边连接，并且没有自己连自己的边，即不存在重边和自环。

输出格式

输出一个整数，表示满足要求的路径条数。

样例输入1

3 3  
1 2  
2 3  
1 3

样例输出1

6

样例输入2

4 4  
1 2  
2 3  
3 1  
1 4

样例输出2

10

本题的C参考代码如下：

1. #include<stdio.h>
2. #include<string.h>
3. #define MAXN 10010
4. #define MAXM 100010
5. int Du[MAXN],U[MAXM],V[MAXM];
6. int main()
7. {
8. int n,i,m;
9. long long ans=0;
10. scanf("%d%d",&n,&m);
11. memset(Du,0,sizeof(Du));
12. for(i=0;i<m;i++){
13. scanf("%d%d",&U[i],&V[i]);
14. Du[U[i]]++;
15. Du[V[i]]++;
16. }
17. for(i=0;i<m;i++)if(Du[U[i]]>1&&Du[V[i]]>1)ans+=(Du[U[i]]-1)\*(Du[V[i]]-1)\*2;
18. printf("%I64d\n",ans);
19. return 0;
20. }

## 14、高僧斗法(博弈论)

问题描述

　　古时丧葬活动中经常请高僧做法事。仪式结束后，有时会有“高僧斗法”的趣味节目，以舒缓压抑的气氛。  
　　节目大略步骤为：先用粮食（一般是稻米）在地上“画”出若干级台阶（表示N级浮屠）。又有若干小和尚随机地“站”在某个台阶上。最高一级台阶必须站人，其它任意。(如图1所示)  
　　两位参加游戏的法师分别指挥某个小和尚向上走任意多级的台阶，但会被站在高级台阶上的小和尚阻挡，不能越过。两个小和尚也不能站在同一台阶，也不能向低级台阶移动。  
　　两法师轮流发出指令，最后所有小和尚必然会都挤在高段台阶，再也不能向上移动。轮到哪个法师指挥时无法继续移动，则游戏结束，该法师认输。  
　　对于已知的台阶数和小和尚的分布位置，请你计算先发指令的法师该如何决策才能保证胜出。

输入格式

　　输入数据为一行用空格分开的N个整数，表示小和尚的位置。台阶序号从1算起，所以最后一个小和尚的位置即是台阶的总数。（N<100, 台阶总数<1000）

输出格式

　　输出为一行用空格分开的两个整数: A B, 表示把A位置的小和尚移动到B位置。若有多个解，输出A值较小的解，若无解则输出-1。

样例输入

1 5 9

样例输出

1 4

样例输入

1 5 8 10

样例输出

1 3

本题的C参考代码如下：

1. #include <stdio.h>   //参考蓝桥杯贴吧 dezhonger
2. int main()
3. {
4. int a[105],b[105],i=0,j,k,count,sum;
5. char c;
6. while(1)
7. {
8. scanf("%d%c",&a[i++],&c);
9. if(c=='\n')
10. break;
11. }
12. count=i;
13. for(i = 0;i < count-1;i++)
14. b[i]=a[i+1]-a[i]-1;
15. b[count-1]=0;
16. sum=b[0];
17. for(i = 2;i < count;i = i+2)
18. sum^=b[i];
19. if(sum == 0)
20. printf("-1\n");
21. else
22. {
23. for(i = 0;i < count;i++)
24. for(j = 1;j <= b[i];j++)
25. {
26. b[i] -= j;
27. if(i!=0)
28. b[i-1]+=j;
29. sum = b[0];
30. for(k = 2;k < count;k = k+2)
31. sum ^= b[k];
32. if(sum == 0)
33. {
34. printf("%d %d\n",a[i],a[i]+j);
35. break;
36. }
37. b[i] += j;
38. if(i != 0)
39. b[i-1] -= j;
40. }
41. }
42. return 0;
43. }
44. /\*
45. 1 3 5 7 12 14 17 26 38 45 66 100
46. 66 84
47. \*/

## 15、格子刷油漆(动态规划)

问题描述

　　X国的一段古城墙的顶端可以看成 2\*N个格子组成的矩形（如下图所示），现需要把这些格子刷上保护漆。  
  
![http://lx.lanqiao.org/RequireFile.do?fid=HLt96rLF](data:image/png;base64,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)  
　　你可以从任意一个格子刷起，刷完一格，可以移动到和它相邻的格子（对角相邻也算数），但不能移动到较远的格子（因为油漆未干不能踩！）  
　　比如：a d b c e f 就是合格的刷漆顺序。  
　　c e f d a b 是另一种合适的方案。  
　　当已知 N 时，求总的方案数。当N较大时，结果会迅速增大，请把结果对 1000000007 (十亿零七) 取模。

输入格式

　　输入数据为一个正整数（不大于1000）

输出格式

　　输出数据为一个正整数。

样例输入

2

样例输出

24

样例输入

3

样例输出

96

样例输入

22

样例输出

359635897

本题的C参考代码如下：

1. #include <stdio.h>
2. long long a[1001],b[1001],sum;
3. #define NUM 1000000007
4. int main()
5. {
6. int i,n;
7. scanf("%d",&n);
8. b[1]=1;
9. for (i=2;i<=n;i++)
10. b[i]=(b[i-1]\*2%NUM);
11. a[1]=1;a[2]=6;
12. for (i=3;i<=n;i++)
13. a[i]=(2\*a[i-1]+b[i]+4\*a[i-2])%NUM;
14. sum=4\*a[n];
15. for (i=2;i<n;i++)
16. sum=((sum+8\*b[n-i]\*a[i-1]%NUM)%NUM+(8\*a[n-i]\*b[i-1])%NUM)%NUM;
17. printf("%I64d\n",sum);
18. return 0;
19. }

## 16、农场阳光（计算几何）

问题描述

　　X星球十分特殊，它的自转速度与公转速度相同，所以阳光总是以固定的角度照射。  
　　最近，X星球为发展星际旅游业，把空间位置出租给Y国游客来晒太阳。每个租位是漂浮在空中的圆盘形彩云（圆盘与地面平行）。当然，这会遮挡住部分阳光，被遮挡的土地植物无法生长。  
　　本题的任务是计算某个农场宜于作物生长的土地面积有多大。

输入格式

　　输入数据的第一行包含两个整数a, b，表示某农场的长和宽分别是a和b，此时，该农场的范围是由坐标(0, 0, 0), (a, 0, 0), (a, b, 0), (0, b, 0)围成的矩形区域。  
　　第二行包含一个实数g，表示阳光照射的角度。简单起见，我们假设阳光光线是垂直于农场的宽的，此时正好和农场的长的夹角是g度，此时，空间中的一点(x, y, z)在地面的投影点应该是(x + z \* ctg(g度), y, 0)，其中ctg(g度)表示g度对应的余切值。  
　　第三行包含一个非负整数n，表示空中租位个数。  
　　接下来 n 行，描述每个租位。其中第i行包含4个整数xi, yi, zi, ri，表示第i个租位彩云的圆心在(xi, yi, zi)位置，圆半径为ri。

输出格式

　　要求输出一个实数，四舍五入保留两位有效数字，表示农场里能长庄稼的土地的面积。

样例输入

10 10  
90.0  
1  
5 5 10 5

样例输出

21.46

样例输入

8 8  
90.0  
1  
4 4 10 5

样例输出

1.81

样例输入

20 10  
45.0  
2  
5 0 5 5  
8 6 14 6

样例输出

130.15

本题的C参考代码如下：

1. 该题暂时没有人完全正确，暂时没有该语言的参考程序。

## 17、约数倍数选卡片（博弈论）

问题描述

　　闲暇时，福尔摩斯和华生玩一个游戏：  
　　在N张卡片上写有N个整数。两人轮流拿走一张卡片。要求下一个人拿的数字一定是前一个人拿的数字的约数或倍数。例如，某次福尔摩斯拿走的卡片上写着数字“6”，则接下来华生可以拿的数字包括：  
　　1，2，3, 6，12，18，24 ....  
　　当轮到某一方拿卡片时，没有满足要求的卡片可选，则该方为输方。  
　　请你利用计算机的优势计算一下，在已知所有卡片上的数字和可选哪些数字的条件下，怎样选择才能保证必胜！  
　　当选多个数字都可以必胜时，输出其中最小的数字。如果无论如何都会输，则输出-1。

输入格式

　　输入数据为2行。第一行是若干空格分开的整数（每个整数介于1~100间），表示当前剩余的所有卡片。  
　　第二行也是若干空格分开的整数，表示可以选的数字。当然，第二行的数字必须完全包含在第一行的数字中。

输出格式

　　程序则输出必胜的招法！！

样例输入

2 3 6  
3 6

样例输出

3

样例输入

1 2 2 3 3 4 5  
3 4 5

样例输出

4

本题的C参考代码如下：

1. 该题暂时没有人完全正确，暂时没有该语言的参考程序。

## 18、车轮轴迹（计算几何）

问题描述

　　栋栋每天骑自行车回家需要经过一条狭长的林荫道。道路由于年久失修，变得非常不平整。虽然栋栋每次都很颠簸，但他仍把骑车经过林荫道当成一种乐趣。  
　　由于颠簸，栋栋骑车回家的路径是一条上下起伏的曲线，栋栋想知道，他回家的这条曲线的长度究竟是多长呢？更准确的，栋栋想知道从林荫道的起点到林荫道的终点，他的车前轮的轴（圆心）经过的路径的长度。  
　　栋栋对路面进行了测量。他把道路简化成一条条长短不等的直线段，这些直线段首尾相连，且位于同一平面内。并在该平面内建立了一个直角坐标系，把所有线段的端点坐标都计算好。  
　　假设栋栋的自行车在行进的过程中前轮一直是贴着路面前进的。  
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　　上图给出了一个简单的路面的例子，其中蓝色实线为路面，红色虚线为车轮轴经过的路径。在这个例子中，栋栋的前轮轴从A点出发，水平走到B点，然后绕着地面的F点到C点（绕出一个圆弧），再沿直线下坡到D点，最后水平走到E点，在这个图中地面的坐标依次为：(0, 0), (2, 0), (4, -1), (6, -1)，前轮半径为1.50，前轮轴前进的距离依次为：  
　　AB=2.0000；弧长BC=0.6955；CD=1.8820；DE=1.6459。  
　　总长度为6.2233。  
  
　　下图给出了一个较为复杂的路面的例子，在这个例子中，车轮在第一个下坡还没下完时（D点）就开始上坡了，之后在坡的顶点要从E绕一个较大的圆弧到F点。这个图中前轮的半径为1，每一段的长度依次为：  
　　AB=3.0000；弧长BC=0.9828；CD=1.1913；DE=2.6848；弧长EF=2.6224； FG=2.4415；GH=2.2792。  
　　总长度为15.2021。  
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　　现在给出了车轮的半径和路面的描述，请求出车轮轴轨迹的总长度。

输入格式

　　输入的第一行包含一个整数n和一个实数r，用一个空格分隔，表示描述路面的坐标点数和车轮的半径。  
　　接下来n行，每个包含两个实数，其中第i行的两个实数x[i], y[i]表示描述路面的第i个点的坐标。  
　　路面定义为所有路面坐标点顺次连接起来的折线。给定的路面的一定满足以下性质：  
  
　　\*第一个坐标点一定是(0, 0)；  
　　\*第一个点和第二个点的纵坐标相同；  
　　\*倒数第一个点和倒数第二个点的纵坐标相同；  
　　\*第一个点和第二个点的距离不少于车轮半径；  
　　\*倒数第一个点和倒数第二个点的的距离不少于车轮半径；  
　　\*后一个坐标点的横坐标大于前一个坐标点的横坐标，即对于所有的i，x[i+1]>x[i]。

输出格式

　　输出一个实数，四舍五入保留两个小数，表示车轮轴经过的总长度。  
　　你的结果必须和参考答案一模一样才能得分。数据保证答案精确值的小数点后第三位不是4或5。

样例输入

4 1.50  
0.00 0.00  
2.00 0.00  
4.00 -1.00  
6.00 -1.00

样例输出

6.22

样例说明

　　这个样例对应第一个图。

样例输入

6 1.00  
0.00 0.00  
3.00 0.00  
5.00 -3.00  
6.00 2.00  
7.00 -1.00  
10.00 -1.00

样例输出

15.20

样例说明

　　这个样例对应第二个图

数据规模和约定

　　对于20%的数据，n=4；  
　　对于40%的数据，n≤10；  
　　对于100%的数据，4≤n≤100，0.5≤r≤20.0，x[i] ≤2000.0，-2000.0≤y[i] ≤2000.0。

本题的C参考代码如下：

1. 该题暂时没有人完全正确，暂时没有该语言的参考程序。

## 19、九宫重排  （排序）

问题描述

　　如下面第一个图的九宫格中，放着 1~8 的数字卡片，还有一个格子空着。与空格子相邻的格子中的卡片可以移动到空格中。经过若干次移动，可以形成第二个图所示的局面。  
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　　我们把第一个图的局面记为：12345678.  
　　把第二个图的局面记为：123.46758  
　　显然是按从上到下，从左到右的顺序记录数字，空格记为句点。  
　　本题目的任务是已知九宫的初态和终态，求最少经过多少步的移动可以到达。如果无论多少步都无法到达，则输出-1。

输入格式

　　输入第一行包含九宫的初态，第二行包含九宫的终态。

输出格式

　　输出最少的步数，如果不存在方案，则输出-1。

样例输入

12345678.  
123.46758

样例输出

3

样例输入

13524678.  
46758123.

样例输出
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本题的C++参考代码如下：

1. #include<stdio.h>
2. #include<string.h>
3. #include<queue>
4. int d\_xy[][2]={0,-1,0,1,1,0,-1,0};
5. /\*
6. \* 双向广搜 康托展开   by 邱良雄
7. \*/
8. int  hash[362880][2];
9. int factory[]={1,1,2,6,24,120,720,5040,40320};
10. typedef  struct
11. {
12. int step;
13. int pos;
14. char state[9];
15. }Node;
16. int toHashValue(char \*map)
17. {
18. int value=0;
19. for(int i=0;i<9;i++)
20. {
21. int cnt=0;
22. for(int j=i+1;j<9;j++)
23. {
24. if(map[i]>map[j])
25. cnt++;
26. }
27. value+=cnt\*factory[8-i];
28. }
29. return value;
30. }
31. bool check(int x,int y)
32. {
33. if(x<0||x>=3||y<0||y>=3)
34. return true;
35. return false;
36. }
37. int initStr(char \*map)
38. {
39. for(int i=0;i<strlen(map);i++)
40. if(map[i]=='.')
41. {
42. map[i]='0';
43. return i;
44. }
45. return 0;
46. }
47. int bfs(char \*start,char \*end)
48. {
49. Node s,t;
50. s.pos=initStr(start);
51. strcpy(s.state,start);
52. std::queue<Node>q1,q2;
53. s.step=1;
54. q1.push(s);
55. s.pos=initStr(end);
56. strcpy(s.state,end);
57. q2.push(s);
58. hash[ toHashValue(start)][0]=1;
59. hash[ toHashValue(end)][1]=1;
60. while(!q1.empty()||!q2.empty())
61. {
62. if(!q1.empty())
63. {
64. s=q1.front();
65. q1.pop();
66. for(int k=0;k<4;k++)
67. {
68. int x=s.pos/3+d\_xy[k][0];
69. int y=s.pos%3+d\_xy[k][1];
70. if(check(x,y))
71. continue;
72. t.pos=x\*3+y;
73. strcpy(t.state,s.state);
74. t.step=s.step+1;
75. std::swap(t.state[t.pos],t.state[s.pos]);
76. if(hash[toHashValue(t.state) ][0])
77. continue;
78. hash[toHashValue(t.state)][0]=t.step;
79. if(hash[toHashValue(t.state)][1])
80. return  hash[toHashValue(t.state)][1]+s.step-1;
81. q1.push(t);
82. }
83. }
84. if(!q2.empty())
85. {
86. s=q2.front();
87. q2.pop();
88. for(int k=0;k<4;k++)
89. {
90. int x=s.pos/3+d\_xy[k][0];
91. int y=s.pos%3+d\_xy[k][1];
92. if(check(x,y))
93. continue;
94. t.pos=x\*3+y;
95. strcpy(t.state,s.state);
96. t.step=s.step+1;
97. std::swap(t.state[t.pos],t.state[s.pos]);
98. if(hash[toHashValue(t.state)][1])
99. continue;
100. hash[toHashValue(t.state)][1]=t.step;
101. if(hash[toHashValue(t.state)][0])
102. return  hash[toHashValue(t.state)][0]+s.step-1;
103. q2.push(t);
104. }
105. }
107. }
108. return -1;
110. }
111. int  main()
112. {
113. char start[9],end[9];
114. gets(start);
115. gets(end);
116. printf("%d\n",bfs(start,end));
117. return 0;
118. }

## 20、公式求值（组合数字）

问题描述

　　输入n, m, k，输出下面公式的值。  
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　　其中C\_n^m是组合数，表示在n个人的集合中选出m个人组成一个集合的方案数。组合数的计算公式如下。  
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输入格式

　　输入的第一行包含一个整数n；第二行包含一个整数m，第三行包含一个整数k。

输出格式

　　计算上面公式的值，由于答案非常大，请输出这个值除以999101的余数。

样例输入

3  
1  
3

样例输出

162

样例输入

20  
10  
10

样例输出

359316

数据规模和约定

　　对于10%的数据，n≤10，k≤3；  
　　对于20%的数据，n≤20，k≤3；  
　　对于30%的数据，n≤1000，k≤5；  
　　对于40%的数据，n≤10^7，k≤10；  
　　对于60%的数据，n≤10^15，k ≤100；  
　　对于70%的数据，n≤10^100，k≤200；  
　　对于80%的数据，n≤10^500，k ≤500；  
　　对于100%的数据，n在十进制下不超过1000位，即1≤n<10^1000，1≤k≤1000，同时0≤m≤n，k≤n。

提示

　　999101是一个质数；  
　　当n位数比较多时，绝大多数情况下答案都是0，但评测的时候会选取一些答案不是0的数据；

本题的C参考代码如下：

1. 该题暂时没有人完全正确，暂时没有该语言的参考程序。